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*Algoritmo Run Length Encoding (RLE)*
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# Resumo

Este artigo científico foi desenvolvido para a disciplina de Multimédia II e consiste em estudar o método *Run Length Encoding* e explorar os seus algoritmos para codificação e descodificação de texto e imagens.

# Introdução

O *Run Length Encoding* é um processo de compressão de caracteres quando existe uma longa sequência dos mesmos (4 ou mais). É um algoritmo considerado simples e o seu *codec* (codificador/descodificador) são sem perdas e supressão de sequências repetitivas.

## Objetivos do trabalho

## 

O objetivo deste trabalho é desenvolvermos uma aplicação de software que implemente o algoritmo RLE. O trabalho será maioritariamente realizado em *JavaScript*, com HTML e CSS para ficar disponível em versão Web.

## Justificação

Entre os elementos do grupo, achamos que o RLE seria uma boa opção. Embora este método não seja dos mais eficientes (devido às restrições dos números de repetições de caracteres), é um algoritmo muito utilizado e também cumpre o requisito 1 que impõe a implementação de um algoritmo de compressão/descompressão **sem perdas**.

## Áreas de aplicação

Este *codec* é usado para a compressão de texto e imagens, especialmente em áreas onde não se pode perder informação pois estes métodos são sem perdas. No final dos anos 60 era utilizado na transmissão de sinal televisivo e, na década de 80, foi introduzido pela *CompuServe*, um serviço online que disponibiliza conexão à internet, para comprimir imagens partilhadas na rede. Atualmente o RLE é utilizado em imagens *“BMP”*, no sistema operativo *Windows*, e em imagens *“JPG”*, juntamente com a transformada discreta de cosseno.

# O algoritmo *Run Length Encoding*

*Run Length Encoding* é um método de compressão sem perdas de dados onde uma determinada sequência de valores repetidos são combinados como um único valor e a quantidade de valores repetidos no lugar da sequência original.

Este algoritmo é especialmente útil e eficaz para grandes conjuntos de repetições.

# Implementação do algoritmo *Run Length Encoding*

## Compressão de texto

O processo de codificação por RLE é o seguinte:

* Determinar uma *Flag* que não exista no texto que vai ser comprimido, como um caractere especial por exemplo.
* Em seguida, vamos ler o caractere na posição i (primeira posição, a inicial). Se o caractere seguinte (i+1) não for igual ao da posição i (texto[i+1] != texto[i]), i+1 passa a ser o novo i e começamos novamente a sequência. Se i+1 for igual a i, vamos verificando os caracteres seguintes (i+2, i+3, etc.) enquanto os caracteres nessas posições sejam iguais ao caractere na posição i (texto[i]).
* Quando essa sequência terminar vamos contar o número de vezes que o caractere se repetiu.
* Se a repetição for menor que 4, não se efetua compressão e então os caracteres vão permanecer iguais.
* Se a sequência de caracteres repetidos for igual ou maior que 4, faz-se a compressão e o resultado será algo como: *Flag* + nº de repetições + caracter.

Exemplo:

Vamos selecionar a *Flag* “$”

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A | A | A | A | B | B | B | C | C | C | C | C | D | D | D | D | D | D |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| $ | 4 | A | B | B | B | $ | 5 | C | $ | 6 | D |

## Descompressão de texto

O processo de descodificação por RLE é o seguinte:

* Determinar a *Flag* que está a ser usada;
* Criar uma *string* auxiliar vazia.
* Ler o texto até a *Flag* ser encontrada.
* Ao encontrar a *Flag*, iremos estar na posição texto[i]. Na posição

texto[i + 1] vamos encontrar o número de repetições de um caractere e na posição texto[i + 2] vamos encontrar o caractere repetido.

* Em seguida, criamos uma string de repetições com o tamanho do número de repetições do caractere e colocamos esse caractere em todas as posições.
* Vamos fazer a concatenação da *string* auxiliar que criamos no início com a string de repetições. E depois zeramos a *string* de repetições para voltar a usar porque cada vez que aparecer a *Flag* na *string* texto, vamos repetir o ponto anterior, seguido deste ponto.

Exemplo:

*Flag*: #

i i+1 i+2

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| # | 5 | A | B | B | # | 6 | C |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| A | A | A | A | A |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| B | B | # | 6 | C |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| A | A | A | A | A | B | B |

|  |  |  |
| --- | --- | --- |
| # | 6 | C |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A | A | A | A | A | B | B | C | C | C | C | C | C |

## Compressão de imagem

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |

* Temos aqui uma imagem de 7 por 6 pixéis.
* Vamos analisar linha a linha e agrupar os pixéis contíguos que possuam a mesma cor:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 1 | 3 | 1 | 1 |  |  |
| 1 | 2 | 1 | 2 | 1 |  |  |
| 1 | 1 | 1 | 1 | 1 | 2 |  |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 2 | 3 | 2 |  |  |  |  |
| 3 | 1 | 3 |  |  |  |  |

Resultado:

1W1R3W1B1W

1G2O1W2O1P

1Y1P1B1Y1G2Y

1W1G1R1G1P1G1W

2W3B2W

3W1P3W

## Descompressão de imagem

A descompressão de imagens é efetivamente o processo simétrico da compressão de imagem.

# Comparação com outros métodos

Comparamos o RLE com a codificação de *Huffman* e a codificação aritmética e concluímos que a vantagem que o RLE tem em relação a estes dois é que é fácil de implementar e consome muita pouca capacidade de CPU, no entanto, em imagens, o RLE consegue ser eficiente porque existem muitos pixéis iguais e consegue uma taxa de compressão muito favorável. No entanto, não é dos mais eficientes para linguagem natural porque é difícil encontrar palavras que tenham uma letra várias vezes repetida consecutivamente.

# Conclusão

# Após a realização deste trabalho, podemos concluir que o algoritmo de compressão *Run-Length Encoding* é relativamente simples e embora não seja o mais eficiente quando se trata de imagens com uma variada palete de cores, é uma boa escolha para imagens simples, como ícones, que são mais comuns na área da Informática. No que toca a texto, tal como foi referido, não é muito eficiente quando usado para linguagem natural. Com a implementação deste algoritmo, ganhámos mais conhecimentos sobre a linguagem de programação *JavaScript*.
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