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**What is Logistic Regression**

Logistic regression is one of the most popular supervised classification algorithm. This classification algorithm mostly used for solving binary classification problems.  Logistic regression algorithm can also use to solve the multi-classification problems.

**“*Logistic regression measures the relationship between the categorical dependent variable and one or more independent variables by estimating probabilities using a logistic function” (Wikipedia)***

The target variable (Output) can take only discrete values such as True or False, Yes or No, etc. for given set of features(Inputs).

Based on the number of categories, Logistic regression can be classified as:

1. **binomial:** Target variable can have only 2 possible types: “0” or “1” which may represent “win” vs “loss”, “pass” vs “fail”, “dead” vs “alive”, etc.

Examples**:** Email -> spam or not, Using weather information predicting-> rain or no rain, Based on customer profile, bank predict to give loan or not.

1. **multinomial:** Target variable can have more than 2 possible types which are not ordered like “disease A” vs “disease B” vs “disease C”.  
   Examples: Identifying the different kinds of vehicles.
2. **ordinal:** It deals with target variables with ordered categories. For example, a test score can be categorized as: “very poor”, “poor”, “good”, “very good”. Here, each category can be given a score like 0, 1, 2, 3.

**How does it work**

Step 1. Logistic regression model will take the feature values and calculates the probabilities using the **sigmoid** or **softmax** functions.

Sigmoid function -> used for binary classification problems   
Softmax function -> used of multi-classification problems.

Step 2. Later the calculated probabilities used to find the target class.

Step 3. In general, the high probability class treated as the final target class.

**Sigmoid Function:** Also known as logistic function

The logistic function/sigmoid function, takes any real input (X1, X2…. Xn) and outputs a value between 0 and 1.  
The logistic function is defined as follows:
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We can infer from above graph that:

* Q(t) tends towards 1 as t -> + infinity
* Q(t) tends towards 0 as t -> - infinity
* Q(t) is always bounded between 0 and 1

**Softmax Function:** A popular function to calculate the **probabilities** of the events.

It returns the high probability value for the high scores and low probabilities for the low scores.

* The calculated probabilities will be in the range of 0 to 1.
* The sum of all the probabilities is equals to 1.

The Softmax function is defined as follows:  
 ![](data:image/png;base64,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)

Numerator the e-power to the values of the Logit   
Denominator calculates the sum of the e-power to the values of all the Logits.

This function takes each value (Logits) and find the probability.

import numpy as np

def softmax(scores):

    """

    Calculate the softmax for the given scores

    :param scores:

    :return:

    """

    return np.exp(scores) / np.sum(np.exp(scores), axis=0)

scores = [8, 5, 2]

if \_\_name\_\_ == "\_\_main\_\_":

    logits = [8, 5, 2]

    print "Softmax :: ", softmax(logits)