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ISLR packages provide several datasets. The description of datasets are available here: <http://cran.r-project.org/web/packages/ISLR/ISLR.pdf>

rm(list = ls()) # clear the workspace   
library(ISLR) # load ISLR data package  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.5 v dplyr 1.0.7  
## v tidyr 1.2.0 v stringr 1.4.0  
## v readr 2.0.2 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(ggplot2)

# Data Preparation

Examine the dataset. It contains four variables, default, student,balance, and income.

Default<-as\_tibble(Default)  
Default

## # A tibble: 10,000 x 4  
## default student balance income  
## <fct> <fct> <dbl> <dbl>  
## 1 No No 730. 44362.  
## 2 No Yes 817. 12106.  
## 3 No No 1074. 31767.  
## 4 No No 529. 35704.  
## 5 No No 786. 38463.  
## 6 No Yes 920. 7492.  
## 7 No No 826. 24905.  
## 8 No Yes 809. 17600.  
## 9 No No 1161. 37469.  
## 10 No No 0 29275.  
## # ... with 9,990 more rows

glimpse(Default)

## Rows: 10,000  
## Columns: 4  
## $ default <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, No, No, No~  
## $ student <fct> No, Yes, No, No, No, Yes, No, Yes, No, No, Yes, Yes, No, No, N~  
## $ balance <dbl> 729.5265, 817.1804, 1073.5492, 529.2506, 785.6559, 919.5885, 8~  
## $ income <dbl> 44361.625, 12106.135, 31767.139, 35704.494, 38463.496, 7491.55~

head(Default) # show the first six rows

## # A tibble: 6 x 4  
## default student balance income  
## <fct> <fct> <dbl> <dbl>  
## 1 No No 730. 44362.  
## 2 No Yes 817. 12106.  
## 3 No No 1074. 31767.  
## 4 No No 529. 35704.  
## 5 No No 786. 38463.  
## 6 No Yes 920. 7492.

tail(Default) # show the last six rows

## # A tibble: 6 x 4  
## default student balance income  
## <fct> <fct> <dbl> <dbl>  
## 1 No Yes 172. 14956.  
## 2 No No 712. 52992.  
## 3 No No 758. 19661.  
## 4 No No 845. 58636.  
## 5 No No 1569. 36669.  
## 6 No Yes 201. 16863.

names(Default) # variable names

## [1] "default" "student" "balance" "income"

nrow(Default) # the number of rows

## [1] 10000

ncol(Default) # the number of columns

## [1] 4

summary(Default) # basic summary statistics of the variables in Default dataset (default, student, balance, income)

## default student balance income   
## No :9667 No :7056 Min. : 0.0 Min. : 772   
## Yes: 333 Yes:2944 1st Qu.: 481.7 1st Qu.:21340   
## Median : 823.6 Median :34553   
## Mean : 835.4 Mean :33517   
## 3rd Qu.:1166.3 3rd Qu.:43808   
## Max. :2654.3 Max. :73554

# frequency table   
summary(Default$default) # summary of default variable

## No Yes   
## 9667 333

table(Default$default) # contingency table: frequency of each case (yes/no) in default variable

##   
## No Yes   
## 9667 333

table(Default$student) # contingency table: frequency of each case (yes/no) in student variable

##   
## No Yes   
## 7056 2944

table(Default$default, Default$student) # cross-tabulation

##   
## No Yes  
## No 6850 2817  
## Yes 206 127

# Data Visualization

## Bar chart

Default %>%  
 ggplot(aes(x=default,fill=default)) +  
 geom\_bar()
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Default %>%  
 ggplot(aes(x=student,fill=student)) +  
 geom\_bar()
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## Histograms

Default %>%  
 ggplot(aes(x=income)) +  
 geom\_histogram(binwidth=1000, colour="black",fill="white")

![](data:image/png;base64,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)

Default %>%  
 ggplot(aes(x=income,fill=student)) +  
 geom\_histogram(binwidth=1000,alpha=.5,position="identity")
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Default %>%  
 ggplot(aes(x=income,fill=default)) +  
 geom\_histogram(binwidth=1000,alpha=.5,position="identity")
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## Boxplots

ggplot(Default,aes(x=default,y=balance,fill=default))+geom\_boxplot()
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ggplot(Default,aes(x=default,y=income,fill=default))+geom\_boxplot()
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## Scatter plots

Default %>%  
 ggplot(aes(x=balance,y=income,color=default)) +  
 geom\_point(shape=1)

![](data:image/png;base64,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)

We need *rpart* package for Classification Trees. More on rpart : <http://cran.r-project.org/web/packages/rpart/vignettes/longintro.pdf>

rpart.plot is a package for visualizing classification tree models.

library(rpart)  
library(rpart.plot)

Let’s build a model.

ct\_model<-rpart(default~student+balance+income, # model formula  
 data=Default, # dataset  
 method="class", # "class" indicates a classification tree model   
 control=rpart.control(cp=0.03,maxdepth=4)) # tree control parameters.

Next, let’s visualize the tree model.

rpart.plot(ct\_model) # tree plot
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Here, I tried to visualize the classification tree model results on the scatterplot. It could be done, because the model used the two numeric variables.

Default %>%  
 ggplot(aes(x=balance,y=income,color=default)) +  
 geom\_point(shape=1)+  
 geom\_vline(xintercept=1800.002,linetype="dashed")+  
 geom\_vline(xintercept=1971.915,linetype="dashed")+  
 geom\_hline(yintercept=27401.2,linetype="dashed")+  
 annotate("rect",xmin=1800.002, xmax=1971.915, ymin=0, ymax=27401.2,fill="red",alpha=0.2)+  
 annotate("rect",xmin=1971.915, xmax=Inf, ymin=0, ymax=Inf,fill="blue",alpha=0.2)+  
 annotate("rect",xmin=0, xmax=1800.002, ymin=0, ymax=Inf,fill="red",alpha=0.2)+  
 annotate("rect",xmin=1800.002, xmax=1971.915, ymin=27401.2, ymax=Inf,fill="blue",alpha=0.2)
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#print(ct\_model) # model results

#summary(ct\_model) # model result details

Get the predicted value - class membership (yes or no) –> using a cut-off of 50%.

ct\_pred\_class<-predict(ct\_model,type="class") # class membership (yes or no)   
head(ct\_pred\_class)

## 1 2 3 4 5 6   
## No No No No No No   
## Levels: No Yes

ct\_pred<-predict(ct\_model) # get the predicted values - class probabilities (default)  
head(ct\_pred)

## No Yes  
## 1 0.9823929 0.01760708  
## 2 0.9823929 0.01760708  
## 3 0.9823929 0.01760708  
## 4 0.9823929 0.01760708  
## 5 0.9823929 0.01760708  
## 6 0.9823929 0.01760708

Let’s create a new column in Default: save the predicted probability of default (yes) from the second column of dt\_pred.

Default$ct\_pred\_prob<-ct\_pred[,2]

Alternatively, you can specify a certain cut-off value to assign class membership. You can set the cut-off at 30%, 50%, 80%, or whatever you want.

Default$ct\_pred\_class<-ifelse(Default$ct\_pred\_prob>0.5,"Yes","No")

head(Default)

## # A tibble: 6 x 6  
## default student balance income ct\_pred\_prob ct\_pred\_class  
## <fct> <fct> <dbl> <dbl> <dbl> <chr>   
## 1 No No 730. 44362. 0.0176 No   
## 2 No Yes 817. 12106. 0.0176 No   
## 3 No No 1074. 31767. 0.0176 No   
## 4 No No 529. 35704. 0.0176 No   
## 5 No No 786. 38463. 0.0176 No   
## 6 No Yes 920. 7492. 0.0176 No

Default[253,] # get the information of 253th customer

## # A tibble: 1 x 6  
## default student balance income ct\_pred\_prob ct\_pred\_class  
## <fct> <fct> <dbl> <dbl> <dbl> <chr>   
## 1 No Yes 489. 15159. 0.0176 No

# show the customers whose predicted probability is greater than 70%  
Default%>%  
 filter(ct\_pred\_prob>0.7)

## # A tibble: 118 x 6  
## default student balance income ct\_pred\_prob ct\_pred\_class  
## <fct> <fct> <dbl> <dbl> <dbl> <chr>   
## 1 Yes Yes 2206. 14271. 0.763 Yes   
## 2 No Yes 2023. 18337. 0.763 Yes   
## 3 Yes No 1992. 42133. 0.763 Yes   
## 4 Yes No 1981. 28128. 0.763 Yes   
## 5 No Yes 2005. 27137. 0.763 Yes   
## 6 No No 2113. 34748. 0.763 Yes   
## 7 Yes No 2033. 44998. 0.763 Yes   
## 8 Yes No 2024. 51509. 0.763 Yes   
## 9 No Yes 1994. 14305. 0.763 Yes   
## 10 Yes No 2499. 51504. 0.763 Yes   
## # ... with 108 more rows

# sort customers by probability of default in descending order  
Default%>%  
 arrange(desc(ct\_pred\_prob))

## # A tibble: 10,000 x 6  
## default student balance income ct\_pred\_prob ct\_pred\_class  
## <fct> <fct> <dbl> <dbl> <dbl> <chr>   
## 1 Yes Yes 2206. 14271. 0.763 Yes   
## 2 No Yes 2023. 18337. 0.763 Yes   
## 3 Yes No 1992. 42133. 0.763 Yes   
## 4 Yes No 1981. 28128. 0.763 Yes   
## 5 No Yes 2005. 27137. 0.763 Yes   
## 6 No No 2113. 34748. 0.763 Yes   
## 7 Yes No 2033. 44998. 0.763 Yes   
## 8 Yes No 2024. 51509. 0.763 Yes   
## 9 No Yes 1994. 14305. 0.763 Yes   
## 10 Yes No 2499. 51504. 0.763 Yes   
## # ... with 9,990 more rows

## Random Forest

set.seed(1)  
#install.packages("randomForest")  
library(randomForest)

## randomForest 4.7-1

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

rf\_model<-randomForest(default~income+balance+student, # model formula  
 data=Default,ntree=500, cutoff=c(0.5,0.5))

#print(rf\_model)  
head(rf\_model$votes) # indicates the % of trees that voted for each class

## No Yes  
## 1 1.0000000 0.000000000  
## 2 1.0000000 0.000000000  
## 3 0.9946809 0.005319149  
## 4 1.0000000 0.000000000  
## 5 1.0000000 0.000000000  
## 6 1.0000000 0.000000000

head(rf\_model$predicted) # the class favored by more trees (i.e. majority vote wins)

## 1 2 3 4 5 6   
## No No No No No No   
## Levels: No Yes

varImpPlot(rf\_model) # importance of variables

![](data:image/png;base64,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)

head(rf\_model$vote)

## No Yes  
## 1 1.0000000 0.000000000  
## 2 1.0000000 0.000000000  
## 3 0.9946809 0.005319149  
## 4 1.0000000 0.000000000  
## 5 1.0000000 0.000000000  
## 6 1.0000000 0.000000000

Default$rf\_vote<-predict(rf\_model,type="prob")[,2]  
head(Default)

## # A tibble: 6 x 7  
## default student balance income ct\_pred\_prob ct\_pred\_class rf\_vote  
## <fct> <fct> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 No No 730. 44362. 0.0176 No 0   
## 2 No Yes 817. 12106. 0.0176 No 0   
## 3 No No 1074. 31767. 0.0176 No 0.00532  
## 4 No No 529. 35704. 0.0176 No 0   
## 5 No No 786. 38463. 0.0176 No 0   
## 6 No Yes 920. 7492. 0.0176 No 0

## Support Vector Machine (SVM)

library(e1071)  
model\_svm<-svm(formula= default ~ balance+income+student, # model formula   
 data=Default, # dataset  
 kernel="linear", # this is the form of the decision boundary. Let's start with a linear kernel.   
 cost=0.1) # there are paremeters that are used to tune the model   
model\_svm

##   
## Call:  
## svm(formula = default ~ balance + income + student, data = Default,   
## kernel = "linear", cost = 0.1)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 0.1   
##   
## Number of Support Vectors: 672

dv<-data.frame(model\_svm$decision.values)  
  
ggplot(dv,aes(x=No.Yes)) +  
 geom\_histogram(colour="black",fill="white")

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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head(model\_svm$fitted)

## 1 2 3 4 5 6   
## No No No No No No   
## Levels: No Yes

table(model\_svm$fitted)

##   
## No Yes   
## 10000 0

predicted\_svm<-predict(model\_svm,Default,decision.values = TRUE)  
head(attr(predicted\_svm, "decision.values"))

## No/Yes  
## 1 1.0000632  
## 2 1.0004151  
## 3 0.9999982  
## 4 1.0001708  
## 5 1.0000694  
## 6 1.0003995

Default

## # A tibble: 10,000 x 7  
## default student balance income ct\_pred\_prob ct\_pred\_class rf\_vote  
## <fct> <fct> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 No No 730. 44362. 0.0176 No 0   
## 2 No Yes 817. 12106. 0.0176 No 0   
## 3 No No 1074. 31767. 0.0176 No 0.00532  
## 4 No No 529. 35704. 0.0176 No 0   
## 5 No No 786. 38463. 0.0176 No 0   
## 6 No Yes 920. 7492. 0.0176 No 0   
## 7 No No 826. 24905. 0.0176 No 0   
## 8 No Yes 809. 17600. 0.0176 No 0   
## 9 No No 1161. 37469. 0.0176 No 0   
## 10 No No 0 29275. 0.0176 No 0   
## # ... with 9,990 more rows

Default$svm\_pred\_class <- predict(model\_svm, Default)   
Default$svm\_dv<-c(attr(predicted\_svm, "decision.values"))  
  
Default

## # A tibble: 10,000 x 9  
## default student balance income ct\_pred\_prob ct\_pred\_class rf\_vote  
## <fct> <fct> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 No No 730. 44362. 0.0176 No 0   
## 2 No Yes 817. 12106. 0.0176 No 0   
## 3 No No 1074. 31767. 0.0176 No 0.00532  
## 4 No No 529. 35704. 0.0176 No 0   
## 5 No No 786. 38463. 0.0176 No 0   
## 6 No Yes 920. 7492. 0.0176 No 0   
## 7 No No 826. 24905. 0.0176 No 0   
## 8 No Yes 809. 17600. 0.0176 No 0   
## 9 No No 1161. 37469. 0.0176 No 0   
## 10 No No 0 29275. 0.0176 No 0   
## # ... with 9,990 more rows, and 2 more variables: svm\_pred\_class <fct>,  
## # svm\_dv <dbl>

## Logistic Regression

logit\_model<-glm(default~student+balance+income, # generalized linear models  
 family="binomial", # specifying error distribution  
 data=Default) # dataset  
summary(logit\_model)

##   
## Call:  
## glm(formula = default ~ student + balance + income, family = "binomial",   
## data = Default)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.4691 -0.1418 -0.0557 -0.0203 3.7383   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.087e+01 4.923e-01 -22.080 < 2e-16 \*\*\*  
## studentYes -6.468e-01 2.363e-01 -2.738 0.00619 \*\*   
## balance 5.737e-03 2.319e-04 24.738 < 2e-16 \*\*\*  
## income 3.033e-06 8.203e-06 0.370 0.71152   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 2920.6 on 9999 degrees of freedom  
## Residual deviance: 1571.5 on 9996 degrees of freedom  
## AIC: 1579.5  
##   
## Number of Fisher Scoring iterations: 8

### Use of the model to predict

Default$log\_odd<-predict(logit\_model) # get predicted log odds (default)  
Default$logit\_pred\_prob<-predict(logit\_model,type="response") # get predicted probabilities  
glimpse(Default)

## Rows: 10,000  
## Columns: 11  
## $ default <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, No~  
## $ student <fct> No, Yes, No, No, No, Yes, No, Yes, No, No, Yes, Yes, N~  
## $ balance <dbl> 729.5265, 817.1804, 1073.5492, 529.2506, 785.6559, 919~  
## $ income <dbl> 44361.625, 12106.135, 31767.139, 35704.494, 38463.496,~  
## $ ct\_pred\_prob <dbl> 0.01760708, 0.01760708, 0.01760708, 0.01760708, 0.0176~  
## $ ct\_pred\_class <chr> "No", "No", "No", "No", "No", "No", "No", "No", "No", ~  
## $ rf\_vote <dbl> 0.000000000, 0.000000000, 0.005319149, 0.000000000, 0.~  
## $ svm\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, No~  
## $ svm\_dv <dbl> 1.0000632, 1.0004151, 0.9999982, 1.0001708, 1.0000694,~  
## $ log\_odd <dbl> -6.549544, -6.791338, -4.614261, -7.724689, -6.245449,~  
## $ logit\_pred\_prob <dbl> 1.428724e-03, 1.122204e-03, 9.812272e-03, 4.415893e-04~

Default%>%  
 select("default","student","log\_odd","logit\_pred\_prob")

## # A tibble: 10,000 x 4  
## default student log\_odd logit\_pred\_prob  
## <fct> <fct> <dbl> <dbl>  
## 1 No No -6.55 0.00143   
## 2 No Yes -6.79 0.00112   
## 3 No No -4.61 0.00981   
## 4 No No -7.72 0.000442   
## 5 No No -6.25 0.00194   
## 6 No Yes -6.22 0.00199   
## 7 No No -6.06 0.00233   
## 8 No Yes -6.82 0.00109   
## 9 No No -4.09 0.0164   
## 10 No No -10.8 0.0000208  
## # ... with 9,990 more rows

With the predicted probabilities, you can sort customers by the predicted probability of default in descending order.

Default%>%  
 arrange(desc(logit\_pred\_prob))%>%  
 select(default, student, balance, income, ct\_pred\_prob, ct\_pred\_class,logit\_pred\_prob)

## # A tibble: 10,000 x 7  
## default student balance income ct\_pred\_prob ct\_pred\_class logit\_pred\_prob  
## <fct> <fct> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 Yes Yes 2654. 21930. 0.763 Yes 0.978  
## 2 Yes No 2499. 51504. 0.763 Yes 0.974  
## 3 Yes Yes 2578. 25707. 0.763 Yes 0.966  
## 4 Yes No 2413. 38541. 0.763 Yes 0.957  
## 5 No No 2391. 50303. 0.763 Yes 0.953  
## 6 Yes Yes 2503. 14948. 0.763 Yes 0.947  
## 7 Yes No 2344. 51095. 0.763 Yes 0.939  
## 8 Yes Yes 2462. 11879. 0.763 Yes 0.933  
## 9 Yes No 2288. 52044. 0.763 Yes 0.918  
## 10 Yes Yes 2415. 17430. 0.763 Yes 0.916  
## # ... with 9,990 more rows

And use a different cut-off for class prediction using ifelse().

Default$logit\_pred\_class<-ifelse(Default$logit\_pred\_prob>0.5,"Yes","No")  
Default

## # A tibble: 10,000 x 12  
## default student balance income ct\_pred\_prob ct\_pred\_class rf\_vote  
## <fct> <fct> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 No No 730. 44362. 0.0176 No 0   
## 2 No Yes 817. 12106. 0.0176 No 0   
## 3 No No 1074. 31767. 0.0176 No 0.00532  
## 4 No No 529. 35704. 0.0176 No 0   
## 5 No No 786. 38463. 0.0176 No 0   
## 6 No Yes 920. 7492. 0.0176 No 0   
## 7 No No 826. 24905. 0.0176 No 0   
## 8 No Yes 809. 17600. 0.0176 No 0   
## 9 No No 1161. 37469. 0.0176 No 0   
## 10 No No 0 29275. 0.0176 No 0   
## # ... with 9,990 more rows, and 5 more variables: svm\_pred\_class <fct>,  
## # svm\_dv <dbl>, log\_odd <dbl>, logit\_pred\_prob <dbl>, logit\_pred\_class <chr>

.

Let’s try to find the best set of parameters through model validation.

## Classification Tree Model

### train/test split

Let’s select 2,000 indices out of 10,000 (20% of dataset). Using these indices, we will create a test and a training dataset.

set.seed(1) # set a random seed   
index <- sample(10000, 2000) # random selection of indices.

Check index. It contains 2,000 random numbers.

index

## [1] 1017 8004 4775 9725 8462 4050 8789 1301 8522 1799 9941 8229 1129 8921  
## [15] 878 8677 7845 5922 6526 5071 2900 7075 4650 9638 2159 3476 1948 2580  
## [29] 1530 7289 4633 6519 4344 1222 2858 5400 9888 526 1069 5522 8214 5838  
## [43] 5862 6337 5491 9320 7494 9175 1791 9831 4939 465 7976 9392 3863 9326  
## [57] 8276 1895 3101 3990 6877 6764 1328 8749 8479 6473 6995 9714 858 6763  
## [71] 9182 316 733 6273 4907 5051 2330 9359 6429 3992 1706 501 6655 536  
## [85] 6881 7507 7514 3747 5163 29 1942 4934 1820 2281 9509 1966 8561 4182  
## [99] 5603 5742 8547 5939 6956 9265 8553 9532 9458 6902 2866 8943 219 8327  
## [113] 532 3123 9104 6611 2178 5936 7233 5932 4455 2153 1148 1101 1242 1218  
## [127] 4115 8465 418 6563 867 4499 3821 9803 5897 818 4730 664 719 500  
## [141] 3045 6816 6373 8615 8159 8613 9181 3598 3700 5136 9346 8696 785 6789  
## [155] 7131 8053 1572 4401 1833 2461 4225 309 7892 4078 7146 8633 3189 470  
## [169] 1360 1822 1790 8541 8066 3144 9086 4686 8666 9855 5048 455 6500 7793  
## [183] 3306 6217 8207 4158 4486 9251 5987 9988 5447 6809 8174 4096 6887 4084  
## [197] 2110 1172 797 9966 9788 4072 5057 7452 5388 2762 8802 1265 7812 9903  
## [211] 2265 2156 6415 5390 9891 7151 5458 5729 1760 5704 5685 4664 4075 5474  
## [225] 7525 4212 3070 5353 7439 9655 9413 462 6443 4049 6657 9690 9765 7888  
## [239] 2033 731 7039 2813 3805 4771 966 9383 6193 5591 5793 8483 4749 8439  
## [253] 2482 6885 3388 3418 2722 2884 56 7193 934 7640 8109 4590 7883 3552  
## [267] 5123 6803 4257 127 717 9644 7715 7447 676 9969 5795 148 121 8361  
## [281] 8790 1491 2815 1115 6308 3616 3551 6525 436 2137 8137 533 9573 2752  
## [295] 5592 9038 5191 6459 8411 9050 3565 570 6976 1926 5666 1813 7681 2833  
## [309] 7885 5694 7981 5161 7560 8473 4063 7918 9864 724 1354 8684 6164 3255  
## [323] 9779 5199 8706 6017 9445 2016 132 6186 5094 1659 6068 6438 9613 2312  
## [337] 6321 5040 1839 3505 1838 5259 8512 4211 6595 9434 6990 6303 2167 2543  
## [351] 5914 8301 3760 6663 2587 8945 9926 7935 393 8840 7046 7923 4208 5147  
## [365] 4318 6410 4254 9746 2778 9673 7343 6103 7334 9331 4436 6236 5772 99  
## [379] 7684 7983 3200 3822 8090 6989 5763 7805 1190 1459 5117 1776 116 7360  
## [393] 9618 3157 1749 1326 1847 9424 1018 9858 383 8920 771 5207 484 4599  
## [407] 6449 3887 2563 58 4801 2021 9736 2170 1803 1124 313 6790 822 6625  
## [421] 5480 5131 3382 9607 81 3328 3126 2194 5235 5663 2796 6472 2775 7174  
## [435] 1401 8627 5605 7961 3360 8426 1779 7656 4278 8253 4606 1089 8841 1861  
## [449] 9890 7374 7893 9568 2992 3797 6079 1177 8209 1057 3706 6440 7123 2257  
## [463] 1525 6420 5809 2079 9847 8987 7009 8765 3037 6485 3558 4568 7842 2351  
## [477] 7666 3651 6266 1871 5034 5005 8060 363 8816 2573 9459 9647 3329 2373  
## [491] 702 1378 959 2273 9874 8589 5031 9791 744 564 9796 2290 3482 5327  
## [505] 5287 87 4313 5633 860 5620 7817 6134 2446 628 5368 1104 1493 4062  
## [519] 3926 4784 2811 1473 2572 4364 9545 8863 4933 2569 9410 4745 2551 128  
## [533] 7211 1435 102 7255 4066 3457 453 4585 6138 9321 8146 6050 815 8766  
## [547] 644 7238 8240 8151 3437 7120 9366 2608 4358 1590 7368 3352 9027 2899  
## [561] 9734 1821 9531 7917 8793 1759 8910 2107 1019 2020 8735 7757 9592 296  
## [575] 5144 5853 764 5566 8314 3047 8690 1043 376 4562 6101 919 9876 1487  
## [589] 6109 5999 5661 7025 854 8717 9954 108 9965 3862 3018 2285 8588 144  
## [603] 3733 5254 9739 8444 2069 4963 133 9792 386 1802 8482 8962 5756 7500  
## [617] 9094 2158 4297 487 7379 3254 1421 908 3363 247 8054 8649 9183 6320  
## [631] 8775 647 2732 492 3807 3586 1620 7348 3129 5435 553 1864 1443 5238  
## [645] 7445 7200 1031 4330 2531 3417 9447 1587 9737 1651 3402 6818 5776 5195  
## [659] 7512 1630 7998 8864 5527 2136 9477 5148 8343 1524 8978 3946 827 4876  
## [673] 2616 2684 8825 6167 8968 7419 1131 4333 1890 5334 4404 2997 7637 6398  
## [687] 9846 8378 4407 2019 2548 5750 1967 4279 9667 8539 4490 6557 8781 5305  
## [701] 6583 2161 5630 4210 8692 1216 2395 8423 129 2424 3145 2792 314 4324  
## [715] 8881 8101 823 8164 407 5024 9741 280 3579 517 3793 3590 8861 851  
## [729] 9914 3465 9367 6314 7652 793 703 324 8427 3641 3390 2106 787 8068  
## [743] 1373 1592 660 5006 1038 6574 9405 64 2131 9112 626 8498 6850 5607  
## [757] 5502 4848 2506 6293 8097 8567 5920 284 6940 1863 1950 8094 8608 8168  
## [771] 3210 4759 4973 4023 9777 9935 7173 7555 9924 9491 4206 3729 6849 4400  
## [785] 5512 7891 384 6776 5330 9884 5846 5943 9243 8644 573 1611 5165 8345  
## [799] 1700 3781 479 1922 7914 8544 8389 4083 3298 9904 5863 4186 4064 5671  
## [813] 2664 8971 8827 249 9740 7239 101 7965 3665 520 5670 8313 9339 3415  
## [827] 7435 650 617 4676 1846 4223 3680 7568 1428 7300 4105 4944 5361 3338  
## [841] 5864 9101 9228 5337 4754 8778 812 2480 5956 338 7809 5845 6512 8398  
## [855] 8634 4777 8147 2267 6919 8782 9594 7310 1372 6063 6081 9009 2823 220  
## [869] 7095 6558 5413 6584 4572 2214 4637 8744 3663 6581 8714 611 7671 217  
## [883] 9290 8654 4819 6239 7309 3631 6515 6531 7826 271 1299 9808 2871 6799  
## [897] 7821 4171 7304 5957 4893 4733 27 8753 6448 4578 4385 9167 2937 4292  
## [911] 3766 7228 7261 9839 8443 5061 9080 3115 2223 5912 9398 1598 8405 5575  
## [925] 5934 8693 1088 4721 2761 9051 3572 1071 6348 9816 503 2541 5466 2439  
## [939] 5857 2864 979 3152 9210 2284 610 9162 8682 7574 6226 2116 656 9998  
## [953] 4327 3702 6693 5135 5176 7486 1252 2826 9325 2391 2678 9319 413 8395  
## [967] 8671 6660 7785 7987 8331 1259 5189 7740 4901 4103 9677 4895 7799 1654  
## [981] 427 9276 8131 582 8768 8045 1817 225 6247 5578 8377 2841 2426 4609  
## [995] 5770 8437 3679 3842 2928 450 6008 665 1670 8806 1090 5281 5253 3715  
## [1009] 4836 6357 4589 4596 2403 8231 7008 1552 721 5761 9156 7545 8578 5473  
## [1023] 4896 6883 5767 6417 9630 327 6750 1205 3237 1768 4038 6903 5049 2296  
## [1037] 6834 9565 7658 3316 6160 838 7808 2490 4474 4703 5396 4649 4630 3977  
## [1051] 556 4346 306 945 2772 4826 1279 8032 8941 4286 8416 9053 7040 9702  
## [1065] 4904 8818 2765 2240 4588 534 2423 6265 9660 1526 2389 5749 401 6987  
## [1079] 4780 3929 34 6387 3728 9610 6093 2751 7986 347 3984 1302 8763 4866  
## [1093] 3580 5564 7895 5727 9384 5418 68 4618 9284 5184 8365 391 2350 505  
## [1107] 4475 3983 9845 3553 935 1316 5240 7565 8926 3936 5157 2408 90 2600  
## [1121] 2499 1689 5101 1954 3387 4142 1511 773 3375 2145 40 41 5291 4239  
## [1135] 113 3890 6744 2255 3158 6262 8325 7004 5735 1641 4527 9621 7663 5394  
## [1149] 5470 4612 9695 3159 6196 2705 6480 1830 6963 1581 5958 5007 2904 4778  
## [1163] 667 3435 4811 4611 5260 1778 2889 5971 9606 9340 7758 2002 4298 9127  
## [1177] 8117 1792 7298 7598 6896 759 1560 6211 6251 1258 9774 4107 6238 5948  
## [1191] 2617 3920 699 8532 3792 3426 9942 7182 3814 6384 5650 2235 3993 1376  
## [1205] 9790 3845 7871 3956 4953 1098 5794 9357 2934 2538 4724 1000 5728 6335  
## [1219] 6035 9863 9834 7945 619 5192 1144 2182 1636 2282 2185 7613 4258 3531  
## [1233] 6461 6762 9656 6592 5307 9875 3561 2129 8501 1965 1742 310 5814 7662  
## [1247] 616 1092 4086 6060 2211 4119 8942 8739 9414 756 7721 1818 1782 1198  
## [1261] 7993 6968 8096 5993 6264 8432 1619 7571 4773 6958 3309 5468 1929 6128  
## [1275] 649 2602 8598 965 5265 54 4634 3257 8916 9002 5245 6586 2595 3266  
## [1289] 830 9345 569 441 1983 7 9448 229 5316 2930 9171 8243 9688 5581  
## [1303] 2301 8705 1362 6284 2409 4110 1951 2124 6430 672 2766 2379 1996 6488  
## [1317] 8656 1961 1998 8075 335 7263 5788 9421 9799 1106 4150 3818 5836 2744  
## [1331] 3051 44 7628 6623 6275 1786 1935 9141 2380 7436 6571 5257 6791 3804  
## [1345] 5797 3235 5318 9198 7995 3327 5138 9254 8524 1936 1949 2840 8857 3879  
## [1359] 7936 5686 2356 8977 8451 7523 406 5765 5186 4804 3324 697 3915 3447  
## [1373] 2924 2076 2837 1154 1748 9200 692 4451 6970 4894 1035 7218 3661 5093  
## [1387] 4315 7680 3731 1457 5003 3058 2044 2789 7621 3442 7421 9657 8730 7974  
## [1401] 8413 3245 7471 5226 9248 498 3143 1221 2962 9262 9753 3100 3318 9920  
## [1415] 3229 5807 1806 7216 3039 4713 5268 5949 9640 2003 9225 4632 8587 4807  
## [1429] 6537 1213 3765 1855 7109 6207 5562 9513 5843 9095 3625 9772 6616 1610  
## [1443] 5889 463 7903 2788 8866 1603 8517 263 3768 1386 9873 9220 2382 4419  
## [1457] 9099 8689 8133 3434 7696 9264 36 990 9947 9281 6058 1984 8322 5653  
## [1471] 8724 1828 5841 8407 6514 2645 2378 3212 9299 6313 5089 1718 8275 9238  
## [1485] 7303 5411 7400 1229 9149 6383 761 4507 7837 3414 4736 2419 1186 5963  
## [1499] 2206 7679 1692 168 5940 8425 9012 8014 9523 1732 615 5533 7114 1368  
## [1513] 4418 2571 967 3381 6696 881 8976 5158 8531 7738 8762 7464 2336 9597  
## [1527] 1781 7503 4860 9268 259 8653 5438 5227 5941 2567 9824 4965 396 7375  
## [1541] 5239 1389 6344 6522 6432 3750 7739 8890 8518 6851 2410 6305 7410 7697  
## [1555] 3873 6061 4888 1920 3698 9971 6589 6237 8333 9184 9322 7933 8548 6939  
## [1569] 6003 5479 1600 2436 2437 3119 4742 2919 7451 2432 5677 9350 8119 1274  
## [1583] 3840 4654 7033 2109 7814 2258 4660 2486 2652 149 7117 7267 3204 9266  
## [1597] 3970 7381 6311 1907 185 7332 9219 5651 1937 1116 5014 9206 9973 1731  
## [1611] 7101 2686 4689 7566 5406 1370 3852 977 7276 8139 4176 38 7912 5621  
## [1625] 7154 6298 6444 2921 4433 170 7116 6052 334 1656 1424 5617 6394 8655  
## [1639] 7880 3031 2261 6684 9120 3052 2429 3489 9146 2025 9807 7462 9960 1677  
## [1653] 4506 3290 5560 2008 9293 9007 9070 1831 9335 6649 1568 7245 2148 8516  
## [1667] 1697 4125 8586 2053 2238 3446 6889 8878 6112 9090 6487 8507 7425 8612  
## [1681] 741 2985 6386 4471 746 7000 9375 2058 3431 9297 6878 4178 3726 5350  
## [1695] 8640 7015 7413 2370 5310 9089 9232 5196 7150 476 8858 1865 6983 2401  
## [1709] 8853 889 6257 9294 1693 4723 226 8514 3184 8015 9380 8337 97 4852  
## [1723] 7894 448 4240 842 1579 1078 9123 4482 5632 5100 9044 1065 7386 6969  
## [1737] 8550 2784 7647 2164 1297 7387 8093 7415 2530 8984 2674 3922 524 4758  
## [1751] 7763 6156 3154 4037 7176 5030 1801 4166 3127 8767 9716 7710 2445 5082  
## [1765] 1026 3543 3165 1577 3575 8672 1845 46 5917 8219 726 2725 2892 1023  
## [1779] 8710 3954 5819 4477 7230 7449 2844 283 457 1275 333 4692 7124 7752  
## [1793] 6362 392 4288 1726 1158 728 5830 1853 5045 7626 2102 2377 2638 3876  
## [1807] 4007 9632 7119 3203 2213 4547 2797 3669 7539 1076 1261 7776 2790 1488  
## [1821] 5931 7736 6745 1953 3439 2397 6954 6869 3034 456 3503 5764 4430 3219  
## [1835] 251 6505 1022 3104 7184 5893 9191 668 2367 5262 796 8048 6900 2637  
## [1849] 5530 1495 4799 5970 6719 8986 8940 3913 8347 2374 1130 9363 7085 3347  
## [1863] 4045 7256 5609 4058 1349 2472 6882 682 6926 9669 5676 6242 2335 3530  
## [1877] 241 5456 6587 3384 871 5918 1164 9418 4360 2708 4111 2673 7473 6681  
## [1891] 1663 5540 9580 4615 5249 4863 4917 7140 874 2323 6839 826 7266 2359  
## [1905] 4428 3075 9163 63 1245 4003 6573 6997 2504 4146 4487 2619 1974 8171  
## [1919] 6307 740 326 5628 3752 6051 925 80 5044 4051 778 5321 7544 4625  
## [1933] 9151 7534 2413 1133 4458 2967 112 6208 5433 2644 4222 7306 214 2880  
## [1947] 5272 2568 9031 7083 4899 3522 3193 8596 2842 1193 9143 1874 4485 931  
## [1961] 3596 4740 2781 4753 4669 8435 8788 9701 7265 1567 952 6646 3690 4550  
## [1975] 8088 5667 5058 8124 9169 3017 4290 8200 2857 5367 9406 2094 3025 369  
## [1989] 5319 9399 6091 1678 9776 4303 1517 637 6310 7034 6539 1391

The following codes will select the data instances in the rows in index and save them as test. The rest will be saved as training.

test <- Default[index,c("default","student","balance","income")] # save 20% as a test dataset  
#test1 <- Default[index, ]  
training <-Default[-index,c("default","student","balance","income")] # save the rest as a training set  
  
test

## # A tibble: 2,000 x 4  
## default student balance income  
## <fct> <fct> <dbl> <dbl>  
## 1 No No 939. 45519.  
## 2 No Yes 398. 22711.  
## 3 Yes No 1512. 53507.  
## 4 No No 301. 51540.  
## 5 No No 878. 29562.  
## 6 Yes No 1673. 49310.  
## 7 No No 310. 37697.  
## 8 No No 1272. 44896.  
## 9 No No 887. 41641.  
## 10 No No 231. 32799.  
## # ... with 1,990 more rows

training

## # A tibble: 8,000 x 4  
## default student balance income  
## <fct> <fct> <dbl> <dbl>  
## 1 No No 730. 44362.  
## 2 No Yes 817. 12106.  
## 3 No No 1074. 31767.  
## 4 No No 529. 35704.  
## 5 No No 786. 38463.  
## 6 No Yes 920. 7492.  
## 7 No Yes 809. 17600.  
## 8 No No 1161. 37469.  
## 9 No No 0 29275.  
## 10 No Yes 0 21871.  
## # ... with 7,990 more rows

Alternatively,

test<-Default%>%  
 filter(row\_number() %in% index)%>%  
 select("default","student","balance","income")  
  
training<-Default%>%  
 select("default","student","balance","income")%>%  
 setdiff(test)

### build a model with a training set

Build a model using the training set. This part is the same as before except we use training instead of the entire dataset.

training\_model<-rpart(default~student+balance+income,  
 data=training,   
 method="class",   
 control=rpart.control(cp=0.03))  
  
rpart.plot(training\_model)
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This model does not look much different from what we had. But we now have 20% of dataset that were not used when we built this model.

### predicting probabilities/class labels for test data

Now, the model will be evaluated on a test data. For this, we apply the model to the test dataset and get the predicted values. It can be done by providing a dataset name with a model to predict() function.

test$ct\_pred\_prob<-predict(training\_model,test)[,2]  
head(test)

## # A tibble: 6 x 5  
## default student balance income ct\_pred\_prob  
## <fct> <fct> <dbl> <dbl> <dbl>  
## 1 No No 826. 24905. 0.0174  
## 2 No No 643. 41474. 0.0174  
## 3 No No 616. 39376. 0.0174  
## 4 No No 914. 46907. 0.0174  
## 5 No Yes 1500. 13191. 0.0174  
## 6 No No 351. 35087. 0.0174

test$ct\_pred\_class<-predict(training\_model,test,type="class")  
test

## # A tibble: 2,000 x 6  
## default student balance income ct\_pred\_prob ct\_pred\_class  
## <fct> <fct> <dbl> <dbl> <dbl> <fct>   
## 1 No No 826. 24905. 0.0174 No   
## 2 No No 643. 41474. 0.0174 No   
## 3 No No 616. 39376. 0.0174 No   
## 4 No No 914. 46907. 0.0174 No   
## 5 No Yes 1500. 13191. 0.0174 No   
## 6 No No 351. 35087. 0.0174 No   
## 7 No No 653. 39490. 0.0174 No   
## 8 No No 872. 41788. 0.0174 No   
## 9 No Yes 221. 16873. 0.0174 No   
## 10 No No 409. 54207. 0.0174 No   
## # ... with 1,990 more rows

Check the accuracy of the model by comparing the the actual values (default) and the predicted values (ct\_pred\_class).

table(test$default==test$ct\_pred\_class)

##   
## FALSE TRUE   
## 63 1937

1947/2000

## [1] 0.9735

sum(predict(training\_model, test, type="class")==test$default)/nrow(test)

## [1] 0.9685

sum(predict(training\_model, training, type="class")==training$default)/nrow(training)

## [1] 0.975

###### holdout validation (Back to slide)\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

You may also want to check a confusion table.

table(test$ct\_pred\_class,test$default, dnn=c("predicted","actual")) # confusion table on test data

## actual  
## predicted No Yes  
## No 1916 49  
## Yes 14 21

### k-fold Cross-validation

set.seed(1) # set a random seed   
full\_tree<-rpart(default~student+balance+income,  
 data=training,   
 method="class",  
 control=rpart.control(cp=0)) #complexity increases as cp value ~ zero  
  
rpart.plot(full\_tree)
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xerror is cross-validated relative error rates, and xstd is its standard deviation.

printcp(full\_tree) # xerror, xstd - cross validation results

##   
## Classification tree:  
## rpart(formula = default ~ student + balance + income, data = training,   
## method = "class", control = rpart.control(cp = 0))  
##   
## Variables actually used in tree construction:  
## [1] balance income   
##   
## Root node error: 263/8000 = 0.032875  
##   
## n= 8000   
##   
## CP nsplit rel error xerror xstd  
## 1 0.1026616 0 1.00000 1.00000 0.060641  
## 2 0.0342205 2 0.79468 0.84030 0.055739  
## 3 0.0114068 3 0.76046 0.80608 0.054624  
## 4 0.0038023 5 0.73764 0.82129 0.055122  
## 5 0.0012674 8 0.72624 0.84791 0.055983  
## 6 0.0000000 14 0.71863 0.93156 0.058597

Using plotcp(), you can check how the cross-validation error rate changes as the complexity of the model increases. In this chart, x-axis is model complexity, and y-axis is xerror rate (from cross-validation). The bars indicate standard deviation.

plotcp(full\_tree)
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We may choose the cp value that minimizes cross-validation errors. However, it may not be always the best option. As you can see, the error rate with 4 splits is within the rage of standard deviation of the minimum error rate. You may want to choose the one with 4 splits for the ease of interpretation.

min\_xerror<-full\_tree$cptable[which.min(full\_tree$cptable[,"xerror"]),]  
min\_xerror

## CP nsplit rel error xerror xstd   
## 0.01140684 3.00000000 0.76045627 0.80608365 0.05462358

# prune tree with minimum cp value  
min\_xerror\_tree<-prune(full\_tree, cp=min\_xerror[1])  
rpart.plot(min\_xerror\_tree)
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Let’s consider mim\_xerror\_tree as the best pruned tree, and get the prediction.

bp\_tree<-min\_xerror\_tree  
test$ct\_bp\_pred\_prob<-predict(bp\_tree,test)[,2]  
test$ct\_bp\_pred\_class=ifelse(test$ct\_bp\_pred\_prob>0.5,"Yes","No")  
  
head(test)

## # A tibble: 6 x 8  
## default student balance income ct\_pred\_prob ct\_pred\_class ct\_bp\_pred\_prob  
## <fct> <fct> <dbl> <dbl> <dbl> <fct> <dbl>  
## 1 No No 826. 24905. 0.0174 No 0.0174  
## 2 No No 643. 41474. 0.0174 No 0.0174  
## 3 No No 616. 39376. 0.0174 No 0.0174  
## 4 No No 914. 46907. 0.0174 No 0.0174  
## 5 No Yes 1500. 13191. 0.0174 No 0.0174  
## 6 No No 351. 35087. 0.0174 No 0.0174  
## # ... with 1 more variable: ct\_bp\_pred\_class <chr>

table(test$ct\_bp\_pred\_class!=test$default) # error rate

##   
## FALSE TRUE   
## 1937 63

53/2000

## [1] 0.0265

1947/2000

## [1] 0.9735

sum(predict(bp\_tree, test, type="class")!=test$default)/nrow(test)

## [1] 0.0315

table(test$ct\_bp\_pred\_class,test$default, dnn=c("predicted","actual")) # confusion table on test data

## actual  
## predicted No Yes  
## No 1916 49  
## Yes 14 21

## Random Forest

### hold-out validation vs. OOB errors

Following a similar process, we can validate the performance of a random forest model.

set.seed(1)  
rf\_training\_model<-randomForest(default~income+balance+student, # model formula  
 data=training, # use a training dataset for building a model  
 ntree=500,   
 cutoff=c(0.5,0.5),   
 mtry=2, # number of variables considered in each split (useful when lots of variables)  
 importance=TRUE)  
rf\_training\_model

##   
## Call:  
## randomForest(formula = default ~ income + balance + student, data = training, ntree = 500, cutoff = c(0.5, 0.5), mtry = 2, importance = TRUE)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 2  
##   
## OOB estimate of error rate: 2.96%  
## Confusion matrix:  
## No Yes class.error  
## No 7671 66 0.008530438  
## Yes 171 92 0.650190114

sum(predict(rf\_training\_model,test,type="class")!=test$default)/nrow(test)

## [1] 0.033

### hyperparameter tuning for Random Forest

The tuneRF() function has an argument, ntreeTry that defaults to 50 trees. Set nTreeTry = 500 to train a random forest model of the same size as you previously did. After tuning the forest, this function will plot model performance (OOB error) as a function of the mtry values that were evaluated.

# Execute the tuning process  
set.seed(1)   
res <- tuneRF(x = training%>%select(-default),  
 y = training$default,mtryStart=2,  
 ntreeTry = 500)

## mtry = 2 OOB error = 2.97%   
## Searching left ...  
## mtry = 1 OOB error = 2.75%   
## 0.07563025 0.05   
## Searching right ...  
## mtry = 3 OOB error = 3.12%   
## -0.1363636 0.05

![](data:image/png;base64,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)

rf\_best\_model<-randomForest(default~income+balance+student, # model formula  
 data=training, # use a training dataset for building a model  
 ntree=500,   
 cutoff=c(0.5,0.5),   
 mtry=1,  
 importance=TRUE)  
rf\_best\_model

##   
## Call:  
## randomForest(formula = default ~ income + balance + student, data = training, ntree = 500, cutoff = c(0.5, 0.5), mtry = 1, importance = TRUE)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 1  
##   
## OOB estimate of error rate: 2.7%  
## Confusion matrix:  
## No Yes class.error  
## No 7711 26 0.003360476  
## Yes 190 73 0.722433460

test$rf\_pred\_prob<-predict(rf\_best\_model,test,type="prob")[,2] #use a test dataset for model evaluation  
test$rf\_pred\_class<-predict(rf\_best\_model,test,type="class")  
glimpse(test)

## Rows: 2,000  
## Columns: 10  
## $ default <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ student <fct> No, No, No, No, Yes, No, No, No, Yes, No, Yes, Yes, N~  
## $ balance <dbl> 825.5133, 642.9997, 615.7043, 913.5872, 1499.7247, 35~  
## $ income <dbl> 24905.23, 41473.51, 39376.39, 46907.23, 13190.65, 350~  
## $ ct\_pred\_prob <dbl> 0.01737452, 0.01737452, 0.01737452, 0.01737452, 0.017~  
## $ ct\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ ct\_bp\_pred\_prob <dbl> 0.01737452, 0.01737452, 0.01737452, 0.01737452, 0.017~  
## $ ct\_bp\_pred\_class <chr> "No", "No", "No", "No", "No", "No", "No", "No", "No",~  
## $ rf\_pred\_prob <dbl> 0.000, 0.000, 0.000, 0.000, 0.004, 0.000, 0.002, 0.00~  
## $ rf\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~

table(test$default==test$rf\_pred\_class)

##   
## FALSE TRUE   
## 61 1939

56/2000

## [1] 0.028

1944/2000

## [1] 0.972

## SVM

We can tune SVM models using tune function. Set a range of search values for the parameter. It builds an SVM model for each possible combination of parameter values and evaluate accuracy. It will return the parameter combination that yields the best accuracy.

svm\_tune <- tune(svm, # find a best set of parameters for the svm model   
 default~student+balance+income,   
 data = training,  
 kernel="radial",   
 ranges = list(cost = 10^(-5:0))) # specifying the ranges of parameters   
 # in the penalty function to be examined  
 # you may wish to increase the search space   
   
  
print(svm\_tune) # best parameters for the model

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost  
## 1  
##   
## - best performance: 0.02825

best\_svm\_mod <- svm\_tune$best.model # best model is saved in best.model  
  
hist(best\_svm\_mod$decision.values)

![](data:image/png;base64,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)

#sum(best\_svm\_mod$decision.values < 0)  
table(best\_svm\_mod$fitted)

##   
## No Yes   
## 7937 63

table(training$default==best\_svm\_mod$fitted)

##   
## FALSE TRUE   
## 222 7778

224/8000

## [1] 0.028

test$svm\_pred\_class <- predict(best\_svm\_mod, test) # save the predicted class by the svm model  
test$svm\_dv<-as.numeric(attr(predict(best\_svm\_mod, test, decision.values = TRUE),"decision.values"))  
glimpse(test)

## Rows: 2,000  
## Columns: 12  
## $ default <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ student <fct> No, No, No, No, Yes, No, No, No, Yes, No, Yes, Yes, N~  
## $ balance <dbl> 825.5133, 642.9997, 615.7043, 913.5872, 1499.7247, 35~  
## $ income <dbl> 24905.23, 41473.51, 39376.39, 46907.23, 13190.65, 350~  
## $ ct\_pred\_prob <dbl> 0.01737452, 0.01737452, 0.01737452, 0.01737452, 0.017~  
## $ ct\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ ct\_bp\_pred\_prob <dbl> 0.01737452, 0.01737452, 0.01737452, 0.01737452, 0.017~  
## $ ct\_bp\_pred\_class <chr> "No", "No", "No", "No", "No", "No", "No", "No", "No",~  
## $ rf\_pred\_prob <dbl> 0.000, 0.000, 0.000, 0.000, 0.004, 0.000, 0.002, 0.00~  
## $ rf\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ svm\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ svm\_dv <dbl> 1.134960, 1.167183, 1.195762, 1.012859, 1.105100, 1.2~

table(test$default==test$svm\_pred\_class)

##   
## FALSE TRUE   
## 60 1940

56/2000

## [1] 0.028

## Logit regression

### Hold-out validation

logit\_training\_model<-glm(default~student+balance+income,family="binomial",data=training)  
summary(logit\_training\_model)

##   
## Call:  
## glm(formula = default ~ student + balance + income, family = "binomial",   
## data = training)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.1617 -0.1412 -0.0545 -0.0195 3.7829   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.072e+01 5.622e-01 -19.072 <2e-16 \*\*\*  
## studentYes -6.461e-01 2.657e-01 -2.432 0.015 \*   
## balance 5.784e-03 2.647e-04 21.854 <2e-16 \*\*\*  
## income -4.445e-06 9.487e-06 -0.469 0.639   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 2313.6 on 7999 degrees of freedom  
## Residual deviance: 1247.6 on 7996 degrees of freedom  
## AIC: 1255.6  
##   
## Number of Fisher Scoring iterations: 8

test$logit\_pred\_prob<-predict(logit\_training\_model, test, type="response") #get predicted probability  
test$logit\_pred\_class<-ifelse(test$logit\_pred\_prob>0.5,"Yes","No") #get predicted class  
glimpse(test)

## Rows: 2,000  
## Columns: 14  
## $ default <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ student <fct> No, No, No, No, Yes, No, No, No, Yes, No, Yes, Yes, N~  
## $ balance <dbl> 825.5133, 642.9997, 615.7043, 913.5872, 1499.7247, 35~  
## $ income <dbl> 24905.23, 41473.51, 39376.39, 46907.23, 13190.65, 350~  
## $ ct\_pred\_prob <dbl> 0.01737452, 0.01737452, 0.01737452, 0.01737452, 0.017~  
## $ ct\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ ct\_bp\_pred\_prob <dbl> 0.01737452, 0.01737452, 0.01737452, 0.01737452, 0.017~  
## $ ct\_bp\_pred\_class <chr> "No", "No", "No", "No", "No", "No", "No", "No", "No",~  
## $ rf\_pred\_prob <dbl> 0.000, 0.000, 0.000, 0.000, 0.004, 0.000, 0.002, 0.00~  
## $ rf\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ svm\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ svm\_dv <dbl> 1.134960, 1.167183, 1.195762, 1.012859, 1.105100, 1.2~  
## $ logit\_pred\_prob <dbl> 2.332228e-03, 7.550376e-04, 6.508659e-04, 3.515907e-0~  
## $ logit\_pred\_class <chr> "No", "No", "No", "No", "No", "No", "No", "No", "No",~

table(test$default==test$logit\_pred\_class)

##   
## FALSE TRUE   
## 57 1943

57/2000

## [1] 0.0285

#sum(test$logit\_pred\_class!=test$default)/nrow(test)

### step-wise regression

To improve the logit regression performance, it’s important to understand which variables should be included. Step-wise regression helps us select variables - assess model performance by adding variable and compare.

# Specify a null model with no predictors  
null\_model <- glm(default~1, data = training, family = "binomial")   
  
# Specify the full model using all of the potential predictors  
full\_model <- glm(default~student+balance+income, data = training, family = "binomial")  
  
# Use a forward stepwise algorithm to build a parsimonious model  
forward\_model <- step(null\_model, scope = list(lower = null\_model, upper = full\_model), direction = "forward")

## Start: AIC=2315.57  
## default ~ 1  
##   
## Df Deviance AIC  
## + balance 1 1259.5 1263.5  
## + student 1 2292.9 2296.9  
## + income 1 2299.7 2303.7  
## <none> 2313.6 2315.6  
##   
## Step: AIC=1263.54  
## default ~ balance  
##   
## Df Deviance AIC  
## + student 1 1247.8 1253.8  
## + income 1 1253.5 1259.5  
## <none> 1259.5 1263.5  
##   
## Step: AIC=1253.84  
## default ~ balance + student  
##   
## Df Deviance AIC  
## <none> 1247.8 1253.8  
## + income 1 1247.6 1255.6

summary(forward\_model)

##   
## Call:  
## glm(formula = default ~ balance + student, family = "binomial",   
## data = training)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.1738 -0.1413 -0.0546 -0.0195 3.7753   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.090e+01 4.220e-01 -25.826 < 2e-16 \*\*\*  
## balance 5.784e-03 2.647e-04 21.850 < 2e-16 \*\*\*  
## studentYes -5.474e-01 1.630e-01 -3.359 0.000781 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 2313.6 on 7999 degrees of freedom  
## Residual deviance: 1247.8 on 7997 degrees of freedom  
## AIC: 1253.8  
##   
## Number of Fisher Scoring iterations: 8

# Use a forward stepwise algorithm to build a parsimonious model  
backward\_model <- step(full\_model, scope = list(lower = null\_model, upper = full\_model), direction = "backward")

## Start: AIC=1255.62  
## default ~ student + balance + income  
##   
## Df Deviance AIC  
## - income 1 1247.8 1253.8  
## <none> 1247.6 1255.6  
## - student 1 1253.5 1259.5  
## - balance 1 2292.8 2298.8  
##   
## Step: AIC=1253.84  
## default ~ student + balance  
##   
## Df Deviance AIC  
## <none> 1247.8 1253.8  
## - student 1 1259.5 1263.5  
## - balance 1 2292.9 2296.9

summary(backward\_model)

##   
## Call:  
## glm(formula = default ~ student + balance, family = "binomial",   
## data = training)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.1738 -0.1413 -0.0546 -0.0195 3.7753   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.090e+01 4.220e-01 -25.826 < 2e-16 \*\*\*  
## studentYes -5.474e-01 1.630e-01 -3.359 0.000781 \*\*\*  
## balance 5.784e-03 2.647e-04 21.850 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 2313.6 on 7999 degrees of freedom  
## Residual deviance: 1247.8 on 7997 degrees of freedom  
## AIC: 1253.8  
##   
## Number of Fisher Scoring iterations: 8

logit\_best\_model<-glm(default~student+balance,family="binomial",data=training)  
summary(logit\_best\_model)

##   
## Call:  
## glm(formula = default ~ student + balance, family = "binomial",   
## data = training)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.1738 -0.1413 -0.0546 -0.0195 3.7753   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.090e+01 4.220e-01 -25.826 < 2e-16 \*\*\*  
## studentYes -5.474e-01 1.630e-01 -3.359 0.000781 \*\*\*  
## balance 5.784e-03 2.647e-04 21.850 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 2313.6 on 7999 degrees of freedom  
## Residual deviance: 1247.8 on 7997 degrees of freedom  
## AIC: 1253.8  
##   
## Number of Fisher Scoring iterations: 8

test$logit\_pred\_prob<-predict(logit\_best\_model,test,type="response")  
test$logit\_pred\_class<-ifelse(test$logit\_pred\_prob>0.5,"Yes","No")   
glimpse(test)

## Rows: 2,000  
## Columns: 14  
## $ default <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ student <fct> No, No, No, No, Yes, No, No, No, Yes, No, Yes, Yes, N~  
## $ balance <dbl> 825.5133, 642.9997, 615.7043, 913.5872, 1499.7247, 35~  
## $ income <dbl> 24905.23, 41473.51, 39376.39, 46907.23, 13190.65, 350~  
## $ ct\_pred\_prob <dbl> 0.01737452, 0.01737452, 0.01737452, 0.01737452, 0.017~  
## $ ct\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ ct\_bp\_pred\_prob <dbl> 0.01737452, 0.01737452, 0.01737452, 0.01737452, 0.017~  
## $ ct\_bp\_pred\_class <chr> "No", "No", "No", "No", "No", "No", "No", "No", "No",~  
## $ rf\_pred\_prob <dbl> 0.000, 0.000, 0.000, 0.000, 0.004, 0.000, 0.002, 0.00~  
## $ rf\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ svm\_pred\_class <fct> No, No, No, No, No, No, No, No, No, No, No, No, No, N~  
## $ svm\_dv <dbl> 1.134960, 1.167183, 1.195762, 1.012859, 1.105100, 1.2~  
## $ logit\_pred\_prob <dbl> 2.184175e-03, 7.611338e-04, 6.500509e-04, 3.629822e-0~  
## $ logit\_pred\_class <chr> "No", "No", "No", "No", "No", "No", "No", "No", "No",~

table(test$default==test$logit\_pred\_class)

##   
## FALSE TRUE   
## 57 1943

57/2000

## [1] 0.0285

## Performance Visualization with ROC

library(pROC)

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

ct\_roc<-roc(test$default,test$ct\_pred\_prob,auc=TRUE) #two arguments for roc function: true value, numeric result from model

## Setting levels: control = No, case = Yes

## Setting direction: controls < cases

rf\_roc<-roc(test$default,test$rf\_pred\_prob,auc=TRUE)

## Setting levels: control = No, case = Yes  
## Setting direction: controls < cases

logit\_roc<-roc(test$default,test$logit\_pred\_prob,auc=TRUE)

## Setting levels: control = No, case = Yes  
## Setting direction: controls < cases

svm\_roc<-roc(test$default,test$svm\_dv,auc=TRUE)

## Setting levels: control = No, case = Yes

## Setting direction: controls > cases

plot(ct\_roc,print.auc=TRUE,col="blue")  
plot(rf\_roc,print.auc=TRUE,print.auc.y=.4,col="green", add=TRUE)  
plot(logit\_roc,print.auc=TRUE,print.auc.y=.3, col="red",add=TRUE)  
plot(svm\_roc,print.auc=TRUE,print.auc.y=.2, col="black",add=TRUE)
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