from google.colab import files

uploaded=files.upload()

movies\_dataset.csv

movies\_metadata.csv: The main Movies Metadata le. Contains information on 45,000 movies featured in the Full MovieLens dataset. Features include posters, backdrops, budget, revenue, release dates, languages, production countries and companies.

import pandas as pd

import numpy as np

import matplotlib.pyplot as plt

import seaborn as sns

import warnings

#sets the backend of matplotlib to the inline backend

%matplotlib inline

warnings.filterwarnings('ignore')

import statsmodels.api as sm

# Loading the data

df = pd.read\_csv("movies\_dataset.csv", encoding= 'unicode\_escape')

df.head(5)

**adult belongs\_to\_collection budget genres homepage id imdb\_id** [{'id': 16, 

**0** False {'id': 10194, 'name': 'Toy

Story Collection', ... 30000000

print(f'Number of rows: {df.shape[0]}') print(f'Number of columns: {df.shape[1]}')

**1** False NaN 65000000 #summary of a DataFrame

df.info()

<class 'pandas.core.frame.DataFrame'> RangeIndex: 45466 entries, 0 to 45465 Data columns (total 24 columns):

{'id': 119050, 'name':

'name':

'Animation'}, {'id': 35, '...

[{'id': 12,

'name':

'Adventure'}, {'id': 14, '...

[{'id': 10749,

http://toystory.disney.com/toy

story 862 tt0114709

NaN 8844 tt0113497 

# Column Non-Null Count Dtype  

**2** False

'Grumpy Old Men

0

'name':

NaN 15602 tt0113228 

--- ------ -------------- -----  

Collect...

'Romance'}, 

0 adult 45466 non-null object

{'id': 35, ...

 1 belongs\_to\_collection 4494 non-null object   2 budget 45466 non-null object   3 genres 45466 non-null object   4 homepage 7782 non-null object

[{'id': 35,

 5 id 45466 non-null object

'name':

 6 imdb\_id 45449 non-null object  

**3** False NaN 16000000

'Comedy'},

NaN 31357 tt0114885 

7 original\_language 45455 non-null object

{'id': 18,

 8 original\_title 45466 non-null object

'nam...

 9 overview 44512 non-null object   10 popularity 45461 non-null object   11 poster\_path 45080 non-null object  [{'id': 35,

 12 production\_companies 45463 non-null object  **4** False {'id': 96871, 'name': 

'Father of the Bride Col... 0

'name':

NaN 11862 tt0113041 

13 production\_countries 45463 non-null object  'Comedy'}]

 14 release\_date 45379 non-null object   15 revenue 45460 non-null float64  16 runtime 45203 non-null float64  17 spoken\_languages 45460 non-null object   18 status 45379 non-null object   19 tagline 20412 non-null object   20 title 45460 non-null object   21 video 45460 non-null object   22 vote\_average 45460 non-null float64  23 vote\_count 45460 non-null float64 dtypes: float64(4), object(20)

memory usage: 8.3+ MB

#summary statistic of the numerical variables df.describe()

**revenue runtime vote\_average vote\_count**

**count** 4.546000e+04 45203.000000 45460.000000 45460.000000

**mean** 1.120935e+07 94.128199 5.618207 109.897338

**std** 6.433225e+07 38.407810 1.924216 491.310374

**min** 0.000000e+00 0.000000 0.000000 0.000000

#checking datatype for columns

df.dtypes

**25%** 0.000000e+00 85.000000 5.000000 3.000000

adult object

**50%** 0.000000e+00 95.000000 6.000000 10.000000

belongs\_to\_collection object

**75%** 0.000000e+00 107.000000 6.800000 34.000000

budget object

genres object

**max** 2.787965e+09 1256.000000 10.000000 14075.000000

homepage object

id object

imdb\_id object

original\_language object

original\_title object

overview object

popularity object

poster\_path object

production\_companies object

production\_countries object

release\_date object

revenue float64

runtime float64

spoken\_languages object

status object

tagline object

title object

video object

vote\_average float64

vote\_count float64

dtype: object

**DATA RELATION**

#getting independent values from dataset

x = df.iloc[:, :-1].values

print(x)

[['False'

 "{'id': 10194, 'name': 'Toy Story Collection', 'poster\_path': '/7G9915LfUQ2lVfwMEEhDsn3kT4B.jpg  '30000000' ... 'Toy Story' False 7.7]

 ['False' nan '65000000' ... 'Jumanji' False 6.9]

 ['False'

 "{'id': 119050, 'name': 'Grumpy Old Men Collection', 'poster\_path': '/nLvUdqgPgm3F85NMCii9gVFUce '0' ... 'Grumpier Old Men' False 6.5]

 ...

 ['False' nan '0' ... 'Betrayal' False 3.8]

 ['False' nan '0' ... 'Satan Triumphant' False 0.0]

 ['False' nan '0' ... 'Queerama' False 0.0]]

#getting dependent values from dataset

=-

print(y)

[5415. 2413. 92. ... 6. 0. 0.]

**DATA PREPROCESSING**

#checking for missing values

df.isnull()

**adult belongs\_to\_collection budget genres homepage id imdb\_id original\_language 0** False False False False False False False False **1** False True False False True False False False **2** False False False False True False False False **3** False True False False True False False False **4** False False False False True False False False **...** ... ... ... ... ... ... ... ...

**45461** False True False False False False False False **45462** False True False False True False False False **45463** False True False False True False False False **45464** False True False False True False False False **45465** False True False False True False False False 45466 rows × 24 columns

#count for missing values

print(df.isnull().sum())

adult 0

belongs\_to\_collection 40972

budget 0

genres 0

homepage 37684

id 0

imdb\_id 17

original\_language 11

original\_title 0

overview 954

popularity 5

poster\_path 386

production\_companies 3

production\_countries 3

release\_date 87

revenue 6

runtime 263

spoken\_languages 6

status 87

tagline 25054

title 6

video 6

vote\_average 6

vote\_count 6

dtype: int64

# After dropping the values

print(df.isnull().sum())

adult 0

belongs\_to\_collection 40972

budget 0

genres 0

homepage 37684

id 0

imdb\_id 17

original\_language 11

original\_title 0

overview 954

popularity 5

poster\_path 386

production\_companies 3

production\_countries 3

release\_date 87

revenue 6

runtime 263

spoken\_languages 6

status 87

tagline 25054

title 6

video 6

vote\_average 6

vote\_count 6

dtype: int64

#detecting outliers for budget

sns.boxplot(x = df['runtime'])

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f6a20322b70> ![https://lh3.googleusercontent.com/EVvhMHLCDNgi-Jf62vuI7jGRjeNSX9FH7r9t9Wv0SRiZNcFSHDYeW6KZB67dpW_N99wwsC8QaENnob_em5CQb-X1QI51e0OJdiDRTeKr7GOvkkyQ3R2Sp3gweSW80KQJiUjp5Hqj](data:image/png;base64,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)

sns.boxplot(x = df['revenue'])
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sns.boxplot(x = df['vote\_count'])
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#Transformation - Binning

data = df['vote\_count']

data = data[:30] #taking only first 30 data items data=np.sort(data)

print('Data:')

print(data)

print('')

#create three different matrices having 10 rows and 3 columns b1=np.zeros((10,3))

b2=np.zeros((10,3))

b3=np.zeros((10,3))

#binning by mean

for i in range (0,30,3):

 k=int(i/3)

 mean=(data[i] + data[i+1] + data[i+2] )/3

 for j in range(3):

 b1[k,j]=mean

print("----Binning by mean:---- \n",b1)

print('')

#binning by median

for i in range (0,30,3):

 k=int(i/3)

 for j in range (3):

 b2[k,j]=data[i+1]

print("----Binning by median:---- \n",b2)

print('')

#binning by boundary

for i in range (0,30,3):

 k=int(i/3)

 for j in range (3):

 if (data[i+j]-data[i]) < (data[i+2]-data[i+j]):

 b3[k,j]=data[i]

 else:

 b3[k,j]=data[i+2]

print("----Binning by boundary:----\n",b3)

Data:

[ 17. 33. 34. 36. 45. 72. 91. 92. 137. 141. 143. 173.  174. 199. 199. 210. 224. 305. 308. 364. 365. 394. 423. 539.  1128. 1194. 1343. 1886. 2413. 5415.]

----Binning by mean:----

 [[ 28. 28. 28. ]

 [ 51. 51. 51. ]

 [ 106.66666667 106.66666667 106.66666667]

 [ 152.33333333 152.33333333 152.33333333]

 [ 190.66666667 190.66666667 190.66666667]

 [ 246.33333333 246.33333333 246.33333333]

 [ 345.66666667 345.66666667 345.66666667]

 [ 452. 452. 452. ]

 [1221.66666667 1221.66666667 1221.66666667]

 [3238. 3238. 3238. ]]

----Binning by median:----

 [[ 33. 33. 33.]

 [ 45. 45. 45.]

 [ 92. 92. 92.]

 [ 143. 143. 143.]

 [ 199. 199. 199.]

 [ 224. 224. 224.]

 [ 364. 364. 364.]

 [ 423. 423. 423.]

 [1194. 1194. 1194.]

 [2413. 2413. 2413.]]

----Binning by boundary:----

 [[ 17. 34. 34.]

 [ 36. 36. 72.]

 [ 91. 91. 137.]

 [ 141. 141. 173.]

 [ 174. 199. 199.]

 [ 210. 210. 305.]

 [ 308. 365. 365.]

 [ 394. 394. 539.]

 [1128. 1128. 1343.]

 [1886. 1886. 5415.]]

#Transformation - Normalization

import statistics

from sklearn import preprocessing

#min-max normalization

def minMaxNor(num,list):

 minNum=int(input("Enter Minimun Setting:\t"))

 maxNum = int(input("Enter Maximum Setting:\t"))

 ans=round(((num-min(list))/(max(list)-min(list))\*(maxNum-minNum))+minNum,2)  return ans

data = df['vote\_count']

data = data[:10] #taking only first 10 data items

data=np.sort(data)

print(data)

#z-score normalization

def zNor (num,mean,stdDv):

 return round((num-mean)/stdDv,2)

#modified z-score normalization

def zNorMAD (num,mean,abMeanDiv):

 return round((num-mean)/abMeanDiv,2)

#decimal-scaling normalization

def decNor(num,maxNum):

 digit=len(str(maxNum))

 div=pow(10,digit)

 return num/div

num=float(input("Enter an item from data : \t"))

if num in data:

 print("Calculating min-max normalization")

 print("After doing min-max normalization :",minMaxNor(num,data))

 print("\nCalculating z-score normalization")

 print("After doing z-score normalization : \t", zNor(num,statistics.mean(data),statistics.stdev(data) print("\nCalculating Modified z-score normalization")

 df = pd.DataFrame(data)

 print("After doing Modified z-score normalization : \t", zNorMAD(num,statistics.mean(data),df.mad())) print("\nCalculating decimal scaling normalization")

 print("After doing decimal scaling normalization : \t", decNor(num,max(data))) else:

 print("Item entered is not present!!")

 print("Can't perform normalization on the selected item!")

[ 34. 45. 92. 141. 173. 174. 1194. 1886. 2413. 5415.]

Enter an item from data : 45

Calculating min-max normalization

Enter Minimun Setting: 0

Enter Maximum Setting: 1

After doing min-max normalization : 0.0

Calculating z-score normalization

After doing z-score normalization : -0.64

Calculating Modified z-score normalization

After doing Modified z-score normalization : 0 -0.88

dtype: float64

Calculating decimal scaling normalization

After doing decimal scaling normalization : 4.5e-05

**DATA VISUALIZATION**

#finding no. of movies who got a particular vote

plt.figure(figsize=(20,10))

sns.countplot(x='vote\_count',data=df,palette="pastel")

plt.xticks(fontsize=9)

plt.show()
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plt.figure(figsize=(20,10))

sns.countplot(x='release\_date',data=df,palette="pastel")

plt.xticks(fontsize=9)

plt.show()