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## Libraries

The libraries we will be using include:

* tinytex
* tidyverse
* lubridate

if(!file.exists("Data")){dir.create("Data")}  
library(tinytex)  
library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.4 ✔ readr 2.1.5  
## ✔ forcats 1.0.0 ✔ stringr 1.5.1  
## ✔ ggplot2 3.5.1 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.3 ✔ tidyr 1.3.1  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(lubridate)

These libraries will allow us to import, tidy, transform, visualize, and model the data.

## Import COVID-19 Time Data

Here we will import COVID-19 data from the time series from John Hopkins’ github page.

First we will get the URLs needed into a list.

url\_in <- "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/csse\_covid\_19\_time\_series/time\_series\_covid19\_"  
  
suffix\_list <- c("confirmed\_US.csv","confirmed\_global.csv","deaths\_global.csv","deaths\_US.csv")  
  
urls <- str\_c(url\_in,suffix\_list)  
#This assembles a list of four URLs pointing to csv files from the John Hopkins COVID-19 datasets.  
  
uid\_lookup\_url <- "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/UID\_ISO\_FIPS\_LookUp\_Table.csv"

Next we will read in our data.

US\_cases <- read\_csv(urls[1])

## Rows: 3342 Columns: 1154  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (6): iso2, iso3, Admin2, Province\_State, Country\_Region, Combined\_Key  
## dbl (1148): UID, code3, FIPS, Lat, Long\_, 1/22/20, 1/23/20, 1/24/20, 1/25/20...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

global\_cases <- read\_csv(urls[2])

## Rows: 289 Columns: 1147  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (2): Province/State, Country/Region  
## dbl (1145): Lat, Long, 1/22/20, 1/23/20, 1/24/20, 1/25/20, 1/26/20, 1/27/20,...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

global\_deaths <- read\_csv(urls[3])

## Rows: 289 Columns: 1147  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (2): Province/State, Country/Region  
## dbl (1145): Lat, Long, 1/22/20, 1/23/20, 1/24/20, 1/25/20, 1/26/20, 1/27/20,...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

US\_deaths <- read\_csv(urls[4])

## Rows: 3342 Columns: 1155  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (6): iso2, iso3, Admin2, Province\_State, Country\_Region, Combined\_Key  
## dbl (1149): UID, code3, FIPS, Lat, Long\_, Population, 1/22/20, 1/23/20, 1/24...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

#This reads in four csv files of COVID-19 data from the URLs assembled in the previous chunk.

## Tidy US and Global Datasets

Next we are going to tidy our data by making each date have its own entry, removing Lat and Long since we don’t need it for this analysis, and editing Province/State and Country/Region for easier use while maintaining data integrity.

First we will tidy the global data.

global\_cases <- global\_cases %>%  
 pivot\_longer(cols = -c("Province/State","Country/Region",Lat,Long),  
 names\_to = "date",   
 values\_to = "cases") %>%  
 select(-c(Lat,Long))  
#This pivots the date data into a longer series of rows, putting the dates into a new "date" column and the numbers into a new "cases" column.  
  
global\_deaths <- global\_deaths %>%  
 pivot\_longer(cols = -c("Province/State","Country/Region", Lat, Long),  
 names\_to = "date",  
 values\_to = "deaths") %>%  
 select(-c(Lat,Long))  
#This pivots the date data into a longer series of rows, putting the dates into a new "date" column and the numbers into a new "deaths" column.  
  
global <- global\_cases %>%   
 full\_join(global\_deaths) %>%   
 rename(Country\_Region = "Country/Region",  
 Province\_State = "Province/State") %>%  
 mutate(date = mdy(date))

## Joining with `by = join\_by(`Province/State`, `Country/Region`, date)`

#This will fully join global cases and deaths into a global dataframe, renaming the country and province columns to get rid of the slash mark, and mutate the dates column into mdy format from the character type original.  
  
global <- global %>% filter(cases > 0)  
#This filters out any days where there were no cases, keeping only when cases were positive.

Second, we’ll tidy the US data.

US\_cases <- US\_cases %>%  
 pivot\_longer(cols = -(UID:Combined\_Key),  
 names\_to = "date",  
 values\_to = "cases") %>%  
 select(Admin2:cases) %>%  
 mutate(date = mdy(date)) %>%  
 select(-c(Lat,Long\_))  
#This pivots the dates listed in one entry in the table into multiple entries by date, expanding the rows greatly.  
  
US\_deaths <- US\_deaths %>%  
 pivot\_longer(cols = -(UID:Population),  
 names\_to = "date",  
 values\_to = "deaths") %>%  
 select(Admin2:deaths) %>%  
 mutate(date = mdy(date)) %>%  
 select(-c(Lat,Long\_))  
#This pivots the dates listed in one entry in the table into multiple entries by date, expanding the rows greatly.  
  
US <- US\_cases %>%  
 full\_join(US\_deaths)

## Joining with `by = join\_by(Admin2, Province\_State, Country\_Region,  
## Combined\_Key, date)`

#This joins the deaths and cases in the US into a single dataframe containing both sets of information  
  
global <- global %>%  
 unite("Combined\_Key",  
 c(Province\_State,Country\_Region),  
 sep = ", ",  
 na.rm = TRUE,  
 remove = FALSE)  
#This produces a new column combining the values from the listed columns in the order listed with the separator ", " in between the two values, showing "Province, Country" as an example.  
  
uid <- read\_csv(uid\_lookup\_url) %>%  
 select(-c(Lat,Long\_,Combined\_Key,code3,iso2,iso3,Admin2))

## Rows: 4321 Columns: 12  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (7): iso2, iso3, FIPS, Admin2, Province\_State, Country\_Region, Combined\_Key  
## dbl (5): UID, code3, Lat, Long\_, Population  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

#This reads in the csv file for the UID look up from a URL provided in a previous code block "URLs for Data."  
  
global <- global %>%  
 left\_join(uid, by = c("Province\_State","Country\_Region")) %>%  
 select(-c(UID,FIPS)) %>%  
 select(Province\_State, Country\_Region, date, cases, deaths, Population, Combined\_Key)  
  
#This combines the UID data read in from the csv file with the province and region columns, getting rid of the UID and FIPS columns along the way.

## Visualizing the Data

Next we are going to visualize the data in a variety of ways to attempt to find patterns and meaning in the data.

### Sort US Data by State

First we will sort our data by state in the US in order to visualize deaths and cases by state.

US\_by\_state <- US %>%  
 group\_by(Province\_State, Country\_Region, date) %>%  
 summarize(cases = sum(cases), deaths = sum(deaths), Population = sum(Population)) %>%  
 mutate(deaths\_per\_mill = deaths \* 1000000 / Population) %>%  
 select(Province\_State, Country\_Region, date, cases, deaths, deaths\_per\_mill, Population) %>%  
 ungroup()

## `summarise()` has grouped output by 'Province\_State', 'Country\_Region'. You can  
## override using the `.groups` argument.

#This produces a dataframe where the cases and per state are listed on each date available, with deaths per million as a new column calculated using the population and the deaths. (For each date, it will show the deaths, cases, population, and deaths per million for each state in the US).  
  
US\_totals <- US\_by\_state %>%  
 group\_by(Country\_Region, date) %>%  
 summarize(cases = sum(cases),deaths = sum(deaths), Population = sum(Population)) %>%  
 mutate(deaths\_per\_mill = deaths \* 1000000 / Population) %>%  
 select(Country\_Region, date, cases, deaths, deaths\_per\_mill, Population) %>%  
 ungroup()

## `summarise()` has grouped output by 'Country\_Region'. You can override using  
## the `.groups` argument.

#This produces totals across the US per date, summing state totals.

### Visualize US Data by State

Next we are going to visualize some of the data we just sorted by state for any preliminary patterns we may see.

US\_totals %>%  
 filter(cases > 0) %>%  
 ggplot(aes(x = date, y = cases)) +  
 geom\_line(aes(color = "cases")) + #adds a line to the graph, random color  
 geom\_point(aes(color = "cases")) + #adds points to the graph, same random color  
 geom\_line(aes(y = deaths, color = "deaths")) + #adds a line to the graph, new random color  
 scale\_y\_log10() + #scaled the y-variable on a log scale due to large numbers  
 theme(legend.position = "bottom", #positions key on the bottom of the graph  
 axis.text.x = element\_text(angle = 90)) + #angles x-axis labels at 90 degrees to the graph  
 labs(title = "COVID19 in US", y = NULL) #titles the graph and keeps the y-axis from having a title

![](data:image/png;base64,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)

#This chunk produces a graph of US total deaths and cases over time. The cases line has points of the same color, the death line has no points and is in a different color from the cases line. The y-axis is in log10 scale and the x-axis is the date, with the years being marked.

### New York State Visualization

Next we will create a visualization of New York (state)’s COVID-19 cases and deaths over time.

state <- "New York"  
  
US\_by\_state %>%  
 filter(Province\_State == state) %>%  
 filter(cases > 0) %>%  
 ggplot(aes(x = date, y = cases)) +  
 geom\_line(aes(color = "cases")) +  
 geom\_point(aes(color = "cases")) +  
 geom\_line(aes(y = deaths, color = "deaths")) +  
 geom\_point(aes(y = deaths, color = "deaths")) +  
 scale\_y\_log10() +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 labs(title = str\_c("COVID19 in ",state, y = NULL))

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.
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## New Transformations

In order to check if the graphs produced by the previous visualizations accurately represent the idea that new COVID-19 cases have plateaued, we will transform the US data by state and as a total.

US\_by\_state <- US\_by\_state %>%  
 mutate(new\_cases = cases - lag(cases), new\_deaths = deaths - lag(deaths))  
  
US\_totals <- US\_totals %>%  
 mutate(new\_cases = cases - lag(cases),  
 new\_deaths = deaths - lag(deaths))  
  
#tail(US\_totals %>% select(new\_cases, new\_deaths, everything()))

### Visualize New Transformations

Having transformed the data to include new cases and new deaths, we will now visualize new cases and deaths over time in a graph for the full US totals.

US\_totals %>%  
 ggplot(aes(x = date, y = new\_cases)) +  
 geom\_line(aes(color = "new\_cases")) + #adds a line to the graph, random color  
 geom\_point(aes(color = "new\_cases")) + #adds points to the graph, same random color  
 geom\_line(aes(y = new\_deaths, color = "new\_deaths")) + #adds a line to the graph, new random color  
 geom\_point(aes(y = new\_deaths, color = "new\_deaths")) + #adds points to the graph, same random color as previous line  
 scale\_y\_log10() + #scaled the y-variable on a log scale due to large numbers  
 theme(legend.position = "bottom", #positions key on the bottom of the graph  
 axis.text.x = element\_text(angle = 90)) + #angles x-axis labels at 90 degrees to the graph  
 labs(title = "New COVID19 Cases and Deaths in US", y = NULL) #titles the graph and keeps the y-axis from having a title

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning: Removed 1 row containing missing values or values outside the scale range  
## (`geom\_line()`).

## Warning: Removed 2 rows containing missing values or values outside the scale range  
## (`geom\_point()`).

## Warning: Removed 1 row containing missing values or values outside the scale range  
## (`geom\_line()`).

## Warning: Removed 4 rows containing missing values or values outside the scale range  
## (`geom\_point()`).

![](data:image/png;base64,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)

### Visualize a Few States

Next we will visualize a few states’ data regarding new cases and new deaths.

state <- "Illinois"  
  
US\_by\_state %>%  
 filter(Province\_State == state) %>%  
 ggplot(aes(x = date, y = new\_cases)) +  
 geom\_line(aes(color = "new\_cases")) +  
 geom\_point(aes(color = "new\_cases")) +  
 geom\_line(aes(y = deaths, color = "new\_deaths")) +  
 geom\_point(aes(y = deaths, color = "new\_deaths")) +  
 scale\_y\_log10() +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 labs(title = str\_c("New Cases and Deaths for COVID19 in ",state, y = NULL))

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.

## Warning: Removed 1 row containing missing values or values outside the scale range  
## (`geom\_line()`).

## Warning: Removed 4 rows containing missing values or values outside the scale range  
## (`geom\_point()`).
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# creates a graph of new deaths and cases of COVID-19 in the listed state  
  
state <- "Colorado"  
  
US\_by\_state %>%  
 filter(Province\_State == state) %>%  
 ggplot(aes(x = date, y = new\_cases)) +  
 geom\_line(aes(color = "new\_cases")) +  
 geom\_point(aes(color = "new\_cases")) +  
 geom\_line(aes(y = deaths, color = "new\_deaths")) +  
 geom\_point(aes(y = deaths, color = "new\_deaths")) +  
 scale\_y\_log10() +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 labs(title = str\_c("New Cases and Deaths for COVID19 in ",state, y = NULL))

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.

## Warning: Removed 1 row containing missing values or values outside the scale range  
## (`geom\_line()`).

## Warning: Removed 2 rows containing missing values or values outside the scale range  
## (`geom\_point()`).
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# creates a graph of new deaths and cases of COVID-19 in the listed state  
  
state <- "Virgin Islands"  
  
US\_by\_state %>%  
 filter(Province\_State == state) %>%  
 ggplot(aes(x = date, y = new\_cases)) +  
 geom\_line(aes(color = "new\_cases")) +  
 geom\_point(aes(color = "new\_cases")) +  
 geom\_line(aes(y = deaths, color = "new\_deaths")) +  
 geom\_point(aes(y = deaths, color = "new\_deaths")) +  
 scale\_y\_log10() +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 labs(title = str\_c("New Cases and Deaths for COVID19 in ",state, y = NULL))

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.

## Warning: Removed 1 row containing missing values or values outside the scale range  
## (`geom\_line()`).

## Warning: Removed 4 rows containing missing values or values outside the scale range  
## (`geom\_point()`).

![](data:image/png;base64,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)

# creates a graph of new deaths and cases of COVID-19 in the listed state  
  
state <- "Alaska"  
  
US\_by\_state %>%  
 filter(Province\_State == state) %>%  
 ggplot(aes(x = date, y = new\_cases)) +  
 geom\_line(aes(color = "new\_cases")) +  
 geom\_point(aes(color = "new\_cases")) +  
 geom\_line(aes(y = deaths, color = "new\_deaths")) +  
 geom\_point(aes(y = deaths, color = "new\_deaths")) +  
 scale\_y\_log10() +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 labs(title = str\_c("New Cases and Deaths for COVID19 in ",state, y = NULL))

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.

## Warning: Removed 1 row containing missing values or values outside the scale range  
## (`geom\_line()`).

## Warning: Removed 2 rows containing missing values or values outside the scale range  
## (`geom\_point()`).
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# creates a graph of new deaths and cases of COVID-19 in the listed state  
  
state <- "Puerto Rico"  
  
US\_by\_state %>%  
 filter(Province\_State == state) %>%  
 ggplot(aes(x = date, y = new\_cases)) +  
 geom\_line(aes(color = "new\_cases")) +  
 geom\_point(aes(color = "new\_cases")) +  
 geom\_line(aes(y = deaths, color = "new\_deaths")) +  
 geom\_point(aes(y = deaths, color = "new\_deaths")) +  
 scale\_y\_log10() +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 labs(title = str\_c("New Cases and Deaths for COVID19 in ",state, y = NULL))

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.

## Warning: Removed 1 row containing missing values or values outside the scale range  
## (`geom\_line()`).

## Warning: Removed 7 rows containing missing values or values outside the scale range  
## (`geom\_point()`).
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# creates a graph of new deaths and cases of COVID-19 in the listed state  
  
state <- "Hawaii"  
  
US\_by\_state %>%  
 filter(Province\_State == state) %>%  
 ggplot(aes(x = date, y = new\_cases)) +  
 geom\_line(aes(color = "new\_cases")) +  
 geom\_point(aes(color = "new\_cases")) +  
 geom\_line(aes(y = deaths, color = "new\_deaths")) +  
 geom\_point(aes(y = deaths, color = "new\_deaths")) +  
 scale\_y\_log10() +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 labs(title = str\_c("New Cases and Deaths for COVID19 in ",state, y = NULL))

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.

## Warning in transformation$transform(x): NaNs produced

## Warning in scale\_y\_log10(): log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.  
## log-10 transformation introduced infinite values.

## Warning: Removed 1 row containing missing values or values outside the scale range  
## (`geom\_line()`).

## Warning: Removed 10 rows containing missing values or values outside the scale range  
## (`geom\_point()`).
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# creates a graph of new deaths and cases of COVID-19 in the listed state

## Transform US by State Data for State Totals

Here, we will create a new data set to hold the maximum totals of the cases and deaths per state in the US.

US\_state\_totals <- US\_by\_state %>%  
 group\_by(Province\_State) %>%  
 summarize(deaths = max(deaths), cases = max(cases),   
 population = max(Population),  
 cases\_per\_thou = 1000 \* cases / population,  
 deaths\_per\_thou = 1000 \* deaths / population) %>%  
 filter(cases > 0, population > 0)  
# This creates a new dataframe to hold the max deaths, cases, and population of each state in the US.  
  
#US\_state\_totals %>%  
# slice\_min(deaths\_per\_thou, n = 10)  
#Gives smallest ten states in deaths\_per\_thou

## Visualize Some State Comparisons

Now we will compare some states within the same visualizations.

### All States Max Deaths Per Thousand

First we’ll look at all the states in a bar plot.

ggplot(US\_state\_totals, aes(x= as.factor(reorder(Province\_State, deaths\_per\_thou)), fill = as.factor(Province\_State), y = deaths\_per\_thou)) + geom\_bar(stat = "identity") + scale\_fill\_hue(c = 40) + theme(legend.position="none",axis.text.y = element\_text(size = 5)) + coord\_flip() + ylab("Deaths per Thousand People") + xlab(NULL) +  
 labs(title = "Max Deaths Per Thousand Per State")
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#Creates a bar plot of all US States in descending order

### Lowest Ten States

Since it’s difficult to really grasp all the states at once, here, we will show the lowest ten states in deaths per thousand within the same graph to see if there are large jumps between them.

US\_low\_deaths <- US\_state\_totals %>%  
 slice\_min(deaths\_per\_thou, n = 10)  
  
#Stores the smallest ten states in deaths\_per\_thou into US\_low\_deaths  
  
  
ggplot(US\_low\_deaths, aes(x= as.factor(reorder(Province\_State, deaths\_per\_thou)), fill = as.factor(Province\_State), y = deaths\_per\_thou)) + geom\_bar(stat = "identity") + scale\_fill\_hue(c = 40) + theme(legend.position="none") + coord\_flip() + ylab("Deaths per Thousand People") + xlab(NULL) +  
 labs(title = "Max Deaths Per Thousand in Lowest Ten States")
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#creates a horizontal bar chart showing the ten lowest states in deaths per thousand in descending order.  
# + axis.text.x = element\_text(size = 8)

## Compare Countries Across the Globe

First we need to transform and tidy the global data to compare max deaths and cases per country/province.

global\_by\_region <- global %>%  
 group\_by(Country\_Region, date) %>%  
 summarize(cases = sum(cases), deaths = sum(deaths), Population = sum(Population)) %>%  
 mutate(deaths\_per\_mill = deaths \* 1000000 / Population) %>%  
 select(Country\_Region, date, cases, deaths, deaths\_per\_mill, Population) %>%  
 ungroup()

## `summarise()` has grouped output by 'Country\_Region'. You can override using  
## the `.groups` argument.

#This creates a dataframe that shows the country cases and deaths per date globally.  
  
global\_totals <- global\_by\_region %>%  
 group\_by(Country\_Region) %>%  
 summarize(deaths = max(deaths), cases = max(cases),   
 population = max(Population),  
 cases\_per\_mill = 1000000 \* cases / population,  
 deaths\_per\_mill = 1000000 \* deaths / population) %>%  
 filter(cases > 0, population > 0)  
#This creates a dataframe with the max deaths and cases of each country or region globally.

Next we will visualize the top 10 and bottom 10 in deaths.

global\_low\_deaths <- global\_totals %>%  
 slice\_min(deaths\_per\_mill, n = 10) #creates subset of lowest ten countries  
  
global\_high\_deaths <- global\_totals %>%  
 slice\_max(deaths\_per\_mill, n = 10) #creates subset of highest ten countries  
  
ggplot(global\_low\_deaths, aes(x= as.factor(reorder(Country\_Region, deaths\_per\_mill)), fill = as.factor(Country\_Region), y = deaths\_per\_mill)) + geom\_bar(stat = "identity") + scale\_fill\_hue(c = 40) + theme(legend.position="none") + coord\_flip() + ylab("Deaths per Million People") + xlab(NULL) +  
 labs(title = "Max Deaths Per million in Lowest Ten Countries")
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#Produces a graph showing the ten lowest max deaths per country or region globally form available data  
  
ggplot(global\_high\_deaths, aes(x= as.factor(reorder(Country\_Region, deaths\_per\_mill)), fill = as.factor(Country\_Region), y = deaths\_per\_mill)) + geom\_bar(stat = "identity") + scale\_fill\_hue(c = 40) + theme(legend.position="none") + coord\_flip() + ylab("Deaths per Million People") + xlab(NULL) +  
 labs(title = "Max Deaths Per million in Highest Ten Countries")

![](data:image/png;base64,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)

#Produces a graph showing the ten highest max deaths per country or region globally form available data

### Compare Global Populations versus Cases per Million

Higher populations are more likely to have higher counts, which is supposedly mitigated by looking at transformations like cases per million. However, we will still take a closer look at the relationship between population and cases per million on a global scale.

global\_totals %>%  
ggplot(aes(x = population, y = cases\_per\_mill)) +  
 geom\_line(aes(color = "cases\_per\_mill")) +  
 geom\_point(aes(color = "cases\_per\_mill")) +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 labs(title = "Global Cases per Million versus Region Population")
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#Unscaled graph created of global cases per million versus region population  
  
global\_totals %>%  
ggplot(aes(x = population, y = cases\_per\_mill)) +  
 geom\_line(aes(color = "cases\_per\_mill")) +  
 geom\_point(aes(color = "cases\_per\_mill")) +  
 theme(legend.position = "bottom",  
 axis.text.x = element\_text(angle = 90)) +  
 scale\_x\_log10() +  
 scale\_y\_log10() +  
 labs(title = "Global Cases per Million versus Region Population at Log 10 Scale") #same graph with log10 scale
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## Modeling US and Global Data

This can involve adding new variables, but for now we will start simply.

### Linear Model of US Deaths vs. Cases.

We are going to look at a linear model where the deaths per thousand people will be the result of a function of the cases per thousand people.

mod <- lm(deaths\_per\_thou ~ cases\_per\_thou, data = US\_state\_totals)  
#This creates the linear function; summary(mod) can produce the coefficients, R value, etc.  
  
#x\_grid <- seq(1,450)  
#found min and max cases per thousand to be 150 to 435, set grid to be 1 to 450 to encompass all of this  
  
#new\_df <- tibble(cases\_per\_thou = x\_grid)  
#puts cases per thousand into a tibble named new\_df on the created grid  
  
US\_tot\_w\_pred <- US\_state\_totals %>% mutate(pred = predict(mod))  
#adds a new column "pred" showing the prediction based off of the model "mod" for cases per thousand people  
  
US\_tot\_w\_pred %>% ggplot() +  
 geom\_point(aes(x = cases\_per\_thou, y = deaths\_per\_thou), color = "blue") + geom\_point(aes(x = cases\_per\_thou, y = pred), color = "red") #Creates a graph where deaths\_per\_thou and predicted deaths\_per\_thou are graphed as a function over cases\_per\_thou
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### Modeling Deaths vs Cases per Thousand with a Larger Polynomial Function

Next, we will see if a cubic or other polynomial function is a better fit.

cubic\_mod <- lm(deaths\_per\_thou ~ poly(cases\_per\_thou, degree = 3), data = US\_state\_totals)  
#This has a higher R squared value than the linear model (0.2933), but it still falls short of 0.50 at 0.4079  
  
US\_tot\_w\_pred <- US\_state\_totals %>% mutate(pred = predict(cubic\_mod))  
#adds a new column "pred" showing the prediction based off of the model "mod" for cases per thousand people  
  
US\_tot\_w\_pred %>% ggplot() +  
 geom\_point(aes(x = cases\_per\_thou, y = deaths\_per\_thou), color = "blue") + geom\_point(aes(x = cases\_per\_thou, y = pred), color = "red") #Creates a graph where deaths\_per\_thou and predicted deaths\_per\_thou are graphed as a function over cases\_per\_thou
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poly\_mod <- lm(deaths\_per\_thou ~ poly(cases\_per\_thou, degree = 9), data = US\_state\_totals)  
#creates a polynomial function with a degree of 9 exploring deaths\_per\_thou over cases\_per\_thou  
  
# R-squared for poly degrees: 12 is 0.4148, 11 is 0.4261, 10 is 0.4387, 9 is 0.4472,8 is 0.4421  
  
US\_tot\_w\_pred <- US\_state\_totals %>% mutate(pred = predict(poly\_mod))  
#adds a new column "pred" showing the prediction based off of the model "mod" for cases per thousand people  
  
US\_tot\_w\_pred %>% ggplot() +  
 geom\_point(aes(x = cases\_per\_thou, y = deaths\_per\_thou), color = "blue") + geom\_line(aes(x = cases\_per\_thou, y = pred), color = "red") #Creates a graph where deaths\_per\_thou and predicted deaths\_per\_thou are graphed as a function over cases\_per\_thou

![](data:image/png;base64,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)

### Modelling Cases over Population by Region, Globally

First we will look globally at cases per million over population, to see if the ratio of cases climbs with the population or if the same basic percentage of people are infected and reported regardless of population.

Next, we will double check if cases climb as population does, overall, on a global scale.

lin\_mod <- lm(cases\_per\_mill ~ population, data = global\_totals)  
#Adjusted R-squared is all the way down at 0.005729 currently  
  
global\_tot\_w\_pred <- global\_totals %>% mutate(pred = predict(lin\_mod))  
  
  
global\_tot\_w\_pred %>%  
 filter(cases\_per\_mill > 0) %>%  
ggplot(aes(x = population, y = cases\_per\_mill)) +  
 geom\_line(aes(color = "cases\_per\_mill")) +  
 geom\_point(aes(color = "cases\_per\_mill")) +  
 geom\_line(aes(y = pred, color = "purple")) +  
 scale\_x\_log10() +  
 labs(title = "Global Cases per Million versus Region Population")
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#Linear regression with graph of global cases per million versus region population  
  
  
lin\_mod2 <- lm(cases ~ population, data = global\_totals)  
#Adjusted R-squared is at 0.2703 at time of writing  
  
global\_tot\_w\_pred <- global\_totals %>% mutate(pred = predict(lin\_mod2))  
  
  
global\_tot\_w\_pred %>%  
ggplot(aes(x = population, y = cases)) +  
 geom\_line(aes(color = "cases")) +  
 geom\_point(aes(color = "cases")) +  
 geom\_line(aes(y = pred, color = "purple")) +  
 scale\_x\_log10() +  
 labs(title = "Global Cases versus Region Population")
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#Linear regression with graph of max global cases total per region versus region population

The linear regression implies an exponential function might be a better fit.

exp\_mod <- lm(cases ~ log(population), data = global\_totals)  
  
global\_tot\_w\_pred <- global\_totals %>% mutate(pred = predict(exp\_mod))  
#Adds pred column with predictions based on exponential regression  
  
global\_tot\_w\_pred %>%  
ggplot(aes(x = population, y = cases)) +  
 geom\_line(aes(color = "cases")) +  
 geom\_point(aes(color = "cases")) +  
 geom\_line(aes(y = pred, color = "purple")) +  
 scale\_x\_log10() +  
 labs(title = "Global Cases versus Region Population")
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#Creates a graph of global cases over region population with an exponential regression

It seems from this analysis that the initial linear regression is a better fit.

## Analysis and Bias Discussion

Looking at our modeled graphs, the polynomial linear regression with a degree of 9 comes closest to an acceptable R-squared value (at the time of this publication: 0.4472 adjusted; multiple R-squared is acceptable at 0.5376). This raises some questions: \* Why do more cases trend towards resulting in disproportionately more deaths compared to lower case counts up to a point where that trend seems to start reversing? \* Additionally, what accounts for our outliers with very low deaths compared to case count, \* and some that have higher deaths compared to the prediction at higher case counts?

We could speculate that higher case counts result in overworking our hospitals and doctors, resulting in more deaths for our outliers.

However, we could also speculate that income of an area may play a stronger role in determining deaths per case count, since socioeconomic status in the US often results in differences in health care, environmental health, and the public’s physical health overall. This would account for greater cases and greater deaths proportionately.

Lower income families have less choice about going to work, too, meaning a higher chance for spread and for higher case counts. This might be harder to track by state than by city, but we do have city data available in our larger datasets that could be worth looking into.

For both avenues of analysis, we first would need to acquire financial information and healthcare employment information regarding the states and cities in question.

We also might see bias in how cases are reported in communities based on whether the individual goes to a hospital or doctor or performs a test at home. This can be influenced by distrust of medicine, distrust of the government, a lack of time, option, or education, or other fears. They might not even know they have COVID if they are asymptomatic or have mild symptoms.

It is also possible that increased cases result in people catching COVID more than once, meaning they already have some immunity to it and are unlikely to die, resulting in the downward turn in deaths at the highest cases per thousand. There could be benefits from doctors and the community having more experience with COVID-19 and being able to identify it and isolate, or simply a push for vaccination once cases are high enough.

There is the possibility of deaths being reported as being caused by secondary infections when COVID-19 was the primary factor or vice versa, where a secondary infection or respiratory infection was the cause of death, but COVID-19 was blamed.

For myself, I tried to mitigate any bias towards what countries might have higher or lower COVID counts by simply letting the data show me better and picking countries to investigate either by random or by top/bottom ten.

What we have learned from our regressions is that global cases per million max totals do not have a strong relationship with population, but do have an upward trend that seems to be exponential. While this relies on countries to report their cases number closely, the law of large numbers does play in the favor of the validity of this data. There are some smaller sample sizes which may throw off the analysis, however it does seem that population is not the main factor in number of cases per million people.

When we compared total max cases to total population, we got a seemingly exponential relationship with a linear regression, but an exponential regression did not fit the data nearly as well. This does show an upward trend in cases as population increases, but there are outliers causing an exponential regression to be a bad fit, where higher population did not result in higher cases. This could be due to countries misreporting case data, missing data, or simply that these countries simply did not have that many cases. That could be in result of prior immunities to similar viruses, differences in social, financial, or healthcare situations, or differences in how they handled the virus as a whole. It’s even possible that topography could play a role in COVID-19 cases based on whether there was easy entry into the country from others and whether people were able to easily intermingle based on the geography of the country.

When it comes right down to it, the data we have of cases, deaths, and dates versus the populations involved is not enough to come to a solid conclusion on causality without financial, social, topographical, historical, and political information we do not have. However, we can say that, *in our data, population is not a clear and direct indicator of case totals but does seem to show that an increase in population has some effect on increase in cases* and there are other factors that require investigation.

## Session Information

Below is a generated summary of the R session information.
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