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## Introduction

In this document, I provide the code to tackle a simple biodiversity monitoring problem. The first step is to estimate mean occupancy of the plant C. vulgaris in Britain in two time-periods (1987-1999 and 2010-2019) using an unrepresentative nonprobability sample. We know the "truth" in this example, so we can assess the accuracy of various sample-based estimators. The second step is to estimate the difference between the two (i.e. the trend). Again, we know the truth, so we can assess the accuracy of the estimated trends from various estimators. Each of the estimators that we use can be viewed as an attempt to weight the sample in such a way that the distributions of "auxiliary variables" in the sample more closely resemble those in the population. We will also look at how well this has been achieved.

## Estimating per-period mean occupancy

The first step is to load the relevant packages and data. There are N rows in the data, where N is the number of land-containing 1 km grid squares in Great Britain (minus a few for which the auxiliary data are not available). There is one column per variable. heather\_true\_dist\_1987.1999 is the binary response variable (1 = occupied and 0 = unoccupied) for the first time-period; heather\_true\_dist\_2010.2019 is the same but for the second time period. sampled\_units\_1987.1999 and sampled\_units\_2010.2019 are also binary and indicate whether the grid square was sampled in each period. The next five columns are auxiliary variables, which are known for every grid square. The final two columns are estimated inclusion probabilities, which were derived using random forests and the auxiliary data.

library(raster)

## Warning: package 'raster' was built under R version 4.1.2

## Loading required package: sp

## Warning: package 'sp' was built under R version 4.1.2

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 4.1.2

library(survey)

## Warning: package 'survey' was built under R version 4.1.3

## Loading required package: grid

## Loading required package: Matrix

## Loading required package: survival

##   
## Attaching package: 'survey'

## The following object is masked from 'package:raster':  
##   
## cv

## The following object is masked from 'package:graphics':  
##   
## dotchart

library(rstanarm)

## Warning: package 'rstanarm' was built under R version 4.1.3

## Loading required package: Rcpp

## Warning: package 'Rcpp' was built under R version 4.1.2

## This is rstanarm version 2.21.3

## - See https://mc-stan.org/rstanarm/articles/priors for changes to default priors!

## - Default priors may change, so it's safest to specify priors, even if equivalent to the defaults.

## - For execution on a local, multicore CPU with excess RAM we recommend calling

## options(mc.cores = parallel::detectCores())

library(PracTools)

## Warning: package 'PracTools' was built under R version 4.1.3

##   
## Attaching package: 'PracTools'

## The following object is masked from 'package:survey':  
##   
## deff

library(reshape2)

## Warning: package 'reshape2' was built under R version 4.1.3

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:raster':  
##   
## intersect, select, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following objects are masked from 'package:rstanarm':  
##   
## compare\_models, R2

## The following object is masked from 'package:survival':  
##   
## cluster

## load population data  
pop <- read.csv("W:/PYWELL\_SHARED/Pywell Projects/BRC/Rob Boyd/NERC\_exploring\_frontiers/Data/all\_data.csv")  
  
pop <- pop[,-c(10,11,14)] # drop climate variable, which we didn't use in the end   
  
pop <- pop[complete.cases(pop), ]

Some approaches to adjusting samples, such as poststratification, require categorical axiliary variables. The auxiliary variables in pop are continuous, so they need to be discretized. We split three of the the variables into three catgories (i.e. cut points at the 33rd and 67th percentiles). This did not make sense for two variables, openAccessGB (proportion of grid square that is open access) and allPACoverage (proportion of grid square that is in a protected area), because most grid squares take the values zero or one. For these variables, we split the data into into two categories, 0 and >0, i.e. whether some of the grid square is protected or open acessess.

pop\_disc <- pop  
  
pop\_aux\_cont <- pop\_disc[,5:9]  
  
## discretize the auxiliary data in pop  
for (i in c(5,8,9)) {  
  
 q <- as.numeric(quantile(pop\_disc[,i], probs = c(0, 0.33, 0.66, 1)))  
   
 pop\_disc[,i] <- cut(pop\_disc[,i],   
 breaks = q,  
 labels = FALSE,  
 include.lowest = TRUE,  
 right = TRUE)  
   
 pop\_disc[,i] <- as.numeric(pop\_disc[,i])  
   
}  
  
## make PA and open access land coverage binary   
  
pop\_disc$openAccessGB <- ifelse(pop$openAccessGB > 0, 1, 0)  
  
pop\_disc$allPACoverage <- ifelse(pop$allPACoverage > 0, 1, 0)

There are a few data wrangling tasks to do next. We need to subset pop to create dataframes specific to each time-period and sampled grid squares only.

## pull out columns relevant to period 1  
pop\_p1 <- pop[,c(1,3,5,6,7,8,9,10)]  
  
pop\_disc\_p1 <- pop\_disc[,c(1,3,5,6,7,8,9,10)]  
  
## and period 2  
pop\_p2 <- pop[,c(2,4,5,6,7,8,9,11)]  
  
pop\_disc\_p2 <- pop\_disc[,c(2,4,5,6,7,8,9,11)]  
  
## pull out sampled rows for periods 1 and 2  
samp\_disc\_p1 <- pop\_disc\_p1[pop\_disc\_p1$sampled\_units\_1987.1999 == 1, ]  
  
samp\_disc\_p2 <- pop\_disc\_p2[pop\_disc\_p2$sampled\_units\_2010.2019 == 1, ]  
  
## pull out the auxiliary data for the whole population  
pop\_aux <- pop\_disc[,5:9]

The first step in our simple biodiversity monitoring problem is to estimate mean occupancy in each time-period. The true means are 0.317 in period one and 0.270 in period two.

pop\_mean\_p1 <- mean(pop\_p1$heather\_true\_dist\_1987.1999);pop\_mean\_p1

## [1] 0.3173697

pop\_mean\_p2 <- mean(pop\_p2$heather\_true\_dist\_2010.2019);pop\_mean\_p2

## [1] 0.2695963

In real life, we don't know the population means so have to estimate them. The R package survey provides functionality for estimating population parameters from samples. The first job is to create what is called a survey design object, which includes the data in the sample and information about the survey design. In our case, we don't know anything about the "survey" (or lack thereof), so the code is simple.

design\_p1 <- svydesign(ids=~0,  
 data = samp\_disc\_p1)

## Warning in svydesign.default(ids = ~0, data = samp\_disc\_p1): No weights or  
## probabilities supplied, assuming equal probability

design\_p2 <- svydesign(ids=~0,  
 data = samp\_disc\_p2)

## Warning in svydesign.default(ids = ~0, data = samp\_disc\_p2): No weights or  
## probabilities supplied, assuming equal probability

The warnings tell us that the package will assume equal sampling weights. This is not a problem, because we will adjust the weights later. Setting ids to ~0 just tells the function that we are not aware of any clustering in the data.

Using the survey designs, we can calculate the sample means for each period and the associated confidence intervals. The sample mean will act a baseline, and the aim is to improve on it by weighting.

samp\_mean\_p1 <- svymean(design = design\_p1,  
 x=~heather\_true\_dist\_1987.1999); samp\_mean\_p1

## mean SE  
## heather\_true\_dist\_1987.1999 0.25503 0.0014

samp\_mean\_p2 <- svymean(design = design\_p2,  
 x=~heather\_true\_dist\_2010.2019); samp\_mean\_p2

## mean SE  
## heather\_true\_dist\_2010.2019 0.24963 0.0012

## and their confidence intervals  
samp\_mean\_p1\_conf <- confint(object = samp\_mean\_p1,  
 level = 0.95); samp\_mean\_p1\_conf

## 2.5 % 97.5 %  
## heather\_true\_dist\_1987.1999 0.2522981 0.2577611

samp\_mean\_p2\_conf <- confint(object = samp\_mean\_p2,  
 level = 0.95); samp\_mean\_p2\_conf

## 2.5 % 97.5 %  
## heather\_true\_dist\_2010.2019 0.2473695 0.251881

The first set of weights we will try are the inverses of inclusion probabilities that were estimated using random forests. This approach is called quasi-randomisation.

weighted\_design\_p1 <- svydesign(ids=~0,  
 data = samp\_disc\_p1,  
 probs=~inclusionProbs\_1987.1999)  
  
weighted\_design\_p2 <- svydesign(ids=~0,  
 data = samp\_disc\_p2,  
 probs=~inclusionProbs\_2010.2019)  
  
## then get the weighted sample means  
weighted\_samp\_mean\_p1 <- svymean(design = weighted\_design\_p1,  
 x=~heather\_true\_dist\_1987.1999);weighted\_samp\_mean\_p1

## mean SE  
## heather\_true\_dist\_1987.1999 0.28211 0.0016

weighted\_samp\_mean\_p2 <- svymean(design = weighted\_design\_p2,  
 x=~heather\_true\_dist\_2010.2019);weighted\_samp\_mean\_p2

## mean SE  
## heather\_true\_dist\_2010.2019 0.30369 0.0014

## and their confidence intervals   
weighted\_samp\_mean\_p1\_conf <- confint(object = weighted\_samp\_mean\_p1,  
 level = 0.95);weighted\_samp\_mean\_p1\_conf

## 2.5 % 97.5 %  
## heather\_true\_dist\_1987.1999 0.2789893 0.2852357

weighted\_samp\_mean\_p2\_conf <- confint(object = weighted\_samp\_mean\_p2,  
 level = 0.95);weighted\_samp\_mean\_p2\_conf

## 2.5 % 97.5 %  
## heather\_true\_dist\_2010.2019 0.3009166 0.3064574

Next we can try poststratification.

cells <- data.frame(table(pop\_aux))  
  
str(cells)

## 'data.frame': 108 obs. of 6 variables:  
## $ postcode\_density\_299\_neighbours: Factor w/ 3 levels "1","2","3": 1 2 3 1 2 3 1 2 3 1 ...  
## $ openAccessGB : Factor w/ 2 levels "0","1": 1 1 1 2 2 2 1 1 1 2 ...  
## $ allPACoverage : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 2 2 2 2 ...  
## $ road\_length\_299\_neighbours : Factor w/ 3 levels "1","2","3": 1 1 1 1 1 1 1 1 1 1 ...  
## $ UKelv : Factor w/ 3 levels "1","2","3": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Freq : int 111 652 417 5112 981 224 67 603 354 3266 ...

## now poststratify   
ps\_design\_p1 <- postStratify(design = design\_p1,  
 strata = samp\_disc\_p1[,3:7],  
 population = data.frame(table(pop\_aux)),  
 partial = T)  
  
ps\_design\_p2 <- postStratify(design = design\_p2,  
 strata = samp\_disc\_p2[,3:7],  
 population = data.frame(table(pop\_aux)),  
 partial = T)  
  
## and get the weighted mean across poststrata  
ps\_samp\_mean\_p1 <- svymean(design = ps\_design\_p1,  
 x=~heather\_true\_dist\_1987.1999,  
 na.rm = T);ps\_samp\_mean\_p1

## mean SE  
## heather\_true\_dist\_1987.1999 0.3358 0.0013

ps\_samp\_mean\_p2 <- svymean(design = ps\_design\_p2,  
 x=~heather\_true\_dist\_2010.2019);ps\_samp\_mean\_p2

## mean SE  
## heather\_true\_dist\_2010.2019 0.31441 0.001

## and their confidence intervals  
ps\_samp\_mean\_p1\_conf <- confint(object = ps\_samp\_mean\_p1,  
 level = 0.95);ps\_samp\_mean\_p1\_conf

## 2.5 % 97.5 %  
## heather\_true\_dist\_1987.1999 0.3331772 0.3384183

ps\_samp\_mean\_p2\_conf <- confint(object = ps\_samp\_mean\_p2,  
 level = 0.95);ps\_samp\_mean\_p2\_conf

## 2.5 % 97.5 %  
## heather\_true\_dist\_2010.2019 0.3124262 0.316393

It is instructive to look at the variable of interest in each category of the auxiliary variables (recalling that we discretized them earlier). It is good to see that mean occupancy varies among categories, because this implies that there is something to be gained by poststratifying. If there was little difference, the adjustment from poststratifying would be minor.

s1 <- samp\_disc\_p1[,-8] # drop estimated inclusion probabilities, which aren't needed here  
  
colnames(s1) <- c("y", "R", "postcode\_density", "open\_access", "protected\_area",  
 "road\_length", "elevation")  
  
s1$period <- "Period\_1"  
  
s2 <- samp\_disc\_p2[,-8]  
  
colnames(s2) <- c("y", "R", "postcode\_density", "open\_access", "protected\_area",  
 "road\_length", "elevation")  
  
s2$period <- "Period\_2"  
  
s <- rbind(s1, s2)  
  
s <- melt(s, id = c("y", "period", "R"))  
  
ggplot(data = s, aes(x = factor(value), y = y)) +  
 geom\_bar(stat = "summary", fun = "mean") +  
 facet\_grid(period~variable, scales = "free") +  
 theme\_linedraw() +  
 labs(x = "Level", y = "Mean occupancy")

![](data:image/png;base64,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)

Another approach to weighting the sample mean is superpopulation modelling, which can be implemented using the function calibrate. It is better to use the continuous rather than discretized auxiliary variables for this approach, so we begin by creating two new survey designs based on those data (i.e. pop not pop\_disc). The calibrate function also requires population totals for each auxiliary variable. The intercept total is the population size and must be named "(Intercept)".

## get population totals for auxiliary variables  
aux\_tots <- c(nrow(pop\_aux\_cont), colSums(pop\_aux\_cont))  
  
names(aux\_tots)[1] <- "(Intercept)"  
  
## create new designs with the continuous rather than discretized auxiliary variables  
samp\_p1 <- pop\_p1[pop\_p1$sampled\_units\_1987.1999 == 1, ]  
  
samp\_p2 <- pop\_p2[pop\_p2$sampled\_units\_2010.2019 == 1, ]  
  
pre\_calib\_design\_p1 <- svydesign(ids=~0,  
 data = samp\_p1)

## Warning in svydesign.default(ids = ~0, data = samp\_p1): No weights or  
## probabilities supplied, assuming equal probability

pre\_calib\_design\_p2 <- svydesign(ids=~0,  
 data = samp\_p2)

## Warning in svydesign.default(ids = ~0, data = samp\_p2): No weights or  
## probabilities supplied, assuming equal probability

## now calibrate   
calib\_design\_p1 <- calibrate(design = pre\_calib\_design\_p1,  
 formula = ~ postcode\_density\_299\_neighbours +  
 openAccessGB + allPACoverage +   
 road\_length\_299\_neighbours + UKelv,  
 population = aux\_tots,  
 calfun="linear")  
  
sum(weights(calib\_design\_p1)) # check weights sum to the population size

## [1] 229584

summary(weights(calib\_design\_p1))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -0.3964 1.7066 2.0154 2.3470 2.8445 7.6631

sp\_samp\_mean\_p1 <- svymean(~heather\_true\_dist\_1987.1999, design=calib\_design\_p1); sp\_samp\_mean\_p1

## mean SE  
## heather\_true\_dist\_1987.1999 0.34845 0.0015

calib\_design\_p2 <- calibrate(design = pre\_calib\_design\_p2,  
 formula = ~ postcode\_density\_299\_neighbours +  
 openAccessGB + allPACoverage +   
 road\_length\_299\_neighbours + UKelv,  
 population = aux\_tots,  
 calfun="linear")  
  
sum(weights(calib\_design\_p2))

## [1] 229584

summary(weights(calib\_design\_p2))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.5078 1.2885 1.4500 1.6235 1.9524 3.6461

sp\_samp\_mean\_p2 <- svymean(~heather\_true\_dist\_2010.2019, design=calib\_design\_p2); sp\_samp\_mean\_p2

## mean SE  
## heather\_true\_dist\_2010.2019 0.32202 0.0011

## and the confidence intervals   
sp\_samp\_mean\_p1\_conf <- confint(object = sp\_samp\_mean\_p1,  
 level = 0.95); sp\_samp\_mean\_p1\_conf

## 2.5 % 97.5 %  
## heather\_true\_dist\_1987.1999 0.345594 0.3513011

sp\_samp\_mean\_p2\_conf <- confint(object = sp\_samp\_mean\_p2,  
 level = 0.95); sp\_samp\_mean\_p2\_conf

## 2.5 % 97.5 %  
## heather\_true\_dist\_2010.2019 0.3198705 0.324162

Perhaps more familiar to ecologists than the above approaches is subsampling. Our approach was to draw weighted random samples of size 500 with replacement from the original samples [note that these are different to sampling weights in 2)]. Using the postrata created above, I assign each grid square a weight equal to the proportion of the population in its stratum. The result is a subsample whose members were more likely to be from strata comprising a larger fraction of the population. The subsample mean is the estimator of the population mean. Note that I bootstrap the procedure. This is necessary because there is a random element to the downsampling, and the estimated means are sensitive to it.

## concatenate the levels of the variables in each column of sub\_samp\_disc to store unique strata as "id"  
samp\_p1$id <- paste0(samp\_disc\_p1$postcode\_density\_299\_neighbours,  
 samp\_disc\_p1$openAccessGB,  
 samp\_disc\_p1$allPACoverage,  
 samp\_disc\_p1$road\_length\_299\_neighbours,  
 samp\_disc\_p1$UKelv)  
  
pop$id <- paste0(pop\_disc$postcode\_density\_299\_neighbours,  
 pop\_disc$openAccessGB,  
 pop\_disc$allPACoverage,  
 pop\_disc$road\_length\_299\_neighbours,  
 pop\_disc$UKelv)  
  
pop\_props <- data.frame(table(pop$id))  
  
pop\_props$prop <- pop\_props$Freq/sum(pop\_props$Freq)  
  
colnames(pop\_props)[1] <- "id"  
  
samp\_props\_p1 <- merge(pop\_props, samp\_p1, by = "id")  
  
sub\_samp\_means\_p1 <- lapply(1:1000,  
 function(x) {  
 subSamp <- samp\_props\_p1[sample(1:nrow(samp\_props\_p1),   
 size = 200,   
 replace = T,   
 prob = samp\_props\_p1$prop),]  
   
 data.frame(mean = mean(subSamp$heather\_true\_dist\_1987.1999),  
 id = x)  
 })  
  
sub\_samp\_means\_p1 <- do.call("rbind", sub\_samp\_means\_p1)  
  
sub\_samp\_p1\_mean <- c(mean = mean(sub\_samp\_means\_p1$mean),  
 lower = quantile(sub\_samp\_means\_p1$mean, probs = 0.025),  
 upper = quantile(sub\_samp\_means\_p1$mean, probs = 0.975)); sub\_samp\_p1\_mean

## mean lower.2.5% upper.97.5%   
## 0.25473 0.19500 0.32000

## and period 2   
  
samp\_p2$id <- paste0(samp\_disc\_p2$postcode\_density\_299\_neighbours,  
 samp\_disc\_p2$openAccessGB,  
 samp\_disc\_p2$allPACoverage,  
 samp\_disc\_p2$road\_length\_299\_neighbours,  
 samp\_disc\_p2$UKelv)  
  
head(samp\_p2)

## heather\_true\_dist\_2010.2019 sampled\_units\_2010.2019  
## 1 1 1  
## 2 1 1  
## 3 1 1  
## 9 1 1  
## 12 1 1  
## 15 1 1  
## postcode\_density\_299\_neighbours openAccessGB allPACoverage  
## 1 34 0.96 1.00  
## 2 34 0.99 1.00  
## 3 34 1.00 0.00  
## 9 34 1.00 0.76  
## 12 34 1.00 0.00  
## 15 34 1.00 0.31  
## road\_length\_299\_neighbours UKelv inclusionProbs\_2010.2019 id  
## 1 46928.30 141 0.856 11112  
## 2 46928.30 115 0.770 11112  
## 3 47698.44 202 0.482 11013  
## 9 47296.35 65 0.766 11111  
## 12 46799.42 48 0.592 11011  
## 15 49603.95 25 0.916 11111

samp\_props\_p2 <- merge(pop\_props, samp\_p2, by = "id")  
  
sub\_samp\_means\_p2 <- lapply(1:1000,  
 function(x) {  
 subSamp <- samp\_props\_p2[sample(1:nrow(samp\_props\_p2),   
 size = 200,   
 replace = T,   
 prob = samp\_props\_p2$prop),]  
   
 data.frame(mean = mean(subSamp$heather\_true\_dist\_2010.2019),  
 id = x)  
 })  
  
sub\_samp\_means\_p2 <- do.call("rbind", sub\_samp\_means\_p2)  
  
sub\_samp\_p2\_mean <- c(mean = mean(sub\_samp\_means\_p2$mean),  
 lower = quantile(sub\_samp\_means\_p2$mean, probs = 0.025),  
 upper = quantile(sub\_samp\_means\_p2$mean, probs = 0.975)); sub\_samp\_p2\_mean

## mean lower.2.5% upper.97.5%   
## 0.271865 0.215000 0.330000

The decision to create subsamples of size 500 was somewhat arbitrary. Changing the size of the subsamples makes little difference to their point estimates, but, naturally, the width of the confidence intervals decrease with increasing sample size. The code below demonstrates this for period one, but the result is the same for period two.

getSens <- function(n) {  
   
 sub\_samp\_means\_p1 <- lapply(1:1000,  
 function(x) {  
 subSamp <- samp\_props\_p1[sample(1:nrow(samp\_props\_p1),   
 size = n,   
 replace = T,   
 prob = samp\_props\_p1$prop),]  
   
 data.frame(mean = mean(subSamp$heather\_true\_dist\_1987.1999),  
 id = x)  
 })  
   
 sub\_samp\_means\_p1 <- do.call("rbind", sub\_samp\_means\_p1)  
   
 sub\_samp\_p1\_mean <- data.frame(mean = mean(sub\_samp\_means\_p1$mean),  
 lower = quantile(sub\_samp\_means\_p1$mean, probs = 0.025),  
 upper = quantile(sub\_samp\_means\_p1$mean, probs = 0.975),  
 n = n)  
   
}  
  
sens <- lapply(c(100,200,400,800,1600,3200),  
 getSens)  
  
sens <- do.call("rbind", sens)  
  
ggplot(data = sens, aes(x = n, y = mean)) +  
 geom\_ribbon(aes(ymin =lower, ymax = upper), fill = "grey", alpha = 0.3) +  
 geom\_line() +  
 theme\_linedraw() +   
 geom\_point()
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The next approach to estimating the populations means is Multilevel Regression and Poststratification (MRP). Strictly speaking, MRP does not produce unit level weights (i.e. a weight for every grid square), but the concept is very similar. Another feature of MRP is that it is computationally demanding.

## fit model  
fit <- stan\_glmer(  
 heather\_true\_dist\_1987.1999 ~ 1 + (1 | postcode\_density\_299\_neighbours) +   
 (1 | road\_length\_299\_neighbours) + (1 | allPACoverage) +   
 (1 | openAccessGB) + (1 | UKelv),  
 family = binomial(link = "logit"),  
 data = samp\_disc\_p1,  
 chains = 3,  
 iter = 5000  
)  
  
print(fit)  
  
posterior\_prob <- posterior\_linpred(fit, transform = T, newdata = cells)  
  
poststrat\_prob <- posterior\_prob %\*% cells$Freq / sum(cells$Freq)  
  
props\_p1 <- samp\_means\_per\_cell\_p1$n / samp\_means\_per\_cell\_p1$N  
  
props\_p1[is.na(props\_p1)] <- 0  
  
poststrat\_prob <- posterior\_prob %\*% props\_p1  
   
#write.csv(poststrat\_prob,  
# "W:/PYWELL\_SHARED/Pywell Projects/BRC/Rob Boyd/NERC\_exploring\_frontiers/Data/poststrat\_prob.csv",  
# row.names = F)  
  
model\_popn\_pref <- c(mean = mean(poststrat\_prob),  
 lower = quantile(poststrat\_prob, probs = 0.025),  
 upper = quantile(poststrat\_prob, probs = 0.975))  
  
round(model\_popn\_pref, 3)  
  
fit2 <- stan\_glmer(  
 heather\_true\_dist\_2010.2019 ~ 1 + (1 | postcode\_density\_299\_neighbours) +   
 (1 | road\_length\_299\_neighbours) + (1 | allPACoverage) +   
 (1 | openAccessGB) + (1 | UKelv),  
 family = binomial(link = "logit"),  
 data = samp\_disc\_p2,  
 chains = 2  
)  
  
print(fit2)  
  
posterior\_prob\_p2 <- posterior\_linpred(fit2, transform = TRUE, newdata = cells)  
  
poststrat\_prob\_p2 <- posterior\_prob\_p2 %\*% cells$Freq / sum(cells$Freq)  
  
#write.csv(poststrat\_prob\_p2,  
# "W:/PYWELL\_SHARED/Pywell Projects/BRC/Rob Boyd/NERC\_exploring\_frontiers/Data/poststrat\_prob\_p2.csv",  
# row.names = F)  
  
model\_popn\_pref\_p2 <- c(mean = mean(poststrat\_prob\_p2),  
 lower = quantile(poststrat\_prob\_p2, probs = 0.025),  
 upper = quantile(poststrat\_prob\_p2, probs = 0.975))  
  
#round(model\_popn\_pref\_p2, 3)

Instead we load the posterior distributions from models fitted on a computer cluster.

poststrat\_prob <- read.csv("W:/PYWELL\_SHARED/Pywell Projects/BRC/Rob Boyd/NERC\_exploring\_frontiers/Data/mrp\_p1.csv")[,1]  
  
model\_popn\_pref <- c(mean = mean(poststrat\_prob),  
 lower = quantile(poststrat\_prob, probs = 0.025),  
 upper = quantile(poststrat\_prob, probs = 0.975))  
  
poststrat\_prob\_p2 <- read.csv("W:/PYWELL\_SHARED/Pywell Projects/BRC/Rob Boyd/NERC\_exploring\_frontiers/Data/mrp\_p2.csv")[,1]  
  
model\_popn\_pref\_p2 <- c(mean = mean(poststrat\_prob\_p2),  
 lower = quantile(poststrat\_prob\_p2, probs = 0.025),  
 upper = quantile(poststrat\_prob\_p2, probs = 0.975))

We can combine the estimates of the population means in each time-period and plot them to get an idea of which methods work best.

plotDat <- data.frame(p = c(1,2,1,2,1,2,1,2,1,2,1,2,1,2),  
 est = c(pop\_mean\_p1[1], pop\_mean\_p2[1], samp\_mean\_p1[1], samp\_mean\_p2[1], ps\_samp\_mean\_p1[1], ps\_samp\_mean\_p2[1], weighted\_samp\_mean\_p1[1], weighted\_samp\_mean\_p2[1], sp\_samp\_mean\_p1[1], sp\_samp\_mean\_p2[1], model\_popn\_pref[1],model\_popn\_pref\_p2[1], sub\_samp\_p1\_mean[1], sub\_samp\_p2\_mean[1]),  
 type = c("Population", "Population", "Sample", "Sample", "Poststratification", "Poststratification", "Quasi-  
randomisation", "Quasi-  
randomisation", "Superpopulation  
model", "Superpopulation  
model", "MRP", "MRP", "Subsample", "Subsample"),  
 lower = c(pop\_mean\_p1[1], pop\_mean\_p2[1], samp\_mean\_p1\_conf[1], samp\_mean\_p2\_conf[1], ps\_samp\_mean\_p1\_conf[1], ps\_samp\_mean\_p2\_conf[1], weighted\_samp\_mean\_p1\_conf[1], weighted\_samp\_mean\_p2\_conf[1], sp\_samp\_mean\_p1\_conf[1], sp\_samp\_mean\_p2\_conf[1], model\_popn\_pref[2], model\_popn\_pref\_p2[2], sub\_samp\_p1\_mean[2], sub\_samp\_p2\_mean[2]),  
 upper = c(pop\_mean\_p1[2], pop\_mean\_p2[2], samp\_mean\_p1\_conf[2], samp\_mean\_p2\_conf[2], ps\_samp\_mean\_p1\_conf[2], ps\_samp\_mean\_p2\_conf[2], weighted\_samp\_mean\_p1\_conf[2], weighted\_samp\_mean\_p2\_conf[2], sp\_samp\_mean\_p1\_conf[2], sp\_samp\_mean\_p2\_conf[2], model\_popn\_pref[3], model\_popn\_pref\_p2[3], sub\_samp\_p1\_mean[3], sub\_samp\_p2\_mean[3]))  
  
print(  
ggplot(data = plotDat, aes(x = p, y = est, colour = type, fill = type)) +  
 geom\_point() +  
 geom\_line() +  
 theme\_linedraw() +  
 geom\_ribbon(aes(ymin = lower, ymax = upper), alpha = 0.5) +  
 labs(x = "",  
 y = "Estimate",  
 fill = "",  
 colour = "") +  
 scale\_x\_continuous(breaks = c(1,2), labels = c("1987-1999", "2010-2019"))  
)

## Warning in max(ids, na.rm = TRUE): no non-missing arguments to max; returning  
## -Inf
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## Estimating the trend in mean occupancy

The second part of our simple biodiversity monitoring problem is to estimate the difference in mean occupancy between the two time-periods (i.e. the trend). It is simple to obtain point estimates of the trends from each method.

trends <- lapply(unique(plotDat$type),  
 function(x) {  
 data.frame(difference = plotDat$est[plotDat$p == 2 & plotDat$type == x] - plotDat$est[plotDat$p == 1 & plotDat$type == x],  
 estimator = x)  
 })  
  
trends <- do.call("rbind", trends)

The standard errors and confidence intervals are more complicated. The standard error of a difference in means is the square root of the sum of sampling variances of the two means. We obtained the sampling variances by squaring the standard errors provided by the survey package. MRP is different because the 95% credible interval of its trend can be extracted directly from the posterior distribution of the difference.

## sample mean   
sample\_mean\_se <- sqrt(SE(ps\_samp\_mean\_p1)^2 + SE(ps\_samp\_mean\_p2)^2)  
  
sample\_mean\_upper <- (samp\_mean\_p2 - samp\_mean\_p1) + 1.96 \* sample\_mean\_se  
  
sample\_mean\_lower <- (samp\_mean\_p2 - samp\_mean\_p1) - 1.96 \* sample\_mean\_se  
  
## quasi-randomisation   
weighted\_mean\_se <- sqrt(SE(weighted\_samp\_mean\_p1)^2 + SE(weighted\_samp\_mean\_p2)^2)  
  
weighted\_mean\_upper <- (weighted\_samp\_mean\_p2 - weighted\_samp\_mean\_p1) + 1.96 \* weighted\_mean\_se  
  
weighted\_mean\_lower <- (weighted\_samp\_mean\_p2 - weighted\_samp\_mean\_p1) - 1.96 \* weighted\_mean\_se  
  
## poststratification  
ps\_mean\_se <- sqrt(SE(ps\_samp\_mean\_p1)^2 + SE(ps\_samp\_mean\_p2)^2)  
  
ps\_mean\_upper <- (ps\_samp\_mean\_p2 - ps\_samp\_mean\_p1) + 1.96 \* ps\_mean\_se  
  
ps\_mean\_lower <- (ps\_samp\_mean\_p2 - ps\_samp\_mean\_p1) - 1.96 \* ps\_mean\_se  
  
## superpopulation  
sp\_mean\_se <- sqrt(SE(sp\_samp\_mean\_p1)^2 + SE(sp\_samp\_mean\_p2)^2)  
  
sp\_mean\_upper <- (sp\_samp\_mean\_p2 - sp\_samp\_mean\_p1) + 1.96 \* sp\_mean\_se  
  
sp\_mean\_lower <- (sp\_samp\_mean\_p2 - sp\_samp\_mean\_p1) - 1.96 \* sp\_mean\_se  
  
## subsampling  
  
diffsSub <- sub\_samp\_p2\_mean - sub\_samp\_p1\_mean  
  
#diffs <- diffs[,1]  
  
sub\_up <- quantile(diffsSub, probs = 0.975)  
  
sub\_low <- quantile(diffsSub, probs = 0.025)  
  
## MRP   
  
diffs <- poststrat\_prob\_p2 - poststrat\_prob  
  
#diffs <- diffs[,1]  
  
MRP\_up <- quantile(diffs, probs = 0.975)  
  
MRP\_low <- quantile(diffs, probs = 0.025)  
  
head(trends)

## difference estimator  
## 1 -0.047773364 Population  
## 2 -0.005404438 Sample  
## 3 -0.021388099 Poststratification  
## 4 0.021574504 Quasi-\nrandomisation  
## 5 -0.026431269 Superpopulation\nmodel  
## 6 -0.022050646 MRP

trends$lower <- c(NA, sample\_mean\_lower, ps\_mean\_lower, weighted\_mean\_lower, sp\_mean\_lower, MRP\_low, sub\_low)  
  
trends$upper <- c(NA, sample\_mean\_upper, ps\_mean\_upper, weighted\_mean\_upper, sp\_mean\_upper, MRP\_up, sub\_up)  
  
ggplot(data = trends, aes(x = difference, y = estimator)) +  
 geom\_point() +   
 theme\_linedraw() +  
 geom\_vline(xintercept = 0) +  
 labs(x = "Trend",  
 y = "") +  
 geom\_errorbar(aes(xmin = lower, xmax = upper, width = .2))
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## Visualizing the effects of weighting on the distributions of auxiliary variables

So far we have seen that weighting generally improves the accuracy of the estimates of mean occupancy in each period and the difference between the two. To see how it is doing this, it is instructive to look at the distributions of the auxiliaries in the sample, the weighted sample and the population. If the distributions in the weighted sample are closer to those in the original sample to those in the population, then weighting has been successful.

It is simple to obtain the weighted distributions for the superpopulation model, poststratification and quasi-randomisation, because we have the weights. When I implemented subsampling, however, I did not explicitly calculate weights. Instead, I wrote a simple function to extract the relative frequency distributions of the auxiliaries in the subsample.

getRelFreqs <- function(dat, breaks, var, period, iter, bins) {  
   
 sub <- lapply(1:iter,  
 function(x) {  
   
 subSamp <- dat[sample(1:nrow(dat),   
 size = 500,   
 replace = F,   
 prob = dat$prop),]  
  
 z <- data.frame(val = subSamp[,var],  
 j = x)  
  
 ints <- findInterval(z$val, sort(unique(as.numeric(c(lower = as.numeric( sub("\\((.+),.\*", "\\1", bins) ),  
 upper = as.numeric( sub("[^,]\*,([^]]\*)\\]", "\\1", bins) ))))))  
  
 bin\_counts <- table(ints)  
  
 bin\_counts\_vec <- rep(0, 50)  
   
 for (bin in 1:50) {  
 count <- bin\_counts[as.character(bin)]  
 if (!is.na(count)) {  
 bin\_counts\_vec[bin] <- count  
 }  
 }  
  
 bin\_rel\_freqs <- bin\_counts\_vec / sum(bin\_counts\_vec)  
  
 })  
   
 sub <- do.call("cbind", sub)  
   
 sub <- rowMeans(sub)  
   
 data.frame(bin = 1:50,  
 var = 1,  
 id = period,  
 weightType = "Subsample",   
 variable = "weighted\_sample",   
 value = sub)  
   
}  
  
## period one  
  
# elevation  
relF\_p1\_elev <- getRelFreqs(dat = samp\_props\_p1,  
 breaks = 50,   
 var = "UKelv",  
 period = "Period\_1",  
 iter = 100,  
 bins = cut(pop$UKelv, breaks = 50))  
  
# road length   
relF\_p1\_road <- getRelFreqs(dat = samp\_props\_p1,  
 breaks = 50,   
 var = "road\_length\_299\_neighbours",  
 period = "Period\_1",  
 iter = 100,  
 bins = cut(pop$road\_length\_299\_neighbours, breaks = 50))  
  
## and period two   
  
# elevation  
relF\_p2\_elev <- getRelFreqs(dat = samp\_props\_p2,  
 breaks = 50,   
 var = "UKelv",  
 period = "Period\_2",  
 iter = 100,  
 bins = cut(pop$UKelv, breaks = 50))  
  
#road length  
relF\_p2\_road <- getRelFreqs(dat = samp\_props\_p2,  
 breaks = 50,   
 var = "road\_length\_299\_neighbours",  
 period = "Period\_2",  
 iter = 100,  
 bins = cut(pop$road\_length\_299\_neighbours, breaks = 50))

I have also written a function, relFreqPlot, that uses the weights calculated earlier to produce relative frequency plots the auxiliaries in the weighted samples and compares these to the distributions in the unadjusted samples and population. The function requires weights, which we do not have for the subsampling estimator. However, it does accept relative frequencies for a specified variable, which we created for the subsampling estimator using getRelFreqs earlier.

relFreqPlot <- function(pop,  
 R,  
 x,  
 weights,  
 breaks,  
 RNames,  
 WNames,  
 addVarByRelFreq = FALSE,  
 varByRelFreq) {  
  
 dat <- lapply(1:length(R),  
 function(y) {  
  
 stats <- lapply(1:length(weights),  
 function(z) {  
   
 pop$bin <- cut(pop[,x], breaks = breaks, labels = FALSE)  
   
 samp <- pop[pop[R[y]]==1,]  
  
 samp$weights = weights[[z]][[y]]  
  
 weightedFreq <- lapply(unique(pop$bin),  
 function(x) {  
 data.frame(weighted\_sample = sum(samp$weights[samp$bin==x]) / sum(samp$weights),  
 sample = nrow(samp[samp$bin== x,]) / nrow(samp),  
 population = nrow(pop[pop$bin == x,]) / nrow(pop),  
 bin = x,  
 var = z,  
 id = RNames[y],  
 weightType = WNames[z])  
 })  
   
 weightedFreq <- do.call("rbind", weightedFreq)  
   
 melt(weightedFreq, id = c("bin", "var", "id", "weightType"))  
   
 })  
   
 if (length(weights) > 1 | length(R) > 1) stats <- do.call("rbind", stats)  
   
 })  
  
   
 if (length(weights) > 1 | length(R) > 1) dat <- do.call("rbind", dat)  
   
 if (addVarByRelFreq == TRUE) {  
   
 for (i in 1:length(R)) {  
   
 dfWSamp <- varByRelFreq[[i]]  
   
 dfSamp <- dat[dat$weightType == WNames[2] & dat$variable == "sample" & dat$id == dfWSamp$id,]  
   
 dfSamp$weightType <- dfWSamp$weightType  
   
 dfPop <- dat[dat$weightType == WNames[2] & dat$variable == "population" & dat$id == dfWSamp$id,]  
   
 dfPop$weightType <- dfWSamp$weightType  
   
 dat <- rbind(dat, dfWSamp, dfSamp, dfPop)  
  
 }  
   
   
 }   
  
 p <- ggplot(data=dat,aes(y = value, x = bin, colour = variable)) +  
 geom\_line() +  
 theme\_linedraw() +  
 labs(colour = "",  
 x = "",  
 y = "Relative frequency")  
  
 if (length(weights) > 1 | length(R) > 1) p <- p + facet\_grid(id~weightType,   
 scales = "free\_y")  
   
 return(list(plot = p, data = dat))  
   
}  
  
p\_elev <- relFreqPlot(pop = pop,  
 x = c("UKelv"),  
 R = c("sampled\_units\_1987.1999", "sampled\_units\_2010.2019"),  
 RNames = c("Period\_1", "Period\_2"),  
 weights = list(list(p1 = 1/calib\_design\_p1$prob,  
 p2 = 1/calib\_design\_p2$prob),  
 list(p1 = 1/ps\_design\_p1$prob,  
 p2 = 1/ps\_design\_p2$prob),  
 list(p1 = 1/weighted\_design\_p1$prob,  
 p2 = 1/weighted\_design\_p2$prob)),  
 WNames = c("Superpopulation  
model", "Poststratification", "Quasi-  
randomisation"),  
 breaks = 50,  
 addVarByRelFreq = TRUE,  
 varByRelFreq = list(relF\_p1\_elev,relF\_p2\_elev))  
  
p\_elev$plot
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p\_road <- relFreqPlot(pop = pop,  
 x = c("road\_length\_299\_neighbours"),  
 R = c("sampled\_units\_1987.1999", "sampled\_units\_2010.2019"),  
 RNames = c("Period\_1", "Period\_2"),  
 weights = list(list(p1 = 1/calib\_design\_p1$prob,  
 p2 = 1/calib\_design\_p2$prob),  
 list(p1 = 1/ps\_design\_p1$prob,  
 p2 = 1/ps\_design\_p2$prob),  
 list(p1 = 1/weighted\_design\_p1$prob,  
 p2 = 1/weighted\_design\_p2$prob)),  
 WNames = c("Superpopulation  
model", "Poststratification", "Quasi-  
randomisation"),  
 breaks = 50,  
 addVarByRelFreq = TRUE,  
 varByRelFreq = list(relF\_p1\_road,relF\_p2\_road))  
  
p\_road$plot
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A visual comparison is fine, but it is better to do it formally. I created another function, auxImprovement, that assesses the deviations of the sample and weighted samples' relative frequency distributions from those in the population. The test statistic is the mean absolute error across all bins in the frequency distributions.

auxImprovement <- function(dat, period, estimator) {  
   
 samp <- dat$data$value[dat$data$variable=="sample" & dat$data$id == period & dat$data$weightType == estimator]  
   
 est <- dat$data$value[dat$data$variable=="weighted\_sample" & dat$data$id == period & dat$data$weightType == estimator]  
   
 pop <- dat$data$value[dat$data$variable=="population" & dat$data$id == period & dat$data$weightType == estimator]  
   
 data.frame(mae\_samp = mean(abs(pop-samp)),  
 mae\_est = mean(abs(pop-est)))  
  
}  
  
## road length in period one  
  
auxImprovement(dat = p\_road,  
 period = "Period\_1",  
 estimator = "Subsample")

## mae\_samp mae\_est  
## 1 0.005297292 0.007669324

## road length in period two  
  
auxImprovement(dat = p\_road,  
 period = "Period\_1",  
 estimator = "Subsample")

## mae\_samp mae\_est  
## 1 0.005297292 0.007669324

## elevation in period one  
  
auxImprovement(dat = p\_elev,  
 period = "Period\_1",  
 estimator = "Subsample")

## mae\_samp mae\_est  
## 1 0.004377116 0.008811633

## elevation in period two  
  
auxImprovement(dat = p\_elev,  
 period = "Period\_2",  
 estimator = "Subsample")

## mae\_samp mae\_est  
## 1 0.003082943 0.007984822

Note that we have not looked at the distributions of three of the five auxiliary variables or of the weighted samples produced by MRP. The shapes of the distributions of the other auxiliaries make it difficult to assess the effects of weighting. For our implementation of MRP, it is not clear how to obtain grid-square-level weights or relative frequencies.