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## Programming Model

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 0 | |
|  | X – Index Register | |
|  | Y – Index Register | |
|  | U – User stack pointer | |
| 0000 | S – Hardware stack pointer | |
| PC | | |
|  | A | B |
|  | DPR | 0 |
|  |  | CCR |

A,B registers concatenate to form D register

## Condition Code Register

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | M | D | E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |  |  |  |  |

C: carry bit for extended precision arithmetic

V: overflow

Z: result zero

N: result negative

I: IRQ interrupt mask

H: half carry

F: FIRQ interrupt mask

E: entire state saved indicator

D: decimal arithmetic mode

M: IRQ mask bit

The decimal flag is automatically cleared at entry of an interrupt subroutine.

## Configurations

The rf6809 core may be configured to use 12-bit bytes which increases the address range to 36-bits. The rf6809 core may also be configured to support many instructions compatible with the 6309 processor.

## Instruction Prefixes

rf6809 makes use of instruction prefixes to extend the addressing modes available. There are two prefixes FAR, and OUTER, which indicate to use a far address or outer indexing.

### FAR

FAR when applied to extended addressing indicates to use a full 24-bit/triple byte address rather than a 16 bit one.

When the FAR prefix is applied to indirect addressing the prefix indicates that the indirect address is 24-bit. This allows the use of a 24-bit indirect address to reach anywhere in memory.

Opcode: 0x15

### OUTER

The OUTER prefix indicates that the index register is applied after retrieving an indirect address. Normally the index register is used in the calculation of the indirect address.

When configured for 12-bit bytes the OUTER prefix is not used as there are sufficient bits in the index post-byte to encode outer indexing mode.

Opcode: 0x1B

## Additional Instructions

JMP FAR – performs a jump using a 24-bit extended address.

Opcode: 0x8F

JSR FAR – performs a jump to subroutine using a 24-bit extended address. The full 24-bit program counter is stored on the stack.

Opcode: 0xCF

RTF – performs a far return from subroutine by loading a full 24-bit program counter from the stack.

Opcode: 0x38

Indirect addresses must reside within the first 64k bank of memory.

ADDx, ADCx, SUBx, SBCx, NEGx, and MUL all support BCD arithmetic if the decimal mode bit is set in the condition code register.

## Differences from the 6809

The program counter is a full 24-bit register. The JMP and JSR instructions modify only the low order 16 bits of the program counter. To modify the full 24-bits use the JMP FAR and JSR FAR instructions. A return from a far subroutine may be done using the RTF instruction.

During interrupt processing the entire 24-bit program counter is stacked. The RTI instruction also loads the entire 24-bit program counter.

If 6309 instructions are enabled then the E, F registers are pushed onto the stack for interrupts except for the FIRQ. The RTI instruction will also reload the E, F registers.

### Control Registers

There are several control registers mapped into the address space.

|  |  |  |
| --- | --- | --- |
| Address | Access | Register Usage |
| FF..F00/01 | RW | Debug address register #0 |
| FF..F02/03 | RW | Debug address register #1 |
| FF..F04/05 | RW | Debug address register #2 |
| FF..F06/07 | RW | Debug address register #3 |
| FF..F08 | RW | Debug control register #0 (for address register #0) |
| FF..F09 | RW | Debug control register #1 (for address register #1) |
| FF..F0A | RW | Debug control register #2 (for address register #2) |
| FF..F0B | RW | Debug control register #3 (for address register #3) |
| FF..F10 | RO | Core ID – used to identify core in multi-core application. Reflects the value of the coreid\_i input. |
| FF..F11 | WO | Checkpoint register. If checkpointing is enabled this register must be written within one second, or an NMI will occur. |
| FF..FE14/15 | RO | high order bits of millisecond count |
| FF.FF16/17 | RO | low order bits of millisecond count |

The millisecond count register contains a count of the number of milliseconds since the last reset.

### Debug Address Registers

This set of register is used to generate debug breakpoint interrupts when an address matches the value in the address register. Address matching must be enabled in the corresponding control register.

### Debug Control Registers

These registers all function identically so only one is described.

|  |  |  |
| --- | --- | --- |
| Bits |  |  |
| 0 to 3 | Address match mask | bits that are clear in the mask will be treated as an automatic match in the address compare. Only the low order four address bits have this capability. All other address bits must match for an interrupt to be generated. Setting these bits to all ones means all the address bits must match during a compare operation. |
| 4, 5 | Address match type | Sets the type of memory access that must match for an interrupt to be generated. One of BMT\_DS (data store), BMT\_LS (data load or data store), or BMT\_IA (instruction address) |
| 6 | Trace enable | When this bit is set the address match does not generate an interrupt. Instead instruction tracing is triggered and the trace fifo will fill with addresses of executing instructions. |
| 7 | enable | When this bit is set an interrupt will be generated if the address matches the one in the corresponding breakpoint address register and the access type is of the correct type, |
| 8 to 10 | reserved | These bits are currently not used. |
| 11 |  | This status bit is set by hardware to indicate a match occurred for the corresponding breakpoint address register. This bit must be cleared by software. |

### Checkpoint Register

The core may be configured to include a checkpoint register and timer. When checkpointing is present an NMI will be generated is the checkpoint register is not written to within one second.

### Hardware:

This is a softcore implementation of a 6809 compatible processor. As such no attempt was made to duplicate the 6809’s bus cycle activity. Instructions may not execute in the same number of clock cycles as the 6809. Instructions in some circumstances execute in fewer clock cycles.

## Push / Pull Post-byte

When 6309 instructions are enabled, and the core is configured for 12-bit bytes the push and pull instructions may include pushing and pulling of accumulators E and F. The push / pull order is outline below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC | higher memory address |
|  |  |

Push / pull post-byte (12-bit bytes)

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| ~ | ~ | F | E | PC | U or S | Y | X | DP | B | A | CCR |

## 6309 Instructions Not supported

PSHSW, PULSW, PSHUW, PULUW

TFM

Memory bit manipulation instructions.

The Q register load and store instructions.

# Size

12-bit bytes, 6309 support: 8000 LUTs 5 block rams, 1 DSP

12-bit bytes, no 6309 support 6500 LUTs, 5 block rams, 1 DSP.

Core Features:

Hardware breakpoints can trap on a match of a load, store, or instruction address. They feature a zone within which a match may occur, some of the least significant bits may be masked off during the compare and made don’t cares. It is now possible to set breakpoints in ROM routines. Setting a breakpoint does not modify the code or data at the breakpoint address.

# Instruction Set Description for 12-bit Bytes

## The Index Post-byte

The indexed addressing mode specification field is twelve bits in size.

Bits rr specifies one of the index registers, XR, YR, SP, or UP

Bits ddddddddd specifies a nine-bit displacement.

The ‘i’ bit indicates one level of indirection is added for the data fetch.

The ‘o’ bit indicates that indexing is applied after indirection.

|  |  |  |  |
| --- | --- | --- | --- |
| Ndx Pattern |  | |  |
| 0rrddddddddd | EA = ,R + 9 bit offset | |  |
| 1rri00000000 | EA = ,R+ |  |  |
| 1rri00000001 | EA = ,R++ |  |  |
| 1rri00000010 | EA = ,-R |  |  |
| 1rri00000011 | EA = ,--R |  |  |
| 1rrio0000100 | EA = ,R + 0 offset | |  |
| 1rrio0000101 | EA = ,R + ACCB offset | | |
| 1rrio0000110 | EA = ,R + ACCA offset | | |
| 1rrio0001000 | EA = ,R + 12 bit offset | | |
| 1rrio0001001 | EA = ,R + 24 bit offset | | |
| 1rrio0001010 | EA = ,R + 36 bit offset | | |
| 1rrio0001011 | EA = ,R + D offset | |  |
| 1rrio0001100 | EA = ,PC + 12 bit offset | | |
| 1rrio0001101 | EA = ,PC + 24 bit offset | | |
| 1rrio0001110 | EA = ,PC + 36 bit offset | | |
| 1rrio0001111 | EA = [,Address] | |  |
| 1rrio0010101 | EA = ,R + ACCF offset | | |
| 1rrio0010110 | EA = ,R + ACCE offset | | |
| 1rrio0011011 | EA = ,R + W offset | | |

### ABX – Add B Accumulator to X

**Description**

The B accumulator is added to the X register.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 03Ah |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### ADCA – Add with Carry to Accumulator A

**Description**

The source operand is added to accumulator A including a carry. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 089h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 099h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A9h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B9h |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| M | D | E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### ADCB – Add with Carry to Accumulator B

**Description**

If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0C9h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D9h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E9h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F9h |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### ADCD – Add with Carry to Accumulator D

**Description**

The source operand is added to accumulator D including a carry. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

\*This instruction is available only if 6309 instruction supported is configured.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 189h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 199h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1A9h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1B9h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### ADCR – Add with Carry Register to Register

**Description**

Add register to register with carry.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |  |  |  |
| --- | --- | --- | --- |
| 23 20 | 19 16 | 15 12 | 11 0 |
| ~ | r0 | r1 | 131h |

|  |  |  |  |
| --- | --- | --- | --- |
| r0/r1 |  | r0/r1 |  |
| 0 | D | 8 | A |
| 1 | X | 9 | B |
| 2 | Y | 10 | CC |
| 3 | U | 11 | DP |
| 4 | S | 12 | 0 |
| 5 | PC | 13 | 0 |
| 6 | W | 14 | E |
| 7 | resv | 15 | F |

**Flags Affected:**

**N** set equal to the most significant bit of the result

**Z** set if result value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit from the most significant bit, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### ADDA – Add to Accumulator A

**Description**

The source operand is added to accumulator A. The carry is not included in the addition but is generated as a result flag. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 08Bh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 09Bh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0ABh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0BBh |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### ADDB – Add to Accumulator B

**Description**

The source operand is added to accumulator B. The carry is not included in the addition but is generated as a result flag. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0CBh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0DBh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0EBh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0FBh |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### ADDD – Add to Accumulator D

**Description**

The source operand is added to accumulator D. The carry is not included in the addition but is generated as a result flag. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 0C3h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D3h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E3h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F3h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### ADDE – Add to Accumulator E

**Description**

The source operand is added to accumulator E. The carry is not included in the addition but is generated as a result flag.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 28Bh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 29Bh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2ABh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2BBh |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### ADDF – Add to Accumulator F

**Description**

The source operand is added to accumulator F. The carry is not included in the addition but is generated as a result flag.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 2CBh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 2DBh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2EBh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2FBh |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### ADDR – Add Register to Register

**Description**

Add register to register.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |  |  |  |
| --- | --- | --- | --- |
| 23 20 | 19 16 | 15 12 | 11 0 |
| ~ | r0 | r1 | 131h |

|  |  |  |  |
| --- | --- | --- | --- |
| r0/r1 |  | r0/r1 |  |
| 0 | D | 8 | A |
| 1 | X | 9 | B |
| 2 | Y | 10 | CC |
| 3 | U | 11 | DP |
| 4 | S | 12 | 0 |
| 5 | PC | 13 | 0 |
| 6 | W | 14 | E |
| 7 | resv | 15 | F |

**Flags Affected:**

**N** set equal to the most significant bit of the result

**Z** set if result value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit from the most significant bit, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### ADDW – Add to Accumulator W

**Description**

The source operand is added to accumulator W. The carry is not included in the addition but is generated as a result flag.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 18Bh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 19Bh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1ABh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1BBh |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### ANDA – Bitwise ‘And’ to Accumulator A

**Description**

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 084h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 094h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A4h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B4h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### ANDB – Bitwise ‘And’ to Accumulator B

**Description**

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0C4h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D4h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E4h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F4h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### ANDCC – Bitwise ‘And’ to Condition Code Reg

**Description**

This instruction can be used to clear bits in the condition code register. A common use is to clear the interrupt mask bits.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 01Ch |

**Flags Affected:**

Flags for which the immediate constant has a zero bit will be cleared, other flags will not be affected.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | M | D | E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |  |  |  |  |

### ANDD – Bitwise ‘And’ to Accumulator D

**Description**

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 184h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 194h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1A4h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1B4h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### ANDR – Bitwise ‘And’ Register to Register

**Description**

And register to register.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |  |  |  |
| --- | --- | --- | --- |
| 23 20 | 19 16 | 15 12 | 11 0 |
| ~ | r0 | r1 | 134h |

|  |  |  |  |
| --- | --- | --- | --- |
| r0/r1 |  | r0/r1 |  |
| 0 | D | 8 | A |
| 1 | X | 9 | B |
| 2 | Y | 10 | CC |
| 3 | U | 11 | DP |
| 4 | S | 12 | 0 |
| 5 | PC | 13 | 0 |
| 6 | W | 14 | E |
| 7 | resv | 15 | F |

**Flags Affected:**

**N** set equal to the most significant bit of the result

**Z** set if result value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### ASL – Arithmetic Shift Left Memory

**Description**

Memory is read, bits are shifted to the left by one bit, then the result is written back to memory. A zero is shifted into the least significant bit and the most significant bit is captured in the carry result flag.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 008h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 068h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 078h |

**Operation:**

**![Rectangle

Description automatically generated with medium confidence](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the result

**Z** set if result value is zero, otherwise cleared

**V** set to the exclusive or of bits 10 and 11

**C** set to the original value of bit 11

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| E |  | F | H | I | N | Z | V | C |
|  |  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### ASLA – Arithmetic Shift Left Accumulator A

**Description**

Bits in the accumulator A are shifted once to the left. A zero is shifted into the least significant bit and the most significant bit is captured in the carry result flag.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 048h |

**Operation:**
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Description automatically generated with medium confidence](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 10 and 11

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### ASLB – Arithmetic Shift Left Accumulator B

**Description**

Bits in the accumulator B are shifted once to the left. A zero is shifted into the least significant bit and the most significant bit is captured in the carry result flag.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 058h |

**Operation:**
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Description automatically generated with medium confidence](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 10 and 11

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### ASLD – Arithmetic Shift Left Accumulator D

**Description**

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 148h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 22 and 23

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### ASR – Arithmetic Shift Right Memory

**Description**

Memory is read, bits are shifted to the left by one bit, then the result is written back to memory. A zero is shifted into the least significant bit and the most significant bit is captured in the carry result flag.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 007h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 067h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 077h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the result

**Z** set if result value is zero, otherwise cleared

**C** set to the original value of bit 0

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ |  | ↕ |

### ASRA – Arithmetic Shift Right Accumulator A

**Description**

Bits in the accumulator A are shifted once to the right. The sign bit is shifted into the most significant bit and the least significant bit is captured in the carry result flag.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 047h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**C** set if there is a carry out of bit 0, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ |  | ↕ |

### ASRB – Arithmetic Shift Right Accumulator B

**Description**

Bits in the accumulator B are shifted once to the right. The sign bit is shifted into the most significant bit and the least significant bit is captured in the carry result flag.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 057h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ |  | ↕ |

### ASRD – Arithmetic Shift Right Accumulator D

**Description**

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 147h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**C** set if there is a carry out of bit 0, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ |  | ↕ |

### BCC – Branch if Carry Clear

**Description**

BCC performs a PC relative branch using a 12-bit sign extended displacement if the carry flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 024h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BCS – Branch if Carry Set

**Description**

BCC performs a PC relative branch using a 12-bit sign extended displacement if the carry flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 025h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BEQ – Branch if Equal

**Description**

BEQ performs a PC relative branch using a 12-bit sign extended displacement if the zero-flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 027h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BGE – Branch if Greater or Equal

**Description**

BGE performs a PC relative branch using a 12-bit sign extended displacement if the negative-flag bit and overflow flag bit are both clear, or are both set in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 02Ch |

**Operation:**

if ((cc.n = 1 and cc.v = 1) or (cc.n = 0 and cc.v = 0))

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BGT – Branch if Greater Than

**Description**

BGT performs a PC relative branch using a 12-bit sign extended displacement if the negative-flag bit and overflow flag bit are both clear, or are both set and the zero-flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 02Eh |

**Operation:**

if )((cc.n = 1 and cc.v = 1) or (cc.n = 0 and cc.v = 0)) and cc.z = 0)

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BHI – Branch if Higher

**Description**

BHI performs a PC relative branch using a 12-bit sign extended displacement if the zero-flag bit and carry flag bit are both clear in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 022h |

**Operation:**

if (cc.z = 0 and cc.c = 0)

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BHS – Branch if Higher or Same

**Description**

BHS performs a PC relative branch using a 12-bit sign extended displacement if the carry flag bit is clear in the condition codes register.

This is an alternate mnemonic for the [BCC](#_BCC_–_Branch) instruction.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 024h |

**Operation:**

if (cc.c = 0)

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BITA – Bitwise ‘And’ to Accumulator A

**Description**

This instruction works in the same manner as the [ANDA](#_ANDA_–_Bitwise) instruction except that the result is discard and accumulator A is not updated. Only the result status flags are updated.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 085h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 095h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A5h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B5h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### BITB – Bitwise ‘And’ to Accumulator B

**Description**

This instruction works in the same manner as the [ANDB](#_ANDB_–_Bitwise) instruction except that the result is discard and accumulator B is not updated. Only the result status flags are updated.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0C5h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D5h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E5h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F5h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### BITD – Bitwise ‘And’ to Accumulator D

**Description**

This instruction works in the same manner as the [ANDD](#_ANDD_–_Bitwise) instruction except that the result is discarded, and accumulator D is not updated. Only the result status flags are updated.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 185h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 195h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1A5h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1B5h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| M | D | E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  | ↕ | ↕ | 0 |  |

### BITMD – Bitwise ‘And’ to Mode Reg

**Description**

This instruction can be used to test bits in the mode register. Performing a BITMD instruction will clear the divide-by-zero and illegal operation bits in the register if they are tested. The result status of the and operation is returned in the Z flag of the ccr.

Note that operation of this instruction is slightly different than the 6309. This instruction may be used to test all bits of the mode register making it possible to detect native mode.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 23Ch |

**Flags Affected:**

**Z** set if result value is zero, otherwise cleared

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| D | E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  | ↕ |  |  |

**Mode Register Effects:**

Z and O will be reset if tested.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | Z | O |  |  |  | I | F | N |
|  |  |  |  | 0 | 0 |  |  |  |  |  |  |

### BLE – Branch if Less or Equal

**Description**

BLE performs a PC relative branch using a 12-bit sign extended displacement if the negative-flag bit and overflow flag bit are different or the zero-flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 02Fh |

**Operation:**

if ((cc.n <> cc.v) or (cc.z))

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BLO – Branch if Lower

**Description**

BLO performs a PC relative branch using a 12-bit sign extended displacement if the carry-flag bit is set in the condition codes register.

This is an alternate mnemonic for the [BCS](#_BCS_–_Branch) instruction.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 025h |

**Operation:**

if (cc.c)

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BLS – Branch if Lower or the Same

**Description**

BLS performs a PC relative branch using a 12-bit sign extended displacement if the carry-flag bit is set or the zero-flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 023h |

**Operation:**

if (cc.c or cc.z)

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BLT – Branch if Less Than

**Description**

BLT performs a PC relative branch using a 12-bit sign extended displacement if the negative-flag bit is not equal to the overflow-flag bit in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 02Dh |

**Operation:**

if (cc.n <> cc.v)

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BMI – Branch if Minus

**Description**

BMI performs a PC relative branch using a 12-bit sign extended displacement if the negative-flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 02Bh |

**Operation:**

if (cc.n)

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BNE – Branch if Not Equal

**Description**

BEQ performs a PC relative branch using a 12-bit sign extended displacement if the zero-flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 026h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BPL – Branch if Plus

**Description**

BPL performs a PC relative branch using a 12-bit sign extended displacement if the negative-flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 02Ah |

**Operation:**

if (cc.n = 0)

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BRA – Branch Always

**Description**

BRA always performs a PC relative branch using a 12-bit sign extended displacement.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 020h |

**Operation:**

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BRN – Branch Never

**Description**

BRA never performs a PC relative branch using a 12-bit sign extended displacement. It is effectively a two-byte NOP instruction. The displacement may contain any useful value.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 021h |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BSR – Branch To Subroutine

**Description**

BSR performs a PC relative branch using a 12-bit sign extended displacement after pushing the address of the next instruction on the stack.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 08Dh |

**Operation:**

SP = SP - 2

Memory[SP] = PC

PC = PC + sign extend(disp12)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BVC – Branch if Overflow Clear

**Description**

BCC performs a PC relative branch using a 12-bit sign extended displacement if the overflow flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 028h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### BVS – Branch if Overflow Set

**Description**

BCC performs a PC relative branch using a 12-bit sign extended displacement if the overflow flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Disp12 | 029h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### CLR – Clear Memory

**Description**

Zero is written to memory.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 00Fh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 06Fh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 07Fh |

**Operation:**

**Flags Affected:**

**N** clear

**Z** set

**V** clear

**C** clear

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| E |  | F | H | I | N | Z | V | C |
|  |  |  |  |  | 0 | 1 | 0 | 0 |

### CLRA – Clear Accumulator A

**Description**

A zero is loaded into accumulator A.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 04Fh |

**Operation:**

Acca = 0

**Flags Affected:**

**N** cleared

**Z** isset

**V** is cleared

**C** is cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | 0 | 1 | 0 | 0 |

### CLRB – Clear Accumulator B

**Description**

A zero is loaded into accumulator B.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 05Fh |

**Operation:**

Accb = 0

**Flags Affected:**

**N** cleared

**Z** isset

**V** is cleared

**C** is cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | 0 | 1 | 0 | 0 |

### CLRD – Clear Accumulator D

**Description**

A zero is loaded into accumulator D.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 14Fh |

**Operation:**

Accd = 0

**Flags Affected:**

**N** cleared

**Z** isset

**V** is cleared

**C** is cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | 0 | 1 | 0 | 0 |

### CLRE – Clear Accumulator E

**Description**

A zero is loaded into accumulator E.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 24Fh |

**Operation:**

Acca = 0

**Flags Affected:**

**N** cleared

**Z** isset

**V** is cleared

**C** is cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | 0 | 1 | 0 | 0 |

### CLRF – Clear Accumulator F

**Description**

A zero is loaded into accumulator F.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 25Fh |

**Operation:**

Accf = 0

**Flags Affected:**

**N** cleared

**Z** isset

**V** is cleared

**C** is cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | 0 | 1 | 0 | 0 |

### CLRW – Clear Accumulator W

**Description**

A zero is loaded into accumulator W.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 15Fh |

**Operation:**

Accw = 0

**Flags Affected:**

**N** cleared

**Z** isset

**V** is cleared

**C** is cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | 0 | 1 | 0 | 0 |

### CMPA – Compare to Accumulator A

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 081h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 091h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A1h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B1h |

**Flags Affected:**

**H** the state of this bit is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### CMPB – Compare to Accumulator B

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0C1h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D1h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E1h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F1h |

**Flags Affected:**

**H** the state of this bit is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### CMPD – Compare to Accumulator D

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 183h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 193h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1A3h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1B3h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### CMPE – Compare to Accumulator E

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 281h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 291h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2A1h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2B1h |

**Flags Affected:**

**H** the state of this bit is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### CMPF – Compare to Accumulator F

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 2C1h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 2D1h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2E1h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2F1h |

**Flags Affected:**

**H** the state of this bit is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### CMPR – Compare Register to Register

**Description**

Compare two registers.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |  |  |  |
| --- | --- | --- | --- |
| 23 20 | 19 16 | 15 12 | 11 0 |
| ~ | r0 | r1 | 137h |

|  |  |  |  |
| --- | --- | --- | --- |
| r0/r1 |  | r0/r1 |  |
| 0 | D | 8 | A |
| 1 | X | 9 | B |
| 2 | Y | 10 | CC |
| 3 | U | 11 | DP |
| 4 | S | 12 | 0 |
| 5 | PC | 13 | 0 |
| 6 | W | 14 | E |
| 7 | resv | 15 | F |

**Flags Affected:**

**N** set equal to the most significant bit of the result

**Z** set if result value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of the most significant bit, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### CMPS – Compare to Stack Pointer

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 18Ch |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 19Ch |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1ACh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1BCh |

**Flags Affected:**

**N** set equal to bit 23 of the stack pointer

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### CMPU – Compare to User Stack Pointer

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 183h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 193h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1A3h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1B3h |

**Flags Affected:**

**N** set equal to bit 23 of the user stack pointer

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### CMPW – Compare to Accumulator W

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 081h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 091h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A1h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B1h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### CMPX – Compare to X Index Register

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 08Ch |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 09Ch |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0ACh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0BCh |

**Flags Affected:**

**N** set equal to bit 23 of the index register

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### CMPY – Compare to Y Index Register

**Description**

This instruction performs a subtract operation and discards the result. The result status flags are updated.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 18Ch |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 19Ch |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1ACh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1BCh |

**Flags Affected:**

**N** set equal to bit 23 of the index register

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### COM – Complement Memory

**Description**

Memory is read, complemented then written.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 003h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 063h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 073h |

**Operation:**

**Flags Affected:**

**N** clear

**Z** set

**V** clear

**C** clear

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| E |  | F | H | I | N | Z | V | C |
|  |  |  |  |  | ↕ | ↕ | 0 | 1 |

### COMA – Complement Accumulator A

**Description**

The ones complement of accumulator A is loaded into accumulator A.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 043h |

**Operation:**

Acca = ~Acca

**Flags Affected:**

**N** is set to bit 11 of the result

**Z** isset if the result is zero

**V** is cleared

**C** is set

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 | 1 |

### COMB – Complement Accumulator B

**Description**

The ones complement of accumulator B is loaded into accumulator B.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 053h |

**Operation:**

Accb = ~Accb

**Flags Affected:**

**N** is set to bit 11 of the result

**Z** isset if the result is zero

**V** is cleared

**C** is set

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 | 1 |

### COMD – Complement Accumulator D

**Description**

The ones complement of accumulator D is loaded into accumulator D.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 143h |

**Operation:**

Accd = ~Accd

**Flags Affected:**

**N** is set to bit 23 of the result

**Z** isset if the result is zero

**V** is cleared

**C** is set

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 | 1 |

### COME – Complement Accumulator E

**Description**

The ones complement of accumulator E is loaded into accumulator E.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 243h |

**Operation:**

Acce = ~Acce

**Flags Affected:**

**N** is set to bit 11 of the result

**Z** isset if the result is zero

**V** is cleared

**C** is set

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 | 1 |

### COMF – Complement Accumulator F

**Description**

The ones complement of accumulator F is loaded into accumulator F.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 253h |

**Operation:**

Accf = ~Accf

**Flags Affected:**

**N** is set to bit 11 of the result

**Z** isset if the result is zero

**V** is cleared

**C** is set

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 | 1 |

### COMW – Complement Accumulator W

**Description**

The ones complement of accumulator W is loaded into accumulator W.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 153h |

**Operation:**

Accw = ~Accw

**Flags Affected:**

**N** is set to bit 23 of the result

**Z** isset if the result is zero

**V** is cleared

**C** is set

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 | 1 |

### CWAI – Wait For Interrupt

**Description**

This instruction waits for an interrupt to occur and may be used to clear bits in the condition code register. The condition code register is bitwise anded with an immediate value. The E bit in the condition code register is set and the entire machine state is stored on the stack.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 03Ch |

**Flags Affected:**

Flags for which the immediate constant has a zero bit will be cleared, other flags will not be affected.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### DAA – Decimal Adjust after Addition

**Description**

The value in accumulator A is adjusted after an addition to be consistent with a BCD number.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 019h |

**Operation:**

Acca = 0

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero, otherwise cleared

**V** is undefined

**C** is set if there is a carry out from bit 11

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ? | ↕ |

### DEC – Decrement Memory

**Description**

Memory is read, decremented and written.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 00Ah |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 06Ah |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 07Ah |

**Operation:**

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $800

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### DECA – Decrement Accumulator A

**Description**

Accumulator A is decremented by one.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 04Ah |

**Operation:**

Acca = Acca - 1

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $800

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### DECB – Decrement Accumulator B

**Description**

Accumulator B is decremented by one.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 05Ah |

**Operation:**

Accb = Accb - 1

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $800

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### DECD – Decrement Accumulator D

**Description**

Accumulator D is decremented by one.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 14Ah |

**Operation:**

Accd = Accd - 1

**Flags Affected:**

**N** is set to the value of bit 23 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $800000

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### DECE – Decrement Accumulator E

**Description**

Accumulator E is decremented by one.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 24Ah |

**Operation:**

Acce = Acce - 1

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $800

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### DECF – Decrement Accumulator F

**Description**

Accumulator F is decremented by one.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 25Ah |

**Operation:**

Accf = Accf - 1

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $800

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### DECW – Decrement Accumulator W

**Description**

Accumulator W is decremented by one.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 15Ah |

**Operation:**

Accd = Accd - 1

**Flags Affected:**

**N** is set to the value of bit 23 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $800000

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### DIVD – Divide Accumulator D by Memory

**Description**

Divide 24-bit accumulator D by a 12-bit value from memory. Both values are treated as signed values. If overflow occurs and the result will not fit into 12-bits the overflow flag is set.

If the divisor is zero a divide-by-zero interrupt will occur unless the address mode is immediate for which no interrupt occurs. The divide-by-zero interrupt can be tested in the mode register using the BITMD instruction.

**Clock Cycles:** approximately 28

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 28Dh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 29Dh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2ADh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2BDh |

**Flags Affected:**

**N** set equal to bit 11 of the result in accumulator B

**Z** set if accumulator B value is zero, otherwise cleared

**V** set if an overflow occurred, otherwise cleared

**C** set if the quotient in accumulator B is odd, otherwise cleared if even

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### DIVQ – Divide Accumulator D by Memory

**Description**

Divide 48-bit accumulator Q by a 24-bit value from memory. Both values are treated as signed values. If overflow occurs and the result will not fit into 24-bits the overflow flag is set.

**Clock Cycles:** approximately 56

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed lo | Immed hi | 28Eh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 29Eh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2AEh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2BEh |

**Flags Affected:**

**N** set equal to bit 11 of the result in accumulator B

**Z** set if accumulator B value is zero, otherwise cleared

**V** set if an overflow occurred, otherwise cleared

**C** set if the quotient in accumulator B is odd, otherwise cleared if even

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### EORA – Bitwise Exclusive ‘Or’ to Accumulator A

**Description**

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 088h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 098h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A8h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B8h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### EORB – Bitwise Exclusive ‘Or’ to Accumulator B

**Description**

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0C8h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D8h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E8h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F8h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### EORD – Bitwise Exclusive ‘Or’ to Accumulator D

**Description**

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 188h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 198h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1A8h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1B8h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### EORR – Bitwise Exclusive ‘or’ Register to Register

**Description**

Exclusive or register to register.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |  |  |  |
| --- | --- | --- | --- |
| 23 20 | 19 16 | 15 12 | 11 0 |
| ~ | r0 | r1 | 136h |

|  |  |  |  |
| --- | --- | --- | --- |
| r0/r1 |  | r0/r1 |  |
| 0 | D | 8 | A |
| 1 | X | 9 | B |
| 2 | Y | 10 | CC |
| 3 | U | 11 | DP |
| 4 | S | 12 | 0 |
| 5 | PC | 13 | 0 |
| 6 | W | 14 | E |
| 7 | resv | 15 | F |

**Flags Affected:**

**N** set equal to the most significant bit of the result

**Z** set if result value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### EXG – Exchange Registers

**Description**

Exchange two registers.

**Instruction Format: INH**

|  |  |  |  |
| --- | --- | --- | --- |
| 23 20 | 19 16 | 15 12 | 11 0 |
| ~ | r0 | r1 | 01Eh |

|  |  |  |  |
| --- | --- | --- | --- |
| r0/r1 |  | r0/r1 |  |
| 0 | D | 8 | A |
| 1 | X | 9 | B |
| 2 | Y | 10 | CC |
| 3 | U | 11 | DP |
| 4 | S | 12 | 0 |
| 5 | PC | 13 | 0 |
| 6 | W | 14 | E |
| 7 | resv | 15 | F |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### INC – Increment Memory

**Description**

Memory is read, incremented and written.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 00Ch |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 06Ch |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 07Ch |

**Operation:**

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $7FF

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### INCA – Increment Accumulator A

**Description**

Accumulator A is incremented by one.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 04Ch |

**Operation:**

Acca = Acca + 1

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $7FF

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### INCB – Increment Accumulator B

**Description**

Accumulator B is incremented by one.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 05Ch |

**Operation:**

Accb = Accb + 1

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $7FF

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### INCD – Increment Accumulator D

**Description**

Accumulator D is incremented by one.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 14Ch |

**Operation:**

Accd = Accd + 1

**Flags Affected:**

**N** is set to the value of bit 23 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $7FFFFF

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### INCE – Increment Accumulator E

**Description**

Accumulator E is incremented by one.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 24Ch |

**Operation:**

Acce = Acce + 1

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $7FF

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### INCF – Increment Accumulator F

**Description**

Accumulator F is incremented by one.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 25Ch |

**Operation:**

Accf = Accf + 1

**Flags Affected:**

**N** is set to the value of bit 11 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $7FF

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### INCW – Increment Accumulator W

**Description**

Accumulator W is incremented by one.

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 15Ch |

**Operation:**

Accw = Accw + 1

**Flags Affected:**

**N** is set to the value of bit 23 of the result

**Z** isset if the result is zero.

**V** is set if the original value was $7FFFFF

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ |  |

### JMP – Unconditional Jump

**Description**

Load the program counter with the source operand.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 00Eh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 06Eh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 07Eh |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### JSR –Jump to Subroutine

**Description**

Push the address of the next instruction on the stack, then perform a jump operation.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 09Dh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0ADh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0BDh |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBCC – Long Branch if Carry Clear

**Description**

LBCC performs a PC relative branch using a 24-bit sign extended displacement if the carry flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 124h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBCS – Long Branch if Carry Set

**Description**

LBCS performs a PC relative branch using a 24-bit sign extended displacement if the carry flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 125h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBEQ – Long Branch if Equal

**Description**

LBEQ performs a PC relative branch using a 24-bit sign extended displacement if the zero-flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 127h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBGE – Long Branch if Greater or Equal

**Description**

LBGE performs a PC relative branch using a 24-bit sign extended displacement if the negative-flag bit and overflow flag bit are both clear, or are both set in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 12Ch |

**Operation:**

if ((cc.n = 1 and cc.v = 1) or (cc.n = 0 and cc.v = 0))

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBGT – Long Branch if Greater Than

**Description**

LBGT performs a PC relative branch using a 24-bit sign extended displacement if the negative-flag bit and overflow flag bit are both clear, or are both set and the zero-flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 12Eh |

**Operation:**

if )((cc.n = 1 and cc.v = 1) or (cc.n = 0 and cc.v = 0)) and cc.z = 0)

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBHI – Branch if Higher

**Description**

LBHI performs a PC relative branch using a 24-bit sign extended displacement if the zero-flag bit and carry flag bit are both clear in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 122h |

**Operation:**

if (cc.z = 0 and cc.c = 0)

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBHS – Long Branch if Higher or Same

**Description**

LBHS performs a PC relative branch using a 24-bit sign extended displacement if the carry flag bit is clear in the condition codes register.

This is an alternate mnemonic for the [BCC](#_BCC_–_Branch) instruction.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 124h |

**Operation:**

if (cc.c = 0)

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBLE – Branch if Less or Equal

**Description**

LBLE performs a PC relative branch using a 24-bit sign extended displacement if the negative-flag bit and overflow flag bit are different or the zero-flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 12Fh |

**Operation:**

if ((cc.n <> cc.v) or (cc.z))

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBLO – Long Branch if Lower

**Description**

LBLO performs a PC relative branch using a 24-bit sign extended displacement if the carry-flag bit is set in the condition codes register.

This is an alternate mnemonic for the [LBCS](#_LBCS_–_Long) instruction.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 125h |

**Operation:**

if (cc.c)

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBLS – Long Branch if Lower or the Same

**Description**

LBLS performs a PC relative branch using a 24-bit sign extended displacement if the carry-flag bit is set or the zero-flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 123h |

**Operation:**

if (cc.c or cc.z)

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBLT – Long Branch if Less Than

**Description**

LBLT performs a PC relative branch using a 24-bit sign extended displacement if the negative-flag bit is not equal to the overflow-flag bit in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 12Dh |

**Operation:**

if (cc.n <> cc.v)

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBMI – Long Branch if Minus

**Description**

LBMI performs a PC relative branch using a 24-bit sign extended displacement if the negative-flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 12Bh |

**Operation:**

if (cc.n)

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBNE – Long Branch if Not Equal

**Description**

LBEQ performs a PC relative branch using a 24-bit sign extended displacement if the zero-flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 126h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBPL – Long Branch if Plus

**Description**

LBPL performs a PC relative branch using a 24-bit sign extended displacement if the negative-flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 12Ah |

**Operation:**

if (cc.n = 0)

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBRA – Long Branch Always

**Description**

LBRA always performs a PC relative branch using a 24-bit sign extended displacement.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 016h |

**Operation:**

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBRN – Long Branch Never

**Description**

LBRN never performs a PC relative branch using a 24-bit sign extended displacement. It is effectively a three-byte NOP instruction. The displacement may contain any useful value.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 121h |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBSR – Long Branch To Subroutine

**Description**

LBSR performs a PC relative branch using a 24-bit sign extended displacement after pushing the address of the next instruction on the stack.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 017h |

**Operation:**

SP = SP - 2

Memory[SP] = PC

PC = PC + sign extend(disp24)

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBVC – Long Branch if Overflow Clear

**Description**

LBVC performs a PC relative branch using a 24-bit sign extended displacement if the overflow flag bit is clear in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 128h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LBVS – Long Branch if Overflow Set

**Description**

LBVS performs a PC relative branch using a 24-bit sign extended displacement if the overflow flag bit is set in the condition codes register.

**Instruction Format: REL**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Disp lo | Disp hi | 129h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LDA – Load Accumulator A

**Description**

The source operand is loaded into accumulator A.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 086h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 096h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A6h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B6h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDB – Load Accumulator B

**Description**

The source operand is loaded into accumulator B.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0C6h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D6h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E6h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F6h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDD – Load Accumulator D

**Description**

The source operand is loaded into accumulator B.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 0CCh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0DCh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0ECh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0FCh |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator (bit 11 of accumulator A)

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDE – Load Accumulator E

**Description**

The source operand is loaded into accumulator E.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 286h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 296h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2A6h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2B6h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDF – Load Accumulator F

**Description**

The source operand is loaded into accumulator F.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 2C6h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 2D6h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2E6h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2F6h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDMD – Load Mode Reg

**Description**

This instruction loads the processor mode register. The mode register is write-only.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 23Dh |

**Flags Affected:** none

**Mode Register:**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  | I | F | N |
|  |  |  |  |  |  |  |  |  |  |  |  |

N: 1 = native mode, Acce, accf stacked during interrupts.

F: 1 = FIRQ stacks all registers, 0 = FIRQ stacks only CCR and PC

I: 1 = interrupt lines act as priority encoder, 0 = interrupt lines operate normally

### LDS – Load Stack Pointer

**Description**

The source operand is loaded into the stack pointer.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 1CEh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 1DEh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1EEh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1FEh |

**Flags Affected:**

**N** set equal to bit 23 of the stack pointer

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDU – Load User Stack Pointer

**Description**

The source operand is loaded into the user stack pointer.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 0CEh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0DEh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0EEh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0FEh |

**Flags Affected:**

**N** set equal to bit 23 of the user stack pointer

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDW – Load Accumulator W

**Description**

The source operand is loaded into accumulator W.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 186h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 196h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1A6h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1B6h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator (bit 11 of accumulator E)

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDX – Load X Index Register

**Description**

The source operand is loaded into the X index register.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 08Eh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 09Eh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0AEh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0BEh |

**Flags Affected:**

**N** set equal to bit 23 of the index register

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LDY – Load Y Index Register

**Description**

The source operand is loaded into the Y index register.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 18Eh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 19Eh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1AEh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1BEh |

**Flags Affected:**

**N** set equal to bit 23 of the index register

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### LEAS – Load Effective Address Into S

**Description**

The address of the source operand is loaded into the stack pointer.

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 032h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LEAU – Load Effective Address Into U

**Description**

The address of the source operand is loaded into the user stack pointer.

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 033h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### LEAX – Load Effective Address Into X

**Description**

The address of the source operand is loaded into the stack pointer.

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 030h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  | ↕ |  |  |

### LEAY – Load Effective Address Into Y

**Description**

The address of the source operand is loaded into the stack pointer.

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 031h |

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  | ↕ |  |  |

### LSL – Logical Shift Left Memory

**Description**

Memory is read, bits are shifted to the left by one bit, then the result is written back to memory. A zero is shifted into the least significant bit and the most significant bit is captured in the carry result flag.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 008h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 068h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 078h |

**Operation:**

**![Rectangle

Description automatically generated with medium confidence](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the result

**Z** set if result value is zero, otherwise cleared

**V** set to the exclusive or of bits 10 and 11

**C** set to the original value of bit 11

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| E |  | F | H | I | N | Z | V | C |
|  |  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### LSLA – Logical Shift Left Accumulator A

**Description**

Bits in the accumulator A are shifted once to the left. A zero is shifted into the least significant bit and the most significant bit is captured in the carry result flag.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 048h |

**Operation:**

**![Rectangle

Description automatically generated with medium confidence](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 10 and 11

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### LSLB – Logical Shift Left Accumulator B

**Description**

Bits in the accumulator B are shifted once to the left. A zero is shifted into the least significant bit and the most significant bit is captured in the carry result flag.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 058h |

**Operation:**
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Description automatically generated with medium confidence](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 10 and 11

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### LSLD – Logical Shift Left Accumulator D

**Description**

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 148h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 22 and 23

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### LSR – Logical Shift Right Memory

**Description**

Memory is read, bits are shifted to the right by one bit, then the result is written back to memory. A zero is shifted into the most significant bit and the least significant bit is captured in the carry result flag.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 004h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 064h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 074h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**N** set equal to bit 11 of the result

**Z** set if result value is zero, otherwise cleared

**C** set to the original value of bit 0

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| E |  | F | H | I | N | Z | V | C |
|  |  |  |  |  | ↕ | ↕ |  | ↕ |

### LSRA – Logical Shift Right Accumulator A

**Description**

Bits in the accumulator A are shifted once to the right. A zero is shifted into the most significant bit and the least significant bit is captured in the carry result flag.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 044h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**C** set if there is a carry out of bit 0, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ |  | ↕ |

### LSRB – Logical Shift Right Accumulator B

**Description**

Bits in the accumulator B are shifted once to the right. A zero is shifted into the most significant bit and the least significant bit is captured in the carry result flag.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 054h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**C** set if there is a carry out of bit 0, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ |  | ↕ |

### LSRD – Logical Shift Right Accumulator D

**Description**

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 144h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**C** set if there is a carry out of bit 0, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ |  | ↕ |

### MUL – Multiply

**Description**

Accumulators A and B are multiplied, and the resulting product is placed in D. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 03Dh |

**Operation:**

Accd = Acca \* Accb

**Flags Affected:**

**Z** isset if the result is zero, otherwise cleared

**C** is set to the new value of bit 11 of accumulator B

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  | ↕ |  | ↕ |

### MULD – Multiply Accumulator D by Memory

**Description**

Multiply 24-bit accumulator D by a 24-bit value from memory. Both values are treated as signed values.

**Clock Cycles:** approximately 10

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 28Fh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 29Fh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 2AFh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 2BFh |

**Flags Affected:**

**N** set if result is negative

**Z** set if result value is zero, otherwise cleared

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| M | D | E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  | ↕ | ↕ |  |  |

### NEG – Negate Memory

**Description**

Memory is read, negated, then written.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 000h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 060h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 070h |

**Operation:**

**Flags Affected:**

**N** set equal to bit 11 of memory

**Z** set if value is zero, otherwise cleared

**V** set if the original value is $800

**C** cleared if the original value was zero

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### NEGA – Negate Accumulator A

**Description**

Accumulator A is negated. If the decimal mode flag bit is set in the condition code register then the operand is treated as a BCD number and the result is a BCD result. Otherwise, the operand is treated as a signed twos complement number.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 040h |

**Operation:**

acca = 0-acca

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if the original value is $800

**C** cleared if the original value was zero

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| M | D | E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### NEGB – Negate Accumulator B

**Description**

Accumulator B is negated. If the decimal mode flag bit is set in the condition code register then the operand is treated as a BCD number and the result is a BCD result. Otherwise, the operand is treated as a signed twos complement number.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 050h |

**Operation:**

accb = 0-accb

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if the original value is $800

**C** cleared if the original value was zero

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| M | D | E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### NEGD – Negate Accumulator D

**Description**

Accumulator D is negated. If the decimal mode flag bit is set in the condition code register then the operand is treated as a BCD number and the result is a BCD result. Otherwise, the operand is treated as a signed twos complement number.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 140h |

**Operation:**

accd = 0-accd

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if the original value is $800000

**C** cleared if the original value was zero

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### NOP – No Operation

**Description**

This instruction does not perform any operation.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 012h |

**Operation:**

none

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### ORA – Bitwise ‘Or’ to Accumulator A

**Description**

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 08Ah |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 09Ah |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0AAh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0BAh |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### ORB – Bitwise ‘Or’ to Accumulator B

**Description**

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0CAh |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0DAh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0EAh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0FAh |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### ORCC – Bitwise ‘Or’ to Condition Code Reg

**Description**

This instruction can be used to set bits in the condition code register. A common use is to set the interrupt mask bits.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 01Ah |

**Flags Affected:**

Flags for which the immediate constant has a one bit will be set, other flags will not be affected.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | M | D | E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |  |  |  |  |

### ORD – Bitwise ‘Or’ to Accumulator D

**Description**

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 18Ah |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 19Ah |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1AAh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1BAh |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### PSHS – Push onto Stack

**Description**

This instruction is used to store registers to the stack.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Post-byte | 034h |

Registers are pushed from higher memory addresses to lower memory addresses in the order outlined below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC | higher memory address |
|  |  |

Push / pull post-byte (12-bit bytes)

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| ~ | ~ | F | E | PC | U or S | Y | X | DP | B | A | CCR |

**Flags Affected:**

Flags for which the immediate constant has a one bit will be set, other flags will not be affected.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### PSHU – Push onto User Stack

**Description**

This instruction is used to store registers to the user stack.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Post-byte | 036h |

Registers are pushed from higher memory addresses to lower memory addresses in the order outlined below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC | higher memory address |
|  |  |

Push / pull post-byte (12-bit bytes)

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| ~ | ~ | F | E | PC | U or S | Y | X | DP | B | A | CCR |

**Flags Affected:**

Flags for which the immediate constant has a one bit will be set, other flags will not be affected.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### PULS – Pull from Stack

**Description**

This instruction is used to load registers from the stack.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Post-byte | 035h |

Registers are pulled from lower memory addresses to higher memory addresses as in the order outlined below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC | higher memory address |
|  |  |

Push / pull post-byte (12-bit bytes)

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| ~ | ~ | F | E | PC | U or S | Y | X | DP | B | A | CCR |

**Flags Affected:**

Flags for which the immediate constant has a one bit will be set, other flags will not be affected.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### PULU – Pull from User Stack

**Description**

This instruction is used to load registers from the user stack.

**Instruction Format: INH**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Post-byte | 037h |

Registers are pulled from lower memory addresses to higher memory addresses as in the order outlined below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC | higher memory address |
|  |  |

Push / pull post-byte (12-bit bytes)

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| ~ | ~ | F | E | PC | U or S | Y | X | DP | B | A | CCR |

**Flags Affected:**

Flags for which the immediate constant has a one bit will be set, other flags will not be affected.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### ROL – Rotate Left Memory

**Description**

Memory is read, bits are shifted to the left by one bit, then the result is written back to memory. The most significant bit is captured in the carry result flag. The original carry bit is shifted into the least significant memory bit.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 009h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 069h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 079h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the result

**Z** set if result value is zero, otherwise cleared

**V** set to the exclusive or of bits 10 and 11

**C** set to the original value of bit 11

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| E |  | F | H | I | N | Z | V | C |
|  |  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### ROLA – Rotate Left Accumulator A

**Description**

Bits in the accumulator A are shifted once to the left. The most significant bit is shifted into the carry and carry shifted into the least significant bit.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 049h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 10 and 11

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### ROLB – Rotate Left Accumulator B

**Description**

Bits in the accumulator B are shifted once to the left. The most significant bit is shifted into the carry and carry shifted into the least significant bit.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 059h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**H** setting is undefined

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 10 and 11

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ? |  | ↕ | ↕ | ↕ | ↕ |

### ROLD – Rotate Left Accumulator D

**Description**

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 149h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 22 and 23

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### ROR – Rotate Right Memory

**Description**

Memory is read, bits are shifted to the right by one bit, then the result is written back to memory. The least significant bit is captured in the carry result flag. The original carry bit is shifted into the most significant memory bit.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 006h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 066h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 076h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**N** set equal to bit 11 of the result

**Z** set if result value is zero, otherwise cleared

**V** set to the exclusive or of bits 10 and 11

**C** set to the original value of bit 0

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| E |  | F | H | I | N | Z | V | C |
|  |  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### RORA – Rotate Right Accumulator A

**Description**

Bits in the accumulator A are shifted once to the right. The least significant bit is shifted into the carry and carry shifted into the most significant bit.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 046h |

**Operation:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWUAAABmCAIAAACcBBf2AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAakSURBVHhe7d2xchJfFMdx+dcZDGZsY5YivWFGe3VMOi3Z2lGSF9AJhWXQJ4DRsTaFDyCFPgAzobC0ALXUSUDHPp5/zpXBQO6esLAL7PdTbO4ld4Fl4MfZC+zmTk9PrwCAwX/uLwBEIS8AWJEXAKzICwBW5AUAK/ICgBV5AcCKvABgRV4AsCIvAFiRFwCsyAsAVuQFACvyAoAVeQHAKrm8qFQquVxuZ2fH9cexjAES9vHjx1KpJM9MFYah+0f2JJEX3W5XHu5Xr165/jiWMUDyGo3G3bt32+12uVx+8uRJoVA4PDwMgqDf77sRmXI6Y/V6XW9IHmtZyoPu/jHEMgZIXqfTkSekZIQ03EWnp9vb23Lh/v6+62fJzOuLarWqr/9Hjx5Jt9fr6eXDLGOA5L1+/VqWu7u7UlDoJULqC0mQZrOZwRJj5nlxdHT09u1bafz+/VuW8kCfXfwPyxggebIbIsuHDx9qd5j86/Pnz66TGTPPi0Ewr6ysyHJs7WAZAySv1WrJcnNzU7tqdXVVd0kyKLnPR7R28LOMAZLR7XZda4S+pensRqYklxdaO/hZxgBJ2trakoLCdf6SC10rY5KuL/xzE8xfYK5IHdFut0fnNY+Pj10rY5KuL/xzE8xfYH4EQbCxseE6//r69assi8WidrOD+gK40M+fP2U5+jlIq9WSZ+m5edAsoL4ALrS7uyvLc/OaEhbyFL169arrZ0nS9YWfZQyQmHv37skyDMPhKYznz5/Lslarjc6DLr2Zn2/55cuXGs+yy9dsNmWH8P79+9JdW1s7ODg4G2IaA6SiWq1KNEijXC7n83n9iZO09RuGmfP/l8Jn6aJvtmxtbbkRtjFAWur1+mBOTd7MJCncP7Jn5vUFgKWR3PwFgEVHXgCwIi8AWJEXAKzICwBW5AUAK/ICgBV5AcCKvABgpl/znIWLjh0ALB95trvn/eXFfKXEuenLmuH3wXO5WFee+uqynOwa4qwrUtzwxb3nakG3PfXHzY79EQBW5AUAK/ICgBV5AcCKvADmVL/fr1Qq165dy50JgiAMQ89ZlBIww5nVmNO2qa8uy8muIc66IsUNX9x7rhZ028eu22g09vb2tK2nR9KTuYperzd86ND4j5sd9QUwd1qtloaFHvvv6Iw0Op1OuVzWMamYTjJJjTR8wnsVM/ZSX12Wk11DnHVFihu+uPdczfm260HGR48qPrqu7INIESFhYUmH+I+b3XTqi1KptLOzoyezBjCW7FAUCoVqtTp6gsVhen6TjY2NdEuJsaa2P9JsNm/fvk1qAH61Ws2fGm/evJGlnipp3kwnLwbneiI1AAtPaujJWW/cuKHdueLb8wnDMAgCPVnLZOLsVsXcK4u/uiwnu4Y464oUN3xx77lKd9td65IkNWTvY/h25e1W3neNkxdi4pseZtxwX30hd/rx48dyRZHO/cBOHoJ6ve46QDa4F8PFPnz44Ib+tb29/e7dO9eJwd3ApNy1GPjyQvYy5JXvOl56GmuhSXFycjKfe1/AnJCkkPh4//79nTt33EV/6bctPn36pN254ssLSQGplFzHS5PlxYsXJAXg50kKtb6+Lsv5PD9rRH3hWlFqtZokxbNnz1wfwIggCPxJoSRQ5N33y5cvh4eH7qK5EVFfuFaUOfygGJg3khf+pFAyTIv0MAwbjYZeqLrdbrofPvry4tatW+n+uAXIpoODg/39fWns7e3lcrnSGWkUi8Vms6ljUuHLix8/frgWgGRJZMjOi+ybSLt9Rr/x2el05I1cxyTP93m1VD5Pnz61VFBjSRxe6qOac1JfXZaTXUOcdUWKG76491wt6LYv0ONGfQHAypcX169fdy0A8OdFoVD4/v276wDIPF9eCP8PbwFkim+eo1Kp3Lx5c+Lva+oEEpARceY7XWtSic13+saFYfjgwQO+iwUst+l8PpLP59kfATAQMX8BAAO+vFhbW/v27ZvrAMi8iPrC/hNVAEsvIi/sP1EFsPSoLwBYUV8AsPLlxfr6+vHxsesAyDxfXqyurv769ct1AGSeLy/6/X4+n3cdAJkXMX9BfQFgICIvqC8ADPjyYnNzU0/lCAAior7gkHwABiLygkPyARigvgBgRX0BwMqXFysrK9QXAAZ8x+Hq9/vFYvHk5MT1ASyj6RyPr9fruRYARM5f8Ht2AAMRecHv2QEMUF8AsIqY57BPhABYUNOZ7wSAf0iueLhBAJZavV53r3kvdjcAWLE/AsCKvABgRV4AsCIvAFiRFwCsyAsANleu/AGyxr1VApHPWQAAAABJRU5ErkJggg==)**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 10 and 11

**C** set if there is a carry out of bit 0, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### RORB – Rotate Right Accumulator B

**Description**

Bits in the accumulator B are shifted once to the right. The least significant bit is shifted into the carry and carry shifted into the most significant bit.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 056h |

**Operation:**

**![](data:image/png;base64,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)**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 10 and 11

**C** set if there is a carry out of bit 0, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### RORD – Rotate Right Accumulator D

**Description**

* This instruction is available only if 6309 instruction support is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 146h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set to the exclusive or of accumulator bits 22 and 23

**C** set if there is a carry out of bit 0, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### RTF – Return From Far Subroutine

**Description**

RTF returns from a far subroutine by loading the program bank and program counter from stack. Note that often the program counter may be pulled from the stack at the same time as other registers using the PULS instruction.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 038h |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### RTI – Return From Interrupt

**Description**

RTI restores the state of the machine from the stack and is used at the end of an interrupt processing routine to return to the interrupted code.

If 6309 instruction support is enabled and the entire machine state was stacked, then the E, F registers will be restored from the stack.

Registers are restored from lower to higher memory addresses as outlined in the table below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC Bank | higher memory address |
| PC |  |

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 03Bh |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### RTS – Return From Subroutine

**Description**

RTS returns from a subroutine by loading the program counter from stack. Note that often the program counter may be pulled from the stack at the same time as other registers using the PULS instruction.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 039h |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### SBCA – Subtract with Carry from Accumulator A

**Description**

The source operand is subtracted from accumulator A including a carry. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 082h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 092h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A2h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B2h |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### SBCB – Subtract with Carry from Accumulator B

**Description**

The source operand is subtracted from accumulator B including a carry. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0C2h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D2h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E2h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F2h |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### SBCD – Subtract with Carry from Accumulator D

**Description**

The source operand is subtracted from accumulator D including a carry. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

\*This instruction is available only if 6309 instruction supported is configured.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed Lo | Immed Hi | 182h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 192h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1A2h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1B2h |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 23, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### SEX – Sign Extend

**Description**

Sign-extend the value from accumulator B into accumulator A.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 01Dh |

**Operation:**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator B

**Z** set if accumulator value is zero, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ |  |  |  |

### STA – Store Accumulator A

**Description**

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 097h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A7h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B7h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### STB – Store Accumulator B

**Description**

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D7h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E7h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F7h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### STD – Store Accumulator D

**Description**

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0DDh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0EDh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0FDh |

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### STS – Store Stack Pointer

**Description**

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 1DFh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1EFh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1FFh |

**Flags Affected:**

**N** set equal to bit 23 of the stack pointer

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### STU – Store User Stack Pointer

**Description**

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0DFh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0EFh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0FFh |

**Flags Affected:**

**N** set equal to bit 23 of the stack pointer

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### STX – Store X Register

**Description**

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 09Fh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0AFh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0BFh |

**Flags Affected:**

**N** set equal to bit 23 of the X register

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### STY – Store Y Register

**Description**

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 19Fh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 1AFh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 1BFh |

**Flags Affected:**

**N** set equal to bit 23 of the Y register

**Z** set if accumulator value is zero, otherwise cleared

**V** always cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### SUBA – Subtract from Accumulator A

**Description**

The source operand is subtracted from accumulator A. Carry is not included in the subtraction but is still generated as a result flag. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 080h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 090h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A0h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B0h |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### SUBB – Subtract from Accumulator B

**Description**

The source operand is subtracted from accumulator B. Carry is not included in the subtraction but is still generated as a result flag. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Immed12 | 0C0h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 0D0h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0E0h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0F0h |

**Flags Affected:**

**H** set if there is a carry out of bit 4, otherwise cleared

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  | ↕ |  | ↕ | ↕ | ↕ | ↕ |

### SUBD – Subtract from Accumulator D

**Description**

The source operand is subtracted from accumulator D. Carry is not included in the subtraction but is still generated as a result flag. If the decimal mode flag bit is set in the condition code register then the operands are treated as BCD numbers and the result is a BCD result. Otherwise, the operands are treated as signed twos complement numbers.

**Instruction Format: IMM**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Immed24 | | 083h |

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 093h |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 0A3h |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 0B3h |

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** set if overflow occurred, otherwise cleared

**C** set if there is a carry out of bit 11, otherwise cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | ↕ | ↕ |

### SWI – Software Interrupt

**Description**

SWI stores the entire state of the machine onto the stack then vectors to the SWI processing routine. Interrupts are masked by the SWI instruction.

If 6309 instruction support is enabled and the entire machine state was stacked, then the E, F registers will be restored from the stack.

Registers are restored from lower to higher memory addresses as outlined in the table below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC Bank | higher memory address |
| PC |  |

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 03Fh |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  | 1 |  | 1 |  |  |  |  |

### SWI2 – Software Interrupt

**Description**

SWI stores the entire state of the machine onto the stack then vectors to the SWI2 processing routine.

If 6309 instruction support is enabled and the entire machine state was stacked, then the E, F registers will be restored from the stack.

Registers are restored from lower to higher memory addresses as outlined in the table below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC Bank | higher memory address |
| PC |  |

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 13Fh |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### SWI3 – Software Interrupt

**Description**

SWI stores the entire state of the machine onto the stack then vectors to the SWI3 processing routine.

If 6309 instruction support is enabled and the entire machine state was stacked, then the E, F registers will be restored from the stack.

Registers are restored from lower to higher memory addresses as outlined in the table below.

|  |  |
| --- | --- |
| CCR | Lower memory address |
| A |  |
| B |  |
| E |  |
| F |  |
| DP |  |
| X |  |
| Y |  |
| U or S |  |
| PC Bank | higher memory address |
| PC |  |

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 23Fh |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### SYNC – Halt and Wait for Interrupt

**Description**

SYNC activates the address and data bus tristate controls while waiting for an interrupt.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 013h |

**Operation:**

**Flags Affected:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### TFR – Transfer Registers

**Description**

Transfer register to register.

If a 24-bit register is transferred to a twelve-bit one the twelve-bit register is set to the lower order 12-bits of the 24-bit register.

If accumulator A or B is transferred to a 24-bit register, the most significant 12-bits of the destination are set to $FFF, while the low order byte of the destination is set to the value of the accumulator register.

For other twelve-bit registers (CC or DP) the twelve-bit register value is copied to both the upper and lower bytes of the 24-bit register.

Transfers involving the PC use only the two low order bytes of the PC.

|  |  |  |
| --- | --- | --- |
| Transfer Type | Register |  |
| 24 to 12 | Any | Low order 12-bits from source copied to destination |
| 12 to 24 | A, B, E, or F | Lower order 12-bits set to accumulator, high order bits set to $FFF |
| 12 to 24 | CCR, DP | Source copied to both high and low order bytes of destination. |

**Instruction Format: INH**

|  |  |  |  |
| --- | --- | --- | --- |
| 23 20 | 19 16 | 15 12 | 11 0 |
| ~ | r0 | r1 | 01Fh |

|  |  |  |  |
| --- | --- | --- | --- |
| r0/r1 |  | r0/r1 |  |
| 0 | D | 8 | A |
| 1 | X | 9 | B |
| 2 | Y | 10 | CC |
| 3 | U | 11 | DP |
| 4 | S | 12 | 0 |
| 5 | PC | 13 | 0 |
| 6 | W | 14 | E |
| 7 | resv | 15 | F |

**Flags Affected:**

No flags are affected unless the transfer is into the CCR register.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  |  |  |  |  |

### TST – Test Memory

**Description**

Memory is tested against the value zero.

**Instruction Format: DP**

|  |  |
| --- | --- |
| 23 12 | 11 0 |
| Offset12 | 00Dh |

**Instruction Format: NDX**

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | 23 12 | 11 0 |
| As needed | | Ndx12 | 06Dh |

**Instruction Format: EXT**

|  |  |  |
| --- | --- | --- |
| 35 24 | 23 12 | 11 0 |
| Address Lo | Address Hi | 07Dh |

**Operation:**

**Flags Affected:**

**N** set equal to bit 11 of memory

**Z** set if value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### TSTA – Test Accumulator A

**Description**

Accumulator A is tested against the value zero.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 04Dh |

**Operation:**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### TSTB – Test Accumulator B

**Description**

Accumulator B is tested against the value zero.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 05Dh |

**Operation:**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### TSTD – Test Accumulator D

**Description**

Accumulator D is tested against the value zero.

\*This instruction is available only if 6309 instruction supported is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 14Dh |

**Operation:**

accd = -accd

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### TSTE – Test Accumulator E

**Description**

Accumulator E is tested against the value zero.

\*This instruction is available only if 6309 instruction supported is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 24Dh |

**Operation:**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### TSTF – Test Accumulator F

**Description**

Accumulator F is tested against the value zero.

\*This instruction is available only if 6309 instruction supported is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 25Dh |

**Operation:**

**Flags Affected:**

**N** set equal to bit 11 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |

### TSTW – Test Accumulator W

**Description**

Accumulator W is tested against the value zero.

\*This instruction is available only if 6309 instruction supported is configured.

**Instruction Format: INH**

|  |
| --- |
| 11 0 |
| 15Dh |

**Operation:**

**Flags Affected:**

**N** set equal to bit 23 of the accumulator

**Z** set if accumulator value is zero, otherwise cleared

**V** cleared

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| E | F | H | I | N | Z | V | C |
|  |  |  |  | ↕ | ↕ | 0 |  |