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# Preface

## Who This Book is For

This book is for the FPGA enthusiast who’s looking to do a more complex project. It’s advisable that one have a good background in digital electronics and computer systems before attempting a read. Examples are provided in the SystemVerilog language, it would be helpful to have some understanding of HDL languages. Finally, a lot about computer architecture is contained within these pages, some previous knowledge would also be helpful. If you’re into electronics and computers as a hobby FPGA’s can be a lot of fun. This book primarily describes the Qupls ISA. It is for anyone interested in instruction set architectures.

## About the Author

First a warning: I’m an enthusiastic hobbyist like yourself, with a ton of experience. I’ve spent a lot of time at home doing research and implementing several soft-core processors, almost maniacally. One of the first cores I worked on was a 6502 emulation. I then went on to develop the Butterfly32 core. Later the Raptor64. I have progressed slowly from the simple to the complex. I have about 25 years professional experience working on banking applications at a variety of language levels including assembler. So, I have some real-world experience developing complex applications. I also have a diploma in electronics engineering technology. Some of the cores I work on these days are too complex and too large to do at home on an inexpensive FPGA. I await bigger, better, faster boards yet to come. To some extent larger boards have arrived. The author is a bit wary of larger boards. Larger FPGAs increase build times by their nature.

## Motivation

The author desired a CPU core supporting 128-bit floating-point operations for the precision. He also wanted a core he could develop himself. The simplest approach to supporting 128-bit floats is to use 128-bit wide registers, which leads to 128-bit wide busses in the CPU and just generally a 128-bit design. It was not the author’s original goal to develop a 128-bit machine. There are good ways of obtaining 128-bit floating-point precision on 64-bit or even 32-bit machines, but it adds some complexity. Complexity is something the author must manage to get the project done and a flat 128-bit design is simpler.

Good single thread performance is also a goal.

Having worked on Thor2023 for several months, the author finally realized that it did not have very good code density. Having a reasonably good code density is desirable as it is unknown where the CPU will end up. Thor2022 was better in that regard. So, Thor2024 arrived and is a mix of the best from previous designs. Thor2024 aims to improve code density over earlier versions. Qupls code density is worse than Thor2024.

Some efficiency is being traded off for design simplicity. Some of the most efficient designs are 32-bit.

The processor presented here isn’t the smallest, most efficient, and fastest RISC processor. It’s also not a simple beginner’s example. Those weren’t my goals. Instead, it offers reasonable performance and hopefully design simplicity. It’s also designed around the idea of using a simple compiler. Some operations like multiply and divide could have been left out and supported with software generated by a compiler rather than having hardware support. But I was after a simple compiler design. There’s lots of room for expansion in the future. I chose a 64-bit design supporting 128-bit ops in part anticipating more than 4GB of memory available sometime down the road. A 64-bit architecture is doable in FPGA’s today, although it uses two or more times the resources that a 32-bit design would.

## History

Qupls is a work in progress beginning November 2023. It is a major re-write from earlier versions. Thor which originated from RiSC-16 by Dr. Bruce Jacob. RiSC-16 evolved from the Little Computer (LC-896) developed by Peter Chen at the University of Michigan. The author has tried to be innovative with this design borrowing ideas from many other processing cores.

Qupls’s graphics engine originate from the ORSoC GFX accelerator core posted at opencores.org by Per Lenander, and Anton Fosselius.

# Features of Qupls

* Fixed 48-bit instructions.
  + *The design has gone through several iterations of variable length instructions. A fixed length instruction set makes the design simpler and seems to require less hardware.*
* Four way out-of-order superscalar operation
* Four operating modes, machine, hypervisor, supervisor, and user.
* 64-bit data path, support for 128-bit floats
* 16 (or more) entry re-order buffer
* 32 general purpose registers. The register file is unified; it may contain either integer or float data.
* Dedicated link registers.
* 24 general purpose vector registers.
* Independent control of vector or scalar register type for each register.
* Independent control of sign for each register.
* Register renaming to remove dependencies, vector elements are also renamed.
* Dual operation instructions, Rt = Ra **op1** Rb **op2** Rc
* Vector chaining of operations.
* Standard suite of ALU operations, add subtract, compare, multiply and divide.
* Pair shifting instructions. Arithmetic right shift with rounding.
* Bitfield operations.
* Conditional branches with 19 effective displacement bits.
* 128 Entry Two-way TLB shared between data and code.

# Getting Started

To get started designing an ISA or CPU core some basic tools are required.

## Choosing an Implementation Language

You will need a high-level hardware description language (HDL) of some sort to develop a processor.

It is a good idea to become accustomed to any number of languages. It helps to review the work of others and a lot can be learned by studying code from existing projects.

Choosing a language is somewhat of a personal choice. One should choose whatever works best for themselves. There are two popular HDL languages (Verilog, and VHDL) and number of others. I encourage you to search the web for HDL languages and find something you’re comfortable with. Additional languages include things like Java or C++ classes that people have developed to output HDL. Or language translators such as a ‘C’ to Verilog translator, for people who wish to work in ‘C’. Not everybody speaks the same language as easily as everybody else, and it does have a little bit to do with linguistics. I know some people who will only work with schematics. My personal favorite is System Verilog. VHDL is more verbose than Verilog and has tighter control of types. Qupls is implemented in the System Verilog HDL language.

## Support Tools

One wouldn’t be able to achieve anything without the appropriate supporting toolsets. If you can’t get your hands on the tools required to do the work you may have to roll some of your own. It can be quite an investment and it’s up to you to decide. You have the power and control over your hobby. Many thanks to the vendors who supply free toolsets for use with their FPGA’s. One may have to develop one’s own tools to some extent. It’s almost like a circus performance to get one’s own toolsets working well. Is it the processor that’s broken ? or the toolset ? That program didn’t work because the assembler didn’t assemble it correctly, it wasn’t a bug in the processor. Keeping everything ‘in sync’ is like a dance, one goes around and around in circles. The author has had to develop his own assembler, disassembler, compiler, glyph editing program and other things. It’s more involved than one might anticipate to begin with. For instance, to get character display on-screen a glyph editor was needed. The author looked at a couple of free ones available on the net, but they didn’t quite do what was needed. Something was needed that could output FPGA vendor compatible files, and the free glyph editors were geared towards graphics files formats. After spending about a day trying to modify an existing editor the author gave up, and decided to roll his own. The author first developed a simple assembler about 30 years ago for use at school; it is still using the same source code with many, many updates. The assembler has become quite powerful now.

## Documenting the Design

Any processor design is likely to have a few documents associated with it. One needs to be able to refer to things like what opcode does what, outside of the implementation code itself. For general tasks the author is using MS Office. Word for word processing, and Excel for spreadsheets. OpenOffice is another toolset that may be used. A spreadsheet is handy for representing tables like opcode tables. One will likely need some sort of word processor that supports tables for documentation purposes. A simple text editor probably isn’t enough.

## Building the System

To produce an implementation some sort of FPGA developer tools will be required. The FPGA devices typically must be programmed with a bit file generated by tools supplied by the FPGA vendor. It’s the vendors who know the requirements for programming their devices; the author does not know of any third-party software that can generate bitstreams from source code. The author has used both free toolsets from Altera and Xilinx.

## Software for the Target Architecture

The problem with an original home-grown processor is that there’s no software for it. Fortunately, there is a lot of free software with source code available on the internet. One of the first things one will need is an assembler for the target architecture. One can assemble opcodes by hand with a reference chart handy, but it gets boring quickly. The author usually ends up doing some hand assembly to do some simple tests on the processor before the assembler is working. Then he takes an existing assembler and modifies it for the new processor. One assembler found on the net is for the 6809 (listed in the resources section) was modified for a 6809-enhancement core. The author has two assemblers one written in C++ the other in Visual Basic. Visual Basic’s a little easier to work in for string handling. Some sort of text scripting language is a good place to start with a simple assembler. Some projects use Python. Much (older) software is written in C. It’s a good language to know.

Once an assembler is working there are other languages that may be useful and easy to adapt. The author has adapted a version of Tiny Basic to several different homebrew projects now. Forth is another language popular with small systems. Once some of the simpler pieces of software are working, one may want to try one’s hand at a toolset.

There are several toolsets available that can be utilized during development of soft-core processors like Qupls. One of these is the LCC compiler. The LCC compiler was used for the Butterfly32 project. It’s straightforward to implement the compiler for a new ISA especially if your ISA is similar to an existing one. Another toolset is the gcc compiler. The author has not put this toolset to use yet, but has had a look at it. It seems somewhat daunting. GCC is very general in nature and supports a lot of target architectures. People have put a lot of work into making this compiler available for any architecture. The author knows a number of people have been turned off by the complexity, however. The compiler the author uses a fair bit is a modified 68000 ‘C’ compiler that was found on the net a while ago. One may have to study compilers for a while before being able to modify one or create one oneself. Compilers tend to be complex, and if you want good results for an original ISA you will have to write a good part of a compiler yourself. Not to worry, many homebrew projects get by without a compiler.

# Testing and Debugging

A lot of testing is required to get something working. This section seems short for the amount of testing the author does. 90% of the work is in the testing. But this is a book about implementing or developing a processor, not a book about testing. Whole books could easily be written about testing. The key to avoiding backtracking and wasted time down the road is lots of testing along the way. Every bug fix is a test. When one bug is fixed, the next one shows up. Sometimes they seem like a two-headed hydra. Good testing skills are a requirement for developing and debugging a processor. Once you’ve managed to get such a thing working you’re probably an ace at testing. Sometimes the processor and programming cannot help you to find a bug in the processor itself. You must be able to think in terms of ‘what test can I do ?’ to fix the bug. There are usually a least several wow-zzy bugs. For example, the author found a bug where a register exchange instruction only failed on a cache miss, when the instruction was at the end of a cache line. Many programs worked fine, and the processor seemed not to work intermittently. It took quite a while to find. The author finally noticed the instruction failed when the cache was turned off. So, one thing to try for testing is turning the cache on or off.

## Test Benches

If you’re going to build it there must be some way to perform testing. The author recommends writing a test-bench first and trying the code in a simulator before trying out the code in an FPGA. A test bench is an artificial environment setup specifically to test a component. Inputs simulating a real environment are sent to the component then the output of the component is monitored for correctness. In the test bench usually so-called corner cases are tested, which are cases testing the extremes to which the component should work. If the component works in the extremes of the test bench it’ll certainly work when it’s put to real use is the general idea. A simulator is a tool built specifically for running test benches. The simulator has features to aid in debugging logic. One may set breakpoints, points which force the logic to stop at a particular place, and view the outputs of a component.

A simple test bench for the Thor divider circuit is shown below. Note that most test bench files don’t have any input or output ports. Instead, signals are selected in the simulator for viewing.

In this case arguments for the divider were manually altered in the test bench to check for specific cases.

|  |
| --- |
| **module** Thor\_divider\_tb();  parameter WID=64;  reg rst;  reg clk;  reg ld;  wire done;  wire [WID-1:0] qo,ro;  initial begin  clk = 1;  rst = 0;  #100 rst = 1;  #100 rst = 0;  #100 ld = 1;  #150 ld = 0;  end  always #10 clk = ~clk; // 50 MHz  Thor\_divider #(WID) u1  (  .rst(rst),  .clk(clk),  .ld(ld),  .sgn(1'b1),  .isDivi(1'b0),  .a(64'd10005),  .b(64'd27),  .imm(64'd123),  .qo(qo),  .ro(ro),  .dvByZr(),  .done(done)  );  **endmodule** |

Note that it is possible to automate test cases and even use file I/O in some tools. Test benches can become quite complex. The author feels that one should not lose sight of the goal while developing test benches. The test bench is just for testing; it is not the project itself. Test benches for the float components often use a test input file containing the operands for the design under test, DUT, and output the results along with the input operands in a results output file. The output file can then be studied at leisure for issues to correct. Having a file output allows different revisions of the core to be compared and may make regression testing easier.

It is extremely unlikely that one would get the HDL code perfect the first time. The processor is not likely to be working, so how do you fix it up ? One needs debugging dumps of course, and those are only available from a simulator. Judiciously placed debug output can be real aid to getting the cpu working. Unless a fix-up is minor and well-known, the author runs simulator traces before attempting to run the code in an FPGA.

As a first test running software code in the FPGA try something simple like turning an LED on or off. One of the first lines of code Table888 executes is:

|  |
| --- |
| start  sei ; disable interrupts  ld r1,#$FF  st r1,LEDS |

which turns on all the LEDs on the board.

This idea is popular for debugging hardware. The IBM PC had a “post-code” which was a byte value periodically written to an I/O port during startup for debugging. Depending on the display of the byte one could tell where in start-up it failed. Something like a missing or bad display adapter would end up with a specific code.

Another suggestion for test-benches is to use the actual system being loaded into the FPGA device as a component of the test-bench. If one keeps the system simple enough to start with then it’s possible to debug using the test-bench.

## Using Emulators

An invaluable tool for debugging software prior to the processor being finished is the software emulator. A software emulator is an emulation of the device or system written as a software program to run on a workstation. Software emulators are often significantly slower than the real hardware. It’s also a tool where events applied to the system can be generated by user input. The code for the software emulation of a system mirrors the code for processor implementation itself. The code is just written in a different language. Having an emulator available allows for consistency checks between the emulation and the “real” device. Ideally the emulator should produce the same results as the real device would, except that it’s in a virtual environment of the emulator. The emulator can help resolve software problems that would be too difficult to do using the logic simulator.

Emulators can be cycle-exact, meaning they emulate what happens during each cycle of the processor’s clock. Cycle-exact emulators are often slower than non-cycle exact ones. An emulator that is not cycle exact may only emulate running software, interpreting object code, rather than performing all the internal operations that the CPU does.

## Bootstrap Code vs the “Real Code”

The next thing to do after getting simpler I/O tests working is more complex I/O like a video display. Being able to display things on-screen can be invaluable (a character LCD display or LED display works well too). Many low-cost FPGA boards come with numeric LED displays for output and buttons for input. It’s slightly more challenging to drive a numeric display and may make a good second test. Also being able to get a keystroke can be valuable too. One of the first routines my processors execute is the clear-screen routine. If it can’t clear the screen I know something’s seriously wrong in the start-up. While the blue screen-of-death may be a bad sign, it’s a good sign at least the processor is working that much. When setting the processor software up (bootstrapping) don’t go for the most complex algorithms to begin with. Go with simple things. I have two versions of keyboard routines. The one that ‘works the right way’ and the one I use for bootstrapping. The bootstrapping routine goes directly to the keyboard port to read a character. It’s very simple, and pauses the whole machine waiting for a character.

## Data Alignment

Are your variables mysteriously getting over-written ? There could be a problem with address generation in the processor, or perhaps a problem with the external address decoding.

One approach to aligning data structures in memory is to ensure that the structures don’t have partially overlapping addresses. This may help if there are memory addressing problems. For instance, if data structure addresses all end in xxx000, then if there is an address decoding problem, all the structures may get overwritten by values intended for other variables. If the variable addresses are somewhat mangled for example 0xxxx004,xx1018, xx2036 (ending in different LSB’s) then it may be less likely for data to be corrupted. This is a temporary debugging approach. One would want to have the var’s properly listed in a program.

## Get Rid of Complexity

One of the best ways to be able to debug something is to get rid of all the extra complexities involved with it. Many is the time that the author has backtracked on a project and removed features in favor of getting something to work. Add one feature at a time, make it a component that can be easily disabled or removed from the design. Disable the complex features of the design. It’s great to be able to do a complex design. But all the complicated stuff started out small and simple. One doesn’t need caches, interrupts, branch predictors, and so on to have a working design. It’s very rewarding to have even the simplest design working.

## Disabling Interrupts

This bit only applies if you’ve managed to get some sort of interrupt facility working. Several smaller, simpler systems don’t make use of interrupts. The original Apple computer did not use interrupts. Interrupts aren’t something that one must get working right away. They would be part of a longer-term project goal (if at all). Start small and simple and expand from there. There are alternatives to interrupts the main one being polling in a loop.

When working with the real hardware having a set of switches available can be invaluable. The switches can be wired to key signals in the design to offer a manual override option. There may be times when one desires to disable a feature under development while other aspects of the project are taking place. For instance, eventually at some point in time one might want to venture into the world of interrupt processing. Interrupts are a challenge to get working. It’s nice to be able to disable interrupts using an external switch. Also, there are times when one wants to know if the processor is capable of executing a linear sequence of instructions, without the interference of interrupts. Debugging the processor with interrupts enabled can be tricky. Development of an interrupt system is something for a later stage of development. Get the processor running longer sequences of code successfully first before trying to deal with interrupts.

## The IRQ Live Indicator

The IRQ live indicator is one of the first debug techniques the author uses once the core can run some code. An indicator that IRQ’s are happening seems like a friendly image. It can be useful to see that IRQ’s are happening on a regular basis. An IRQ indicator can let one know if the machine is just busy, or really, really stuck. This can be accomplished by incrementing a character at a fixed location on-screen. If that character stops flipping around one knows there’s real trouble. Another common approach is to use an LED to indicate the presence of IRQ’s. Turning a LED on and off at a low frequency can be handy to visually detect the presence of IRQs.

## Disable Caching

This tip applies only if a cache is present. Implementing a cache isn’t priority number one. The first few projects the author did, did not include any caching. It was too complex to add a cache to begin with. As mentioned before, it sometimes necessary to disable the cache. Nice-to-have instructions are a cache-on and cache-off instruction. The processor should end up with the same results regardless of whether caching is enabled. If results seem flaky try disabling the cache.

## Clock Frequency

Be conservative when choosing a clock frequency. Don’t try to run at the fastest possible frequency until the design is thoroughly debugged. Sometimes changing the clock frequency will provide clues to timing or synchronization problems. If the problem varies with a change in clock frequency, then maybe it’s a timing problem. If the problem is consistent regardless of the clock frequency, it’s likely some other problem. Note we are dealing with debugging probabilities here. Just because a problem is consistent at different clock frequencies doesn’t mean it’s not a timing problem.

Another nice aspect of a conservative clock frequency is that the tools used for building the system often work much faster if it’s easy for the tools to meet the timing requirements. A conservative clock frequency is a way to speed up the development cycle.

## More Advanced Debugging Options

The following debugging mechanisms fall under the category of being more sophisticated in nature and more difficult to do, but they can sometime prove invaluable. They require interrupts or exceptions.

### Debug Registers

One option that aids primarily software debugging is the presence and use of debug registers. Adding debug registers to the core may make software debugging easier to do. Typically, there are one or more address matching registers that cause an interrupt or exception when the processor’s program counter or data address matches the one in the debug register. One must have a working interrupt system for this to be usable.

### Trace / Program Counter History

One of the debug facilities that the author has added to cores is the capability to capture the history of the program counter. While the processor is running at full speed, the program counter is stored in a small history table which is usually some sort of shift register. When an exceptional condition occurs in the processor core the history capture is turned off. In the exception processing routine, the program counter history can then be dumped to the screen showing where the program went awry.

The technique is called “trace”. A good trace history will often be able to be triggered perhaps at a specific address or via debug match register. The trace may record all instructions, but it is common to record only the branch history, and then a few of the instruction addresses for synchronization purposes. Since branches are either taken or not taken a single bit can be used to record the history making trace very compact. With only a couple of block RAMs a trace history of thousands of instructions is possible.

## Stuck on a Bug ?

This is a brain trick. Try changing the code around the bug. Sometimes just by changing the code, refactoring without really changing operation, you will be able to spot a bug that wasn’t readily apparent. It’s a bit like moving your eyes around on the horizon to try and spot an enemy. The action of changing or simply moving the code causes a bug to pop out, out of the shadows.

## The Rare Chance

There is a rare chance that it’s a problem in the toolset. A problem like this can make things really difficult, especially if it’s a free toolset with no technical support. In about 20 years or so, of using toolsets the author has found a few bugs. The toolsets generally speaking are superb, so the chance of it being a bug in a toolset is extremely remote but not impossible. The one bug run into was in extending a complement of a single bit value. The toolset returned a binary “10” the value two when a single bit was being inverted. It should have returned a zero. The author was able to work around this problem by zero extending the value manually. The author found the bug by tracking the location of it down and dumping values using debug outputs.

Bugs in toolsets are often obvious. The most recent one caused the toolset to crash and quit running depending on how simulation was started. There was a work-around by restarting the simulation fresh every time which takes longer than the usual restart.

If you suspect a bug in the toolset try searching the web for information on it. If it’s a common problem it’s bound to be posted on the web somewhere. There are also usually forums on the web where one can post about problems, and even sometimes get replies.

# Nomenclature

There has been some mix-up in the naming of load and store instructions as computer systems have evolved. A while ago, a “word” referred to a 16-bit quantity. This is reflected in the mnemonics of instructions where move instructions are qualified with a “.w” for a 16-bit move. Some machines referred to 32-bits as a word. Times have changed and 64-bit workstations are now more common. In the author’s parlance a word refers to the word size of a machine, which may be 16, 32, 64 bits or some other size. What does “.w” or “.d”, and “.l” refer to? To some extent it depends on the architecture.

The ISA refers to primitive object sizes following the convention suggested by Knuth of using Greek.

|  |  |  |  |
| --- | --- | --- | --- |
| Number of Bits |  | Instructions | Comment |
| 8 | byte | LDB, STB | UTF8 usage |
| 16 | wyde | LDW, STW |  |
| 32 | tetra | LDT, STT |  |
| 64 | octa | LDO, STO |  |
| 128 | hexi | LDH, STH |  |

The register used to address instructions is referred to as the instruction pointer or IP register. The instruction pointer is a synonym for program counter or PC register.

# Design Choices

For something as complex as a CPU there are many design choices to be made. The hard part is not deciding what to include, but what to leave out. Almost anything could be included.

## RISC vs CISC

No computer book would be complete without mentioning the RISC vs CISC paradigms.

There are two extremes to processor architecture. Most machines fall somewhere in-between. Qupls is somewhere in-between, leaning towards being a RISC machine, but it hardly has a reduced instruction set. At the extreme end of RISC the architecture may support as little as single instruction, or just a handful like eight or sixteen. At the other extreme a CISC architecture may support thousands of instruction variants. RISC architectures are typically load/store, large register array, and few instructions of a fixed format size. CISC architectures tend to have memory operands, varying register array sizes, lots of instructions of varying formats and sizes. The goal behind a RISC architecture is high performance by using a simple processor that operates at a high clock frequency. The goal behind a CISC architecture is high performance by providing a more customized instruction set. CISC architectures may combine multiple operations into a single instruction attempting to increase performance. Examples include stack linkage instructions, looping constructs, and complex memory addressing modes. Qupls has some of the better features from a CISC style machine.

## Little Endian vs big Endian

One choice to make is whether the architecture is little endian or big endian. There’s a never-ending argument by computer folks as to which endian is better. In reality they are about the same or there wouldn’t be an argument. In a little-endian architecture, the least significant byte is stored at the lowest memory address. In a big-endian architecture the most significant byte is stored at the lowest memory address. The author is partial to little endian machines; it just seems more natural to him although he knows people who swear by the opposite. Whichever endian is chosen, often the machine has instructions(s) for converting from one endian to the other. The author does not bother with endian conversion; it’s a feature that he probably wouldn’t use. Some implementations even allow the endian of the machine to be set by the user. This seems like overkill to the author. The endian of data is important because some file types depend on data being in little or big-endian format. Qupls is a little-endian machine.

## Endian

Qupls is a little-endian machine. The difference between big endian and little endian is in the ordering of bytes in memory. Bits are also numbered from lowest to highest for little endian and from highest to lowest for big endian.

Shown is an example of a 32-bit word in memory.

Little Endian:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Address | 3 | 2 | 1 | 0 |
| Byte | 3 | 2 | 1 | 0 |

Big Endian:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Address | 3 | 2 | 1 | 0 |
| Byte | 0 | 1 | 2 | 3 |

For Qupls the root opcode is in byte zero of the instruction and bytes are shown from right to left in increasing order. As the following table shows.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Address 3 | Address 2 | | Address 1 | | | Address 0 | |
| Byte 3 | Byte 2 | | Byte 1 | | | Byte 0 | |
|  |  | |  | |  | ▼ | |
| 31 19 | | 18 13 | | 12 7 | | 6 0 | |
| Constant13 | | Raspec6 | | Rtspec6 | | | Opcode7 |

## Deciding on the Degree of Pipelining

How much pipelining is going to be done can impact the instruction set architecture (ISA). Some things are easier or harder to do depending on the pipelining present. For instance, handling large constants in an overlapped-pipelined design can be tricky, so one may want to stick with specific approaches. If one wants to support complex addressing mode such a memory indirect indexed it may be a lot easier to implement with a non-overlapped pipeline. The pipeline for Table888 is basically a non-overlapped pipeline, a couple of goals for the processor were a high clock frequency and complex instructions. The author wanted to be able to implement complex instructions easily using state machines. He has found non-pipelined designs easier to debug as well. The following chart shows the relationship ship between pipelining, clock frequency, and design complexity. It’s based on the author’s own experiences developing processor for FPGA’s. It’s a little bit of an Apple’s to Orange’s comparison, but it may be good for a general sense.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| CPU | Max Clock Frequency | Clocks per Instruction | MIPS | Logic Cells | Processor Architecture |  |
|  | 100 MHz | 3 | 33 | 2000 | Sequential, non-overlapped |  |
| Raptor64 | 60 MHz | 1.5 | 40 | 10000 | Overlapped pipeline |  |
| Thor | 40 MHz | 0.75 | 53 | 100000 | Superscalar 2 way |  |
| Qupls | 40 MHz | 0.75 | 53 | 160000 | Superscalar 4-way |  |

Note that what one chooses to do can depend on resource budgets of the whole system. If the cpu is going to stall waiting for a shared memory access most of the time, then it might as well be using multiple clock cycles to accomplish tasks. It doesn’t matter how fast the cpu is if memory access is limited.

## Choosing a Bus Standard

The processor interacts with the outside world using a bus. The author encourages one to use one of the commonly known bus standards. A well-known bus standard makes it possible to use peripheral cores developed by others.

As an example, Table888 uses a WISHBONE compatible bus to communicate with the outside world. Specs for the WISHBONE bus can be found at OpenCores.org. WISHBONE bus is straightforward and easy to understand and free. It is used by other projects. The external bus used by Table888 is a 32-bit bus. This is the size of the system’s data bus. All the peripherals in the test system use a 32-bit data bus. The ROM’s and RAM’s in the system are all 32 bits wide. Also, the interface to the dynamic RAM memory is only 32 bits. Table888 makes use of two word burst memory accesses to load the instruction cache. A burst access is several accesses that occur rapidly in a row in a sequence. Since instructions are only 40 bits it works okay with a 32-bit bus. Loading or storing a word to memory requires two bus accesses.

Having mentioned the use of a standard bus, for Qupls the author decided to use his own bus standard with the goal of achieving higher performance. Qupls uses a bus called ‘FTA bus’ standing for Finitron Asynchronous bus.

## Choosing an ISA

The author would suggest as a first project to use an existing ISA and pick something simple. Designing one’s own processor tends to be project N rather than project #1. It can be quite daunting to have to develop all the tools necessary to support one’s own ISA, and an existing ISA is likely to have ready-made tools on the web. There are many projects that implement existing ISA’s. MIPS must have been done about 100 times. An existing ISA is also likely to have examples of implementations in various languages. If you want to roll your own ISA it’s a lot of fun. There are many things that factor into the choice of an ISA. What is the processor geared towards ? Is it to be designed for a specific task ? What kind of resources will be available to the processor ? Is there lots of memory available, or is the amount significantly limited ? It is said that one of the pitfalls of ISA design is not allowing for growth in memory requirements.

## Readability

One of the first issues to consider is readability. This is a human factor. Believe it or not, sometimes people read machine code. Having an instruction set that contains odd sized bit fields is difficult to read (at least for the author). Byte code instruction sets were partly done the way they were to facilitate reading the machine code, so that it would be easier for developers to write software. These days most software is written in high-level languages. As such, there is less emphasis on producing human readable machine code and more emphasis on performance. For this processor the author chose to forego to a byte-oriented design because he was interested in performance and planning to program in high level languages.

## Planning for the future

If one leaves no room for future instructions, it’ll be difficult to upgrade the processor later. This has been a problem for several commercial processors. Table888’s instruction set has a base of 256 opcodes available; most of the opcode space is unused, and reserved for future expansion. Future expansion includes things like floating point, vector operations, and SIMD operations. While working on the instruction set for the Raptor64, which is another 64-bit processor, the author found the seven-bit opcode somewhat cramped. The instruction set for that processor just fit with little room left over. If possible leave several open opcodes for future expansion; that way it’ll be possible to at least use them as prefix instructions for subsequent pages of opcodes. For an example of using page prefixes see the 6809 processor. The 65C816 processor has just a single opcode left, wisely reserved for future expansions.

Qupls uses a seven-bit primary opcode. Of the 128 possible primaries there are about 20 open codes left that could be assigned.

Part of the reason to develop a 64-bit processor isn’t that it’s really required right now, but that it has some room to grow over the next 20 years. The typical “small” FPGA board has megabytes of RAM available. To address that much memory, one needs an ISA that supports the address range. A question the author has heard from time to time is “How do I get my micro-controller to access more memory ?”. Needing to access more memory is a common problem. What might be needed is a processor with greater memory accessing capacity. One can only shoehorn so much before the shoe splits.

## Opcode / Instruction Size:

What works the best ? For implementing the cpu in a small FPGA device the ISA must be relatively simple. Some of the first microprocessors (6800, 6502, Z80, 8085 and others) were byte code oriented. They would fetch the first byte of an instruction and begin processing from there, fetching additional opcode bytes as needed. For simplicity the ISA the author has chosen to implement has a fixed instruction size of 48 bits. He would not recommend using an oddball sized instruction set; it can be done, but one would need to put a lot of work into building a toolset that understood the ISA. The author is speaking from experience. A CPU was developed with 36-bit instructions. It was about 10x the ordinary amount of work to get the tools to deal with nibbles instead of bytes. The instruction size should at least be a multiple of eight bits. I’ve chosen 48 bits because a lot of bits are required to represent the number of registers available in the design. The instruction size is fixed to keep the instruction fetch simple otherwise it would be necessary to implement a table containing the size for each instruction.

### Variable Length Instruction Sets

One of the goals of a variable length instruction set is to minimize the number of bytes required to represent a program. Shorter code can sometimes execute faster because it makes better use of the cache. For embedded systems a shorter code may allow the use to smaller less expensive ROMs. Implementing a variable length instruction set adds some hurdles to the project. Instruction cache design for instructions varying in width is a challenge as well. A sample of a processor with varying sized instructions is the RTF65003 which makes use of a table to track instruction sizes. If choosing a variable length instruction set the author would advise setting up the instruction set so that the first few bits of the opcode can be used to determine the instruction size. RISC-V processing core uses this approach. For the Thor core the size of the instruction can be determined primarily by looking at the opcode byte.

The author has found that decoding the length of an instruction for a variable sized instruction set can be on the critical timing path, at least for an FPGA based processor. He decided to use a fixed length encoding for Qupls to help improve timing.

### Instruction Bundles

Qupls originally used 40-bit instructions. 40 bits might sound okay but a 40-bit instruction size doesn’t work well with an instruction cache, because it results in an oddball cache line length. For simplicity, typically cache lines are a power of two in length, otherwise a fast division would be required to find out which cache line to load. 128 is a power of two and it’s close to the size of three instructions (120 bits). So, one solution in addition to having an instruction size of 40 bits would be to pack the 40-bit instructions into a 128-bit instruction bundle. A suggested bundle format:

|  |  |  |  |
| --- | --- | --- | --- |
| 127 120 | 119 80 | 79 40 | 39 0 |
| Debug | Slot2 | Slot1 | Slot0 |

The extra bits in the bundle would be used for debugging information. In some processors the extra bits serve a different function. For instance, in the IA64-Itanium architecture these are template bits which control the classes of instructions in the instruction slots.

For Qupls using an instruction bundle was seriously considered but ultimately discarded. Instead, a more complex instruction cache is used which allows instructions spanning cache-lines to be fetched. An issue with using a bundled format is that one may be restricted to processing instructions in specific groups. A non-bundled format can vary the number of instructions fetched and processing more easily.

## Data Size

While the size of instructions in an instruction set may vary, typically data does not. I would strongly recommend against using unusual data sizes. One would be incompatible with everything else if an unusual data size is used. It becomes a nightmare to transport and convert data files. Primitive data types should be a multiple of two of the size of a byte (eight bits). That is 8, 16, 32, or 64 bits. There are a great many well-known file formats in existence. They all rely on common data sizes. If one were to choose a nine-bit byte for instance they would have trouble packing it into the eight bits that everybody else uses. Make an effort to find out what existing data formats are. If your application uses a specific type of data object, it’s likely that someone else has already run into the same type of object. They may have encountered issues with using the object that one hasn’t thought about yet.

## Registers

### Number of General-PUrPOSE REgisters

Some research reveals that typically somewhere around 24 registers is a sweet spot for performance when dealing with high-level compiled languages. Machines with fewer registers start to suffer ill effects of moving data between registers and memory. Machines with more registers don’t improve very much in performance over having 20 or so registers. Having more registers impacts the task switch time because they must be swapped to memory during a task switch. Some common examples are the ARM processor which has a working set of the sixteen registers. Also, the latest processors from INTEL support sixteen registers. The original INTEL 80x88 processor sported a register set of eight registers. Later more registers were added to the design. SPARC uses a register windowing scheme where there are eight global registers and twenty-four local registers which rotate around using a circular register buffer. If starting out small, it might be advisable to leave some means to extend the architecture with more registers.

A sixteen-register machine is a good choice for performance reasons. Why aren’t there twenty-four registers if it’s a sweet spot ? It’s a trade-off between using bits in the instruction set to represent the registers and performance impacts. The choice is really between 32 and 16 registers because either four or five bits must be used in an instruction to represent the register number. For my design I’ve chosen to use 32 registers. Another consideration is that within the FPGA memory resources are allocated in blocks. These blocks are typically 512 or 4096 bytes in size.

Yet another consideration is technical. Use of register renaming in the processor requires more registers than what appear to the programmer. About three times as many registers is a good number of rename registers. So, 96 registers are required for a 32-register machine.

### Register Access

Are registers going to be accessed in parallel or in sequence ? Some instructions require more than a single register. It may be desirable for performance reasons to be able to access more than one register at a time. To do this the register file must have multiple register read ‘ports’. On the other hand, multiple read ports increase the size and cost of a register file. If one wants to keep a smaller register file, then the registers will have to be accessed in sequence. Many instructions require only a single register read access, for example the typical add immediate or compare immediate instructions. The most frequently used memory operation, load a register, usually only needs to read a single register. With so many instructions requiring only a single register (or even no registers) accessing the register file sequentially across several clock cycles is a consideration for when multiple registers need to be read. Table888 uses three register read ports, mainly for simplicity, a few instructions read three registers (stores with indexed addressing for example); accessing registers sequentially can add complexity to the state machine and register read file path.

Qupls, as a four-way superscalar processor, has lots of register read ports. There are about 20 read ports in a smaller configuration of Qupls. This is to support executing multiple instructions at the same time. For instance, two ALUs require eight read ports, three for source operands and one for the target operand. With two ALUs, two FPUS, a flow control unit, and two data memory units a lot of ports are needed. Even more ports are required to support multiple write ports. To write multiple results at the same time requires multiplying the number of reads ports by the number of write ports.

### Segment Registers

As part of the memory management portion of a cpu segment registers are often provided. There are usually multiple segment registers to support multiple segments which are typically part of a program. Common program segments are the code segment, the data segment, the uninitialized data segment and the stack segment. There are often other segments as well. 80x88 is famous for its segment registers, but other processors like IBM’s PowerPC also use them as well. Segment registers are an easy to understand and a low cost, low overhead memory management approach. The memory address from an instruction is added to a value from a segment register to form a final address. The segment register is often shifted left as it is added to allow a greater physical memory range than the range directly supported by the architecture. Segment registers allow programs to be written as if they had specific memory addresses available to them, such as starting at location zero, while the actual physical address of the program is much different. Once a design seems to be working well, the author tends to add segment registers to the design as a first step at providing memory management features. Table888 does not include segment registers at this point.

For Qupls the author decided not to include segment registers. Qupls uses a paged memory management unit and segment registers would be largely redundant.

### Other Registers

There are often other registers that are not general purpose in nature associated with a design. A common register is the status register, or machine control register as it is sometimes called. The status register often contains flags, and interrupt masks. It may contain other mode controlling bits like the decimal flag on the 6502 or the up/down flag on the 80x88. Many designs support additional registers such as an interrupt table base address register, a tick count register, debug registers, memory management control registers, cache control registers and others. Usually, these other registers are handled with a simple move instruction between the register and a general-purpose register. Table888 has a handful of special registers that are accessed with the ‘mtspr’ (move to special register) and ‘mfspr’. Qupls follows the convention of calling these registers CSRs for control and status registers. The CSRs are accessible with CSR register read and write instructions. The author encourages the reader to review the Qupls instruction set for these instructions, found later in the book.

### Moving Register Values

A common operation is transferring data from one register to another. This operation is commonly done with a move instruction of some sort (MOV). Some simpler processors don’t supply a register-to-register move operation. Instead, they rely on using another instruction that doesn’t affect the data transfer, such as a register ‘or’ instruction. For example, or r1,r2,r0 effectively moves r2 to r1 because r1 is or’d with zero. It can be confusing looking at an assembly language dump, because it looks like there is an ‘or’ instruction. Another puzzle piece is that an explicit register move instruction uses only a single register read port. This is sometimes important in more advanced processors. Another related instruction that is less often used is the exchange registers instruction. Exchanging two registers can be tricky to implement because two register updates must take place. Exchanging registers is not always offered in processor architectures, when it is supported it is often a multi-cycle operation. Qupls supports an explicit register move instruction because the move operation can move between more registers than what is possible with other instructions like OR.

### Register Usage

While the general-purpose register array may be considered general in nature, and any register may be used for any purpose, registers are often given specific usages by convention for software purposes. As far as hardware is concerned it doesn’t care how general registers are used. But from a software perspective it is beneficial to assign specific registers to some tasks. For instance, often a general register is reserved for use by the operating system, meaning that application programs should not use it. This is a convention enforced by a compiler, not the hardware itself. Qupls has some basic register usage constraints.

## Handling Immediate Values

First some background information. A significant proportion of instructions (for example 40%) use immediate or constant values. Immediate values or constants vary widely in the number of bits required for representation, although most constants are small. Placing small constants using a field in the instruction works not too badly. The problem to solve is how to place and use large constants in the instruction stream. There are a few goals to achieve here. 1) Minimizing processor complexity. 2) Minimizing code and data size bloat. 3) Maximizing performance. There are five basic methods of handling immediate constants that I know of besides including the constant directly in the instruction stream.

1. SETHI / LUI – is an instruction to set the high order bits of a register
2. IMMxx – is an immediate prefix for the following instruction
3. IMMxx – is an immediate postfix for the previous instruction
4. LW table – placing constants in a table
5. Half-operand or shifted operand instructions – instructions operating on only part of a register

Qupls architecture uses the last method listed.

### SETHI

No, this is not the search for extra-terrestrials. The author likes the moniker because it reminds him of the existence of other things. SETHI is often called LUI which stands for ‘load upper immediate’.

One solution is to load an immediate value into a register using a pair of “set” instructions, then perform a register-register operation rather than a register-immediate operation. It looks like this:

|  |  |  |
| --- | --- | --- |
| ALU op used only to set the low order bits of a register -> |  | OR Rb,R0,#Low ; load low order |
| SETHI Instruction -> |  | SETHI Rb,#High ; load high order |
| Instruction Needing Large Immediate- translated into register operand -> |  | ADD Rt, Ra, Rb |

Disadvantages of this approach:

1. It often requires more memory than other solutions would. Using a large immediate requires three instructions rather than the two that a prefix would require. A 64-bit processor may also require more set instructions to handle middle bits of a constant.
2. It uses up a register(s).

Advantages of this approach:

1. It’s simple.
2. It doesn’t require processor interlocks, or re-execution of the prefix when interrupts occur. Allows instructions to execute as independent units.

### IMMxx - Prefix

Second solution: use an immediate prefix instruction. The constant prefix instruction simply contains the bits of the constant that wouldn’t fit in the following instruction. It looks like the following:

|  |  |  |
| --- | --- | --- |
| Immediate prefix Instruction -> |  | IMM16 #HighBits |
| Instruction Needing Large Immediate -> |  | ADD Rt,Ra,#Lowbits |

Advantages:

It requires less memory space as the prefix needs only to contain bits to specify an immediate. Often the prefix can be arranged to contain sufficient information so that only a single instruction is needed, rather than the two that would be required for other solutions.

Disadvantages:

It can be complicated. It may require processor interlocks or re-execution of instructions when an interrupt occurs.

### IMMxx - POSTfix

Third solution: use an immediate postfix instruction. This is one of the author’s favorites. For a long time, the Qupls design used postfix immediates. The constant postfix instruction simply contains the bits of the constant that wouldn’t fit in the previous instruction. It looks like the following:

|  |  |  |
| --- | --- | --- |
| Instruction Needing Large Immediate -> |  | ADD Rt,Ra,#Lowbits |
| Immediate postfix Instruction -> |  | IMM16 #HighBits |

Advantages:

It requires less memory space as the postfix needs only to contain bits to specify an immediate. Often the postfix can be arranged to contain sufficient information so that only a single instruction is needed, rather than the two that would be required for other solutions.

The postfix also has the advantage that it can be read from the cache-line as if it were part of the current instruction. It is a little bit easier to process a postfix instead of a prefix.

Disadvantages:

It can be complicated. It may require processor interlocks or re-execution of instructions when an interrupt occurs.

### LW Table

Fourth solution: place the large constants in a table in memory, then use regular load and store operations to load the constant into a register. This is the author’s least favorite method. He is of the opinion that constants belong in the instruction stream and are better stored in the instruction cache rather than polluting the data cache. However, many systems use the load from table method.

|  |  |  |
| --- | --- | --- |
| Load Instruction – retrieves value from table -> |  | LW Rb, constantAddress |
| Instruction Needing Large Immediate – translated into a register operand -> |  | ADD Rt,Ra,Rb |

Advantage:

It’s simple. It doesn’t require a special means (instructions) to handle constants. Uses a means already present in the processor. This may be useful when the size and complexity of a processor is an issue.

Disadvantages:

1. It’s often slow. Load / store operations generally occur through the data port of the processor rather than the instruction port. There may be delays for memory access.

It uses a register.

### Half or SHIFTED Operand Instructions

Fifth solution: provide instructions that can operate on part of a register. This looks like the following:

|  |  |  |
| --- | --- | --- |
| Instruction Needing Large Immediate (operates on lower half of register) -> |  | ADD Rt,Ra,#Low |
| Instruction operating on upper half of registers -> |  | ADDHI Rt,Ra,#High |

Advantages:

1. Minimizes code size.
2. It often doesn’t require the use of extra registers.
3. Does not require instruction interlocks

Disadvantages:

1) The number of instructions in the instruction set is increased. This may cause problems with the representation of instructions.

2) Increases the complexity of the processor.

This is the method that Qupls uses to process large constants. Qupls includes several instructions that shift an immediate value by multiples of 21-bits before use.

## The Branch Set

One of the first things the author looks at when evaluating an ISA is the branch set. Is it semi-sensible or non-sense ? Branches may represent up to one quarter of instruction executed. Branches are one item that must be well done in an architecture. What conditions will the processor branch on ? Is it a simple branch on zero / non-zero test or are there more complex conditions available ? What the branch set supports impacts what other instructions need to be available in the architecture. If branching only supports a zero / non-zero test, then other instructions must be present to setup the branch test. In the DLX architecture for instance, there are a set of ‘set’ instructions that set a register to a one or zero based on a condition. After a set instruction is done, then a conditional branch may occur. Many architectures include a compare instruction(s). For instance, the MMIX architecture includes both signed (CMP) and unsigned compare (CMPU) instructions that set the value of a register to -1, 0, or 1 for less than, equal, or greater than another register. The same paradigm was used for the Raptor64 processor. For the Table888 processor there is a standard set of branches that act like they are branching on a flag register value. If you’re used to the 6800 / 68x00 / 6502 series processor, these branches will look familiar.

Qupls uses combined compare-and-branch instructions to help reduce the dynamic instruction count. Effectively a compare operation and a branch operation are fused together.

### Branch Targets

Branches which change program flow conditionally are usually implemented as relative branches. One reason to implement using relative addresses is that it takes fewer bits to represent the target address of the branch. In many designs, typically 16 bits are allowed for, for a branch displacement even though only 12 bits are what is necessary. It has to do with keeping the format of instructions simple and there is usually room in a branch instruction for sixteen bits. Even in byte-code architectures that use eight-bit branch displacements by default, there is often a longer form for branches supported (for example the 6809). A lot of software expects at least a sixteen-bit branch displacement. Eighteen effective bits is recommended. Qupls has effectively over 20 bits of displacement. A second reason to use relative branching is that it allows code to be relocated in memory. Changing the location of the code in memory often does not require updating relative addresses associated with branch instructions. Note that if some form of memory management is present, it is possible to move a program in memory without having to worry about fixing up non-relative addresses, so the value of relative branches for this reason is limited.

A relative branch branches relative to the address of the branch instruction or the address of the next instruction (do not make it otherwise). The author strongly recommends using the address of the next instruction as the reference point for branches. It just makes it a bit more readable in machine code. A branch with a zero displacement arrives at the next instruction. As a ground rule, the displacement field should be at least 12 bits.

As mentioned previously, Qupls has effectively a 20-bit displacement. The displacement constant is encoded as an 18-bit value, but it is in terms of the number of instructions are opposed to the number of bytes. Since instructions are five bytes in size the displacement in terms of bytes is five times as much. This may seem like overkill, but it’s trying to look into the future of branches. When people write structured subroutines, they typically don’t create a routine more than a few pages long. This results in branching that branches within a few kilobytes of the branch location because branches are located within a subroutine. Hence the reason 12 bits is adequate most of the time. However, if one is using an automated code generator, the code generator may generate larger subroutines.

Unconditional branches in Qupls use a byte displacement value rather than an instruction displacement because subroutines could be located at any byte address. They also have a larger 30-bit displacement which is needed to hit subroutine targets. Unconditional branches are often used to enter or exit routines.

### Branch Prediction

Branch prediction enhances performance by predicting which direction a conditional branch instruction will take. It is often used in overlapped or superscalar pipeline designs. Branch prediction can turn branches into a single cycle operation rather than a multi-cycle one which is what happens when a branch is taken in an overlapped pipeline design. Branch prediction has little value for the Table888 processor as it’s a non-overlapped pipeline. It takes multiple cycles to execute a branch whether prediction is present. Branch prediction adds additional complexity to the processor. The Raptor64 includes a (2,2) correlating branch predictor, for an example of a branch predictor.

Qupls includes two branch predictors, one called a branch-target-buffer operating at the fetch stage of the processor, and a second predictor called a gselect predictor operating at the decode stage of the processor.

### Looping Constructs

Sometimes processors support looping constructs directly. 680x0 has a decrement and branch instruction. 80x88 has loop instructions which decrement the CX register and branch. Decrementing a register then branching if it is non-zero is a common operation, so some processors implement these two operations together with a single instruction. It’s really like executing two instructions at once. Table888 supports a decrement and branch instruction for loop constructs. Qupls supports increment-and-branch instructions. Incrementing a loop counter at the end of a loop is more common than a decrement.

## Other Control Flow Instructions

### Subroutine Calls

Subroutine calls represent about 1% of instructions executed, but it’s an important 1%. Some architectures store the return address for a subroutine call in a processor register, typically a general-purpose register. These architectures may make use of a jump-and-link (JAL) instruction to both call a subroutine and return from it (for example xr16 – Grey Research).The PowerPC architecture makes use of a dedicated link register (LR). This works only for a single level of subroutine call, and the register must be saved onto the stack before calling a nested subroutine. Table888 automatically stores the return address on the stack for a subroutine call. Using a JAL instruction to return from a subroutine allows a return to a point past the original calling address. This is occasionally useful to skip over inline parameters passed to a subroutine. What’s more useful is removing parameters from the stack during a return operation. This is useful enough that a number of architectures incorporate it as part of a return instruction (680x0, 80x88). While Table888 doesn’t directly support returning past the calling point, it does support adding onto the stack pointer to remove parameters.

Qupls supports branch-to-subroutine, [BSR](#_BSR_–_Branch), with 30-bit displacements which should be sufficient for most software. It also supports jumping to a subroutine at an absolute address, [JSR](#_JSR_–_Jump). To use the full address range the target address of the subroutine must be loaded into a register before using JSR. Otherwise, the address range is limited to 21 bits.

#### Memory Indirect Jumps

A common operation that must be performed by a running program is to jump to address from a table of addresses. This can be done using a load instruction then a jump to register instruction, but it often has hardware supporting the operation, called a memory indirect jump. Qupls has a memory indirect jump instruction which may set part of the instruction pointer, so that the jump table size may be limited to smaller entries.

### Returning From Subroutines

Returning from a subroutine is the reverse operation to calling one. In a machine that uses registers this can be as simple as loading the PC with the register value. Some RISC architectures store the return address in a register. Table888 like many architectures, loads the return address off the stack. Qupls return-and-deallocate instruction, [RTD](#_RTD_–_Return), returns from a subroutine, deallocates the stack, and allows a return a few instructions past the calling point.

### System Calls

System calls are used to call the system. They are often called software interrupts or traps. The 80x88 uses the name ‘int’. 6809 calls this a ‘SWI’ for software interrupt. In 6502 parlance it’s the BRK instruction. They are called TRAPs on the 680x0 series. All these instructions do much the same thing. They are almost like a jump to subroutine instruction with an implied address. The system call instruction usually saves more machine state on the stack than a subroutine call would. These instructions may also switch the processor operating mode into a more protected level. Table888 calls this a break (BRK) instruction. Qupls uses the [CHK](#_CHK_–_Check) instruction that always fails to perform system calls. CHK accepts a cause code argument encoded in the instruction which determines which exception vector will be invoked.

Qupls uses an internal state stack to store CPU state during a system call. This is much faster than using external memory. Multiple items such as the instruction pointer, and status register are stored on the state stack in a single clock cycle. This stack is small, only eight entries deep.

### Returning from Interrupt Routines

Like a subroutine, interrupt routines also require a method of return. Typically returning from an interrupt routine requires loading some of the machine state from the stack in addition to the return address. Hardware interrupts are not normally invoked with parameters, so there are no parameters to pop off the stack at the end of an interrupt routine. Qupls uses the RTI also called [RTE](#_RTE_–_Return) instruction to return from an interrupt or system call. This instruction loads both the instruction pointer and status register from the internal stack. A feature of the Qupls RTE instruction is the ability to perform a two-up return, returning twice from a system call which would otherwise be difficult to do since an internal state stack is used.

### Jumps

Strange as it may seem, unconditional jumps are very rarely used. Usually, one wants the program to branch conditionally, or call a subroutine. An unconditional relative branch is usually used for jumping within a program. Jumps are sometimes used to handle exceptional conditions, where the normal subroutine return is circumvented. For instance, a jump may be used to implement a program abort. Another place where jumps are used sometimes is with jump tables. Addresses of subroutines are stored in a table in memory. Functions in the table are called by loading a register with an index number, loading the address from the table using the index into the table and jumping to it. This operation can be done with registers and a jump-to-register value instruction. Table888 implements this complex operation directly as an indexed memory indirect jump.

### Conditional Moves

Conditional moves are available in many modern architectures. The idea behind conditional moves is to avoid branches which are usually timely to execute. So, a conditional move is a performance enhancing instruction. A conditional move ‘conditionally’ moves a value into a register based upon whether the condition is true. It’s like having a branch instruction combined with a load instruction. Table888 does not currently have any conditional move instructions. Qupls has conditional moves in the form of the [CMOVZ](#_CMOVZ_–_Conditional) and [CMOVNZ](#_CMOVNZ_–_Conditional) instructions. It also supports zero-or-set, or just plain set instructions which are also a form of conditional move.

### Predicated Instruction Execution

Some processors include the ability to execute virtually any instruction conditionally, for example the ARM processor or INTEL Itanium IA64. It’s a powerful means of removing branches from the instruction stream. Sequences of instructions executed with predicates rather than branching around the instructions should be kept short. The issue is the amount of time spent fetching the instructions and treating them as NOP’s versus the time it would take to branch around the instructions. A compiler can optimize this and choose the best means. One of the problems of predicates is that they use up bits in the instruction regardless of whether they’re useful. For instance, the Itanium has a six-bit field in virtually every instruction. The result is that a wider instruction format of 41 bits is used. A second problem with predicates is that they act like a second instruction being executed at the same time as the instruction they are associated with. The predicate operation requires a predicate register read, and a predicate evaluation operation. This adds complexity to the processor. Predicate registers are another form of register that must be present and bypassed in an overlapped or superscalar design.

The Thor processing core features uses a whole byte for predicates, but gains back some of the opcode space by using redundant forms of the predicates as single byte instructions.

Qupls uses the [PRED](#_PRED) instruction modifier to perform predicated operations. The modifier may be applied before a group of instructions to be predicated. The author got the idea for the PRED modifier by browsing the comp.arch newsgroup and learning about its use in the My66000 CPU. Use of a modifier partly solves the issue of wasting instruction bits specifying predicate registers, and the issue of accessing another register for predicate operation. In Qupls any general-purpose register may be used as a predicate. Predicates may also be applied for vector instruction.

## Comparison Results

Another issue to resolve is whether to use a flag register(s) or a result stored in a general-purpose register to determine when to branch conditionally. Avoiding the use of a flags register makes it easier to implement an overlapped pipelined or superscalar design. However, most processors in large scale use, use explicit flags registers (80x88, SPARC, ARM, PowerPC uses eight flag registers). It is somewhat simpler architecturally just to use a general-purpose register and branch based on the value in the register. The most common form of branching is branching on whether a register is zero, so a simpler architecture just uses the register directly (for example the DLX). The architecture presented here stores the flag result from a compare operation in a general-purpose register. That register can then be tested using a branch instruction. Part of the benefit of having so many general-purpose registers in the design is that they can act as a substitute for other forms of registers, in this case a flags register. Several of the general-purpose registers in Table888 are designated as ‘flags registers’ by convention. For Qupls any register may be used to store flag results.

## Dual Operation Instructions

Dual operation instructions are not commonly done, not many compilers support them. Qupls uses them because there are instruction bits available to represent them and they are occasionally useful to reduce register usage and instruction counts. A dual operation instruction performs two operations on data instead of one. The first operation is performed between two source registers followed by a second operation on the result of the first and an additional source register. An example of a dual-operation instruction is the [AND\_OR](#_AND_–_Bitwise) instruction.

## Arithmetic Operations

In the simplest RISC machines one can by with just and ADD instruction. It’s possible to synthesize other operations like multiply from an ADD instruction. So, instructions beyond the ADD instruction are provided for performance enhancement and programmer convenience. In some instruction sets multiply and divide operations are not supported as they consume hardware resources. Multiply and divide require multiple clock cycles to complete and have several states of their own.

Arithmetic operations include addition, subtraction, multiplication and division. These are available in Qupls with the ADD, SUB, MUL, and DIV instructions.

There are both signed and unsigned versions of the arithmetic operations.

## Logical Operations

In the simplest of RISC machines one can get away with just a single inverting logical operation like NAND, or NOR. Other logical operations can be synthesized from the aforementioned ones. Once again additional instructions are supported for performance and programmer convenience.

Qupls logic operations include logical ‘and’, logic ‘or’ and logical exclusive ‘or’ and others. The mnemonics are as follows: AND, OR, EOR, ANDN, NAND, NOR, ENOR, and ORN. Note there are no immediate forms for the following: NAND, NOR, ENOR, and ORN. The instructions formats for logical operations are the same as those for arithmetic ones.

## Shift Instructions

Shift instructions can take the place of some multiplication and division instructions. Some architectures provide shifts that shift only by a single bit. Others use counted shifts, the original 80x88 used multiple clock cycles to shift by an amount stored in the CX register. Table888 uses a barrel shifter to allow shifting by an arbitrary amount in a single clock cycle. Shifts are infrequently used, and a barrel (or funnel) shifter is relatively expensive in terms of hardware resources.

In Table888 the shift immediate instructions are implemented as a subset of the RR (register to register) instruction group because the immediate value only needs to be six bits. This small value fits nicely into what is normally the register field for the instruction. It would be wasteful to implement these immediate mode instructions in the major opcode grouping.

Qupls shift instructions have their own instruction group, more opcode bits are used as the shift instructions may shift pairs of registers. This is done in some architectures as it allows the implementation of rotate operations. The Qupls arithmetic shift right instruction, [ASR](#_ASR_–Arithmetic_Shift), features rounding options on the result.

## Mystery Operations

There is a class of instructions available on some processors that the author likes to call ‘Mystery Operations’. For a mystery operation the operation to be performed isn’t known until runtime, and hence is a mystery. This class of instructions is present to aid in the avoidance of writing self-modifying code. In some cases, it’s desirable to control the code itself without resorting to complex (and slow) branching. For instance, in a graphics plot routine, it may be desirable to control the raster operation (AND, OR, XOR, COPY, etc.). Rather than use a case statement with many branches, instead the raster operation code is loaded into a register. The program then executes the code from the register rather than branching. Code executed with mystery op’s can run substantially faster than code using branches.

However, mystery operations are not typically available in modern CPUs they can wreck-havoc on a pipeline depending on how they are implemented. Instead, other means like just-in-time, JIT, compilation are used.

## Other Instructions

Branching to registers. Some higher performance designs include the capacity to conditionally branch to a location contained in a register. Supporting this functionality significantly increases the number of branch instructions. The benefit to being able to branch to a register is that the register value doesn’t have to be calculated like a branch displacement does. Therefore, the target address of the branch can be known sooner.

Bit-field instructions. Bit-field instructions are nice-to-have but one can get by without them. Compilers can easily synthesize extract and insert of bit-fields using shift and ‘and’ or ‘or’ masking operations, at some performance cost. Many high-level languages do not support bit-fields. The ‘C’ language does support bitfields. The arpl compiler directly supports bitfield operations on primitive data types.

Bitmap instructions. Bitmap instructions used to manipulate bitmaps are nice-to-have but once again they are instructions that can be synthesized by a compiler at some performance cost.

SIMD instructions. SIMD instructions are straightforward to implement, however they take up a lot of room because of the parallel hardware. They also may require additional registers to implement. SIMD instructions are often done with wide registers (for example 128 bits or more). SIMD instructions can considerably enhance performance for some applications because they operate on multiple data items at the same time using a single instruction. The Qupls ISA supports SIMD instructions. Most instructions have a precision field that indicates how to treat values in registers.

String instructions. String type operations include block moving, block set, and block compare operations. The 80x88 has some string operations. Once again these operations can be performed using existing instructions at some performance cost. String operations can considerably enhance performance for some applications.

## Exception Handling

Software exceptions are just a special form of branching. When an exception occurs during an instruction, there is an automatic call to an exception handler which is located at an implied address. Almost the same thing can be done without software exceptions by using existing instructions to test for exceptional conditions, then branching if an exceptional condition is found. The reason to do things automatically is to improve performance and reduce code size. When exception handling is present, there’s no need to explicitly test for exceptional conditions in program code, the processor does it internally. There are fewer instructions fetched and executed and hence code runs faster.

## Hardware Interrupts

Hardware interrupts are in some ways like software exceptions and many processors use the same hardware resources to implement both. The difference between a software exception and a hardware interrupt is that a software exception occurs as the result of executing an instruction and a hardware interrupt may occur at any time being triggered by an external event. Software exceptions are usually *synchronous*, occurring when a specific instruction is executed. Hardware interrupts are *asynchronous* events. Hardware interrupts are such a powerful mechanism and so useful that virtually all processors have support of some kind for them. A hardware interrupt allows the processor to respond to external events. The external event directly triggers a jump to hardware interrupt handling routine, rather than having the processor poll for the external event. The hardware interrupt ‘interrupts’ whatever the processor happens to be doing. Table888 supports hardware interrupts and uses the break (BRK) instruction in the implementation of hardware interrupts. Qupls also supports hardware interrupts and software interrupts with the CHK instruction. Having made a big boo about hardware interrupts it should be noted that it’s possible to get by without them. The original Apple machine didn’t make use of interrupts. Even something as sophisticated as the Apple Macintosh used a system of co-operative multi-tasking rather than interrupt driven tasking. It’s entirely possible to setup a decent polling system, many embedded systems work this way.

### Interrupt Vectoring

A design question to answer is “how does the processor know where to go when an interrupt occurs “ ? About the simplest mechanism to use is to have the processor vector to code at fixed addresses when an interrupt occurs. This mechanism is used by many RISC processors. This is like “when hardware interrupt #1 occurs, go to address $100, when hardware interrupt #2 occurs go to address $200, and so on. The original Table888 used a variation of this method, where the upper address bits were determined by another register in the processor. The z80 uses a similar mechanism.

A slightly more sophisticated method of determining the vector address is to use an interrupt vector table. The vector table contains a list of addresses of where to vector to for a given interrupt. This mechanism is used on a lot of processors including but not limited to the x86 series, the 68x00 series, SPARC and even many 8-bit machines like the 6502, 6800, and 6809.

### Interrupt Vector Table

The interrupt vector table is a table full of addresses of the interrupt routines. The vector table may be located at a fixed memory address meaning, usually that’s where the system ROM would be placed. Many eight-bit machines have a fixed address for this table. In a slightly more advanced, and more expensive system, the location of the interrupt vector table is relocatable in memory via an interrupt base address register. This is one piece in providing the capability of writing hyper-visor’s for the machine. Table888 calls this register the VBR (vector base register).

In Table888 the interrupt vector number supplied by the BRK instruction indexes into the interrupt vector table to determine which vector to load. The BRK instruction acts like a memory indirect jump then. There are 512 interrupt vectors allowed for by Table888.

Qupls uses a separate vector table for each operating mode of the processor. The location of vector tables is stored in one of the TVEC CSRs. The exception vector table and [exceptions](#_Exceptions) in general for Qupls are outline in the Qupls specific section of the document.

## Getting and Putting Data

To have data to work on some means must be present to transfer it to or from memory or an I/O device. Are there going to be explicit I/O instructions or is I/O memory mapped ? There is some appeal to having explicit I/O instructions. I/O typically does not require the same range of addressing that general memory does. I/O devices may be limited to a 64k page of memory as on for example the 80x88. In the test system the author built, all the I/O is within a single megabyte address range even though there are gigabytes available. This would allow the use of shorter instructions to access the I/O. Another appealing aspect of explicit I/O instructions is that it makes it easy to indicate when data caching should not be used. One way to think of I/O instructions is as if they were un-cached memory load / store instructions. Some designs have explicit un-cached memory load / store operations, this is almost another way of saying I/O.

Transferring data to / from memory is what the load and store instructions are for.

Data doesn’t all come in the same size. Data size for different structures varies widely. Examples of large data structures are video frame buffers or a movie clip. A smaller structure may be a name such as a person’s name or place. About the best we can do here is load or store a portion of a data structure at a time. The processor handles the most primitive data types directly, these include bytes (8 bit), characters (16 bit), half-words (32 bit) and words (64 bit). Note that as a convention the author calls a 16-bit quantity a wyde. To him, a word is the word size of the machine, a half-word is half that size, and a byte is always eight bits. These quantities are called a byte (8 bits) a wyde (16 bits), a tetra(32 bits) and an octet (64 bits) by Knuth. The RISC paradigm is that the only instructions accessing memory are load or store instructions. This design doesn’t quite follow the paradigm. It also supports explicit stack push and stack pop operations in addition to load and store instructions. Pushing values onto the stack is a common way argument passing is implemented in high-level languages. RISC machines synthesize this quite nicely using load and store instructions. The author finds push / pop instructions easier to read and understand while reading code. Is that store for a subroutine push ? or a general memory op ? Explicit push and pop instructions may also have better code density if they can support pushing and popping multiple registers with a single instruction.

### Aligned and Unaligned Memory Access

Memory access alignment is an issue that crops up on a machine supporting multiple data sizes larger than a byte. On a machine that’s byte addressable with varying data sizes, one must decide how to support unaligned memory accesses. If the data-bus size of the machine is eight bytes wide, a word access could potentially start at any one of those bytes. If the access starts at any byte other than zero then it would wrap around into the next memory word. This is called an unaligned access. Directly supporting unaligned memory accesses requires multiple bus accesses for unaligned data. This isn’t too bad to do in a state machine driven design, but it’s difficult to do in an overlapped pipelined design. Many machines simply stipulate that unaligned memory access is not allowed. Other machines implement unaligned accesses using traps where software can implement the unaligned access (this makes unaligned memory access quite slow). Table888 does not currently support unaligned memory accesses. Because the bus size is only 32 bits in the current implementation there is a potential to easily allow words to be half-word aligned in memory. Qupls ISA supports unaligned memory access.

### Load / Store Multiple

With a machine with a lot of registers there is often a means to load or store more than a single register at a time. For instance, the PowerPC has a LMW instruction standing for ‘load multiple words’. Table888 supports loading and storing multiple registers at the same time with the LMR (load multiple registers) and SMR (store multiple registers) instructions. The range of registers between Ra and Rb is loaded or stored to an address identified by Rc. Part of the value of the LMR and SMR instruction is that they can save considerable cache space over having many independent load / store instructions. For example, one might use 16 SMR instructions rather than 256 SW instructions to save the register state during a task switch. Qupls supports loading and storing multiple registers with the PUSH, POP, PUSHA, POPA, LDCTX and STCTX instructions.

## The Stack

This architecture has an explicitly defined stack. Oftentimes with RISC machines there is no explicit stack pointer. Instead, one chooses a general register to use and uses regular load and store instructions. It’s a little bit less intuitive a way of doing things.

In this architecture register R31 is used as the stack pointer. The stack may be used to pass arguments to functions. There are instructions supporting stack operations which include [PUSH](#_PUSH_–_Push) and [POP](#_POP_–_Pop).

Note that while some machines allow pushing or popping the entire register set with a single instruction, that is deemed to be not a good idea for a machine with 256 registers like Table888. It would create too much latency when other processing like interrupts is going on. The only other option is to be able to push or pop a subset of registers, which is allowed. In Table888 the push / pop instructions push or pop any four of 256 registers. Qupls allows up to five registers to be pushed or popped. Note that the same register may be pushed or popped multiple times with the instruction.

A push tends to be used more often than pops. Instead of popping arguments off the stack after a subroutine call, usually the stack pointer is simply incremented because we don’t care about getting the argument values back. Adding onto the stack pointer turns the pop operation into a single instruction, and often a single cycle operation, rather than a series of memory operations.

One consideration for the POP instruction is whether to support popping multiple items with one instruction. It adds a level of complexity to the processor to pop more than one item per instruction because most other instructions only update one register. Register write ports are expensive so often there’s only a single write port to the register array. That means doing multiple updates to the register array requires multiple clock cycles. In an overlapped pipelined design, it’s desirable to stick to a single register update per instruction. Providing for multiple register updates makes the design really complex. If the author were going to turn Table888 into an overlapped pipelined design one thing he would seriously consider is limiting the pop instruction to a single register.

Qupls handles popping multiple values off the stack by implementing pop as a macro instruction. The pop instruction invokes micro-code which uses a separate load instruction for each value popped from the stack.

## Data Caching

Qupls has a 64kB data cache. While a data cache can improve performance it adds complexity and can be tricky to debug. Store operations which typically write to memory are effectively un-cached anyway. Also, I/O operations should not be cached. For some critical applications data isn’t even allowed to be cached.

There are several policies associated with caches. A given cache may implement multiple policies as options. I mention the most prominent ones here.

A write-back cache policy delays the writing of data back to main memory until the dirty cache line is dumped. This may be when the data cache controller decides it’s a good time to update memory, and also when a new incoming cache data would replace the dirty line. The cache is updated immediately on a data store operation, but main memory is not.

A write-through cache policy updates the data in both the cache (if it is in the cache) and main memory immediately.

A write-allocate cache policy is a cache that loads the cache line from memory when a write cycle takes place.

## Address Modes

A point of sale from a marketing perspective in the past has been the number and type of address modes available in the processor. “Use any address mode with any instruction.” was a statement about the simplicity of the processor when coding in assembly language. Symmetry of address modes for instructions was a selling point. These days load / store architectures are popular and in these architectures address modes really apply to only the load and store instructions. The author follows this paradigm. While it is possible to have quite a general set of address modes including things like memory indirect addressing and automatic incrementing or decrementing of registers (see the 680x0 architecture for example), complex address mode can be synthesized from simpler ones and the synthesized address modes execute just as fast as built in ones. Complex addressing modes were just an attempt a programmer convenience while programming in assembly language. Unless the language compiler is really sophisticated it’s unlikely to even be able to use some of the more complex address modes. Many RISC designs include only a single addressing mode – register indirect with displacement or sometimes only register indirect. They then rely on a compiler to synthesize other address modes are required. Table888 implements two address modes for load and store instructions. The modes are register indirect with displacement, and indexed addressing with a scaled index register. The author happens to like the scaled indexed address mode. It’s sometimes convenient to use the scaling. Qupls, like Table888 has both register indirect with displacement and scaled indexed addressing.

### Scaled Index Addressing

Indexed addressing with a scaled index register works by adding two registers together with an offset to form the address of the data. The second index register may be optionally multiplied by 2, 4, or 8, this is called scaling. The idea behind scaling is that data may be accessed by an ordinal number, incrementing a register by one unit at a time to access the next data item. The scale factor accounts for the size of the data which may be one, two, four, or eight bytes in size. Without scaling it is necessary to use another register and perform a multiplication or shift operation prior to the load / store. A compiler will output the necessary multiply and add instructions to do indexing. It’s a bit of a trick to get the compiler to use scaled indexing which only applies when the object size is 2,4, or 8 bytes in size. Note that scaled indexed addressing mode uses an offset and not a displacement. The difference between an offset and a displacement is that an offset is always positive, and a displacement may be either positive or negative. The offset is limited to eleven bits. If a larger offset or displacement is required it will have to be managed using registers.

The following diagram shows how scaled indexed addresses are formed. The diagram is pertinent to the Thor processing core and so shows a predicate field in the instruction, but illustrates the address formation.
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### Register Indirect with Displacement Addressing

The other addressing mode that is highly useful is register indirect with displacement. In this address mode a register is added to a displacement to form the data address. Several other address modes may be emulated using this one. Setting the register to zero results in a displacement only mode, and setting the displacement to zero results in a register indirect mode. The displacement field is 21 bits in size.

## Support for Semaphores

While semaphores can be implemented using software only, it is an extremely expensive operation and slow to perform only with software. Ideally there is some support for semaphore operations supported by the processor itself. Instructions that support semaphores include instructions that atomically read-modify-write memory. A compare and swap instruction has been implemented on many processors to support semaphore operations. Other instructions include test-and-set bit, or increment, decrement or rotate memory.

An alternative to atomic memory instructions are instructions that perform a load and then a conditional store. These are called a locked or linked load and store. The load operation sets a flag in the processor that a semaphore access is desired. A following store operation checks this flag and aborts the store if the flag isn’t set. The flag may be reset when another processor accesses the memory region identified by the load.

Table888 did not support a compare-and-swap or other atomic memory operations. Instead, semaphores will have to be implemented with software or external hardware. The test system has a set of 1024 hardware semaphore registers available to use which can be accessed like a memory device.

Qupls supports compare-and-swap and other atomic memory operations.

## Memory Management

### Segmentation and Paging

Segmentation and paging are the two main choices for memory management beyond some simpler mechanisms like bank switching. The goal for Table888 was to implement both. Several commercial processors implement both segmentation and paging. Although segmentation has fallen out of favor somewhat it is still used. Typically, the segmentation part of the cpu has a handful of segment registers loaded with a flat memory model, then is for the most part ignored. One place where segmentation is still used in a modern OS is in establishing the global storage area, and the thread local storage area.

### Segmentation Overview

As part of the memory management portion of a cpu segment registers are often provided. There are usually multiple segment registers to support multiple segments which are typically part of a program. Common program segment are the code segment, the data segment, the uninitialized data segment and the stack segment. There are often other segments as well. 80x88 is famous for its segment registers, but other processors like IBM’s PowerPC or the PA-RISC machine also use them as well. Segment registers are an easy to understand, and a low-cost memory management approach. The memory address from an instruction is combined (added) to a value from a segment register to form a final address. The segment register is often shifted left as it is added to allow a greater physical memory range than the range directly supported by the architecture. Segment registers allow programs to be written as if they had specific memory addresses available to them, such as starting at location zero, while the actual physical address of the program is much different. Once a design seems to be working well, the author tends to add segment registers to the design as a first step at providing memory management features. Table888mmu uses sixteen segment registers. Table888mmu’s segmentation system is modelled after the INTEL 80286 segmentation model. The basic concepts are the same, but the layout and size of fields has been altered. Qupls does not use segmentation.

#### Address Formation

The virtual address is added to a segment base register to form a final address.

|  |  |  |
| --- | --- | --- |
|  | Virtual Address64 | |
|  | + | |
| segment base register64 | | 00012 |
|  | = | |
| Segmented address76 | | |

The Table888mmu sample shifts the segment base register left by 12 bits before adding it to the virtual address. The resulting segmented address could be 76 bit is size, however fewer bits are implemented in the sample.

The number of bits shifted to the left is referred to as the paragraph size.

#### Number of Registers

The number of segment registers that are useful seems not to be quantified as closely as the number of general-purpose registers. However, four registers were deemed not enough for the 80x86 architecture and two more segment registers were added. Also, a couple of additional registers in the 80x86 design were added to support the segmentation architecture and they act a lot like segment registers. These include the task register and the local descriptor table register. So, we have about eight segment registers in the 80x86 architecture. PA-RISC uses eight “space” registers that act a bit like segment base registers. PowerPC uses an array of sixteen registers. Table888 uses sixteen segment registers. Segments registers are typically initialized to a flat memory model then forgotten about.

The segment registers in Table888mmu contain a selector which is 24 bits in size. This size was chosen as they are used as an index into a segment descriptor table. The segment descriptor table in this case contains a maximum of 512k entries.

### Paging Overview

Paging uses a set of tables to perform mapping of virtual addresses to physical ones. Unlike segmentation, paging cannot resolve maps right down to individual bytes. Instead, memory is broken up into pages and managed on that basis. A typical page size is 4kB. The virtual address is divided up and each part of the virtual address is used to index into a table.
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One of the nice features of paging is that it is almost invisible from a software perspective. There aren’t any registers like segment registers, to worry about when paging is active. Paging simply works behind the scenes.

The Qupls paging system can map the entire 64-bit address space. A multi-level system of page directories and subdirectories is used. In most cases the address space mapped will be less than a full 64-bit address space. The paging system accommodates this by using a smaller directory hierarchy. For instance, if an application is less than 512B in size, a single level page system is used. If the application can fit within 4TB only two levels are required. The depth of the directory system is controllable on an application basis. The page memory management unit takes care of walking the page tables in hardware to find a translation. Translations are stored in a translation look-aside buffer (TLB) which is a translation cache, so that the page tables don’t have to be walked for every translation.

#### Registers

The primary register that controls paging is the page table address register (PTA), page table base register, PTBR or as it is alternately called control register number three. (CR3). This register contains the base address of the root page table in memory. Once the PTBR is set, the processor knows where to begin looking up virtual to physical address translations. The PTBR is a register that needs to be saved and restored when the context changes.

#### Page Tables

Page tables are the central piece of a paging system. There are two types of page tables, page directory tables and page leaf tables. For Qupls page directory tables are 64kB in size and contain 8192, 8-byte entries. Page Leaf tables are also 64kB in size and contain 8192, 8-byte entries. Details of the Qupls [paged memory management](#_Qupls_Hierarchical_Page) system are available later in the book. The paged mmu knows where in the hierarchy the page table is, so it can determine if the table is a directory table or a leaf table. Page tables at the bottom of the hierarchy are always leaf tables.

#### NOP Ramps

A brief word about NOP ramps used with the Tabl888 architecture. It shows that sometimes software can aid resolving hardware issues.

In a paged memory management unit, address translations take place continuously, not just at segment load time as would be for a segmentation unit. One nice feature about segmentation is that one can be sure that if the segment is loaded it is a continuously available memory range.

With paging on the other hand, page faults may occur at 4kB boundaries. When the page isn’t present in memory, it must be loaded then the instruction can be executed. In Table888 most instructions are a single instruction word in length, so they won’t cross a page boundary. However, there are several prefix instructions, when combined with a prefix an instruction might cross a page boundary. This is bad news. The problem is that the prefixing would get lost in the shuffle to move the missing page into memory. There are two solutions, one is to go back a page in memory and re-execute the prefix after the missing page is loaded. This is complicated by the fact that both pages are required to be present in memory, otherwise the processor would thrash back and forth trying to execute the instruction. In Table888 it is safe to re-execute the prefix instructions as they don’t modify the processor’s state until the following instruction is executed. That means going back a page and re-executing the prefixed instruction is simple to do. The second solution is to force the instruction stream to output the prefixes so that they don’t cross page boundaries. This can be handled by the assembler. The assembler handles the occasional case where a prefix instruction would cause an instruction to span a page boundary by outputting a series of NOPs to force the instruction onto the next memory page. The following example shows that the prefix instruction to a store byte operation is forced onto the next page of memory.

|  |
| --- |
| 00008FF0 41 F8 2A 90 00 bne fl0,kbdi2  00008FF5 16 01 24 00 00 ldi r1,#36  00008FFA EA EA EA EA EA ; imm  00009000 EA EA EA EA EA  00009005 FD 70 FF 03 10  0000900A A0 00 01 00 18 sb r1,LEDS |

Note that the NOP ramp’s won’t work if address space defined by a segment is paged out of memory and the segment isn’t aligned on a 4kB boundary. This shouldn’t be the case in   
Table888 as the segment paragraph size is the same as the paged mmu page size.

## Protection Mechanisms

Table888’s protection mechanism is like that of the 80x86 series. If you are comfortable with the 80x86 protection mechanism then Table888’s mechanism will seem familiar. The format of descriptors is different, but the fields are similar. Table888 has sixteen protection ring levels.

Qupls reduces the number of rings to four, called operating modes.

Often there are hardware supported protection mechanisms for a given architecture. Many architectures are bi-modal, with kernel / system / supervisor modes and user/application modes. Even processors supporting more modes are often used in a bi-modal fashion by the OS. The x86 series processor has four levels of privilege. Usually, all the features of the processor are available in kernel mode, while a subset of features are available in application mode. Limiting application code to a subset of the processor features is one way of protecting the system. Qupls supports 256 privilege levels in addition to having four operating modes.

The segment limit in a segmented system protects against memory access outside of the segment. If an access is attempted beyond the limit a bounds violation exception occurs. If the segment descriptors are only accessible from kernel mode, then application code can’t modify them to gain access to data outside of the segment.

### Protection Rules

Code cannot access data at more protected level. This is checked by comparing the processor’s current privilege level to the privilege level of the segment that is pending access. The check is performed when a segment register is loaded using the mtspr instruction. In paged MMU system the check is performed when the page is accessed.

Code at a high protection level cannot call code at a lower level. In Table888’s case this is checked when a jump to subroutine or jump instruction is executed with a jump selector prefix. For Qupls, a CHK instruction is used to switch protection levels.

The code segment may only be loaded with code type descriptors. If an attempt is made to load a data descriptor into a code segment a segment type violation exception occurs.

The data segments may only be loaded with data type descriptors. If an attempt is made to load a code segment into a data segment a segment type violation exception occurs.

The protection rules refer to a privilege level. The current privilege level of the processor is maintained in the status register, this is called the CPL.

## Triple Mode Redundancy (TMR)

Triple mode redundancy is a feature to improve the reliability of the system. Operations are performed in triplicate and majority logic used to determine the correct results.

The Table888 MMU features a triple redundancy mode that was spawned when it was believed that problems due to bad memory were cropping up. In triple redundant mode memory loads and stores are performed in triples. Ideally each load/store operation of the triple goes to a different memory bank. For example, a store operation stores the data to an address in memory bank#1, then repeats the store to memory bank#2 and #3. Part of the output address is supplied by a two-bit counter which selects the DRAM bank. This reduces the effective amount of memory that the processor sees by a factor of four. The triple redundant memory loads and stores also use three times as many memory cycles, and so slow the program down considerably.

During a load operation, the operation is repeated three times, each time loading into a separate load buffer. When all three loads are complete the values are compared using majority logic. Whichever values are the most common (2 or all 3 bits the same) are deemed the correct values.

There is currently no provision to correct values in memory if a bit error occurs.

Table888’s CR0 bits 6, 7 and 8 enable triple mode redundancy for reads, writes, and instruction fetches (execute) respectively.

Not that triple mode redundancy should be turned off while performing I/O operations. Some I/O devices reset internal values automatically on the first read of a register. These devices would not return valid data if triple mode redundancy were on. Additionally, performing three writes to an I/O device likely wouldn’t have the desired effect. For instance, one wants to transmit a single character using a UART device, not a character repeated three times which is what happens with triple redundant stores.

Triple mode redundancy on the register file is also available as a build option.

## Performance Measurement / Counters

In some processors there are performance measurement registers present. These are particularly present in machines designed for research purposes. A common register is the tick count register which simply increments every clock cycle. The tick count register may be settable, or it may simply count beginning at zero after a reset.

There may be other performance registers available such as a breakdown of counts for various types of instructions. For example, the number of instruction fetches, the number of load or store operations.

It’s also common in embedded systems to have built in counters. The counters are used with comparators to provide periodic interrupt capabilities. A periodic interrupt source is a commonly present hardware component, often integrated with the processor. Many simple software task switchers use a periodic interrupt in their operation.

Table888 uses an external interrupt to provide periodic interrupts. The Qupls MPU has an interval timer component to it, which connects to the interrupt controller.

### TICK count

The Qupls tick count register begins counting from zero after a reset and is not alterable. This register may be used to measure things like the number of clock cycles per instruction. It may also be used as a micro-delay timer. It is not recommended to use the tick count for precise timing measurement. The frequency of the tick count varies with processor frequency. A wall-clock time register is better suited to many forms of measurement.

## Power Management

Related to performance is power management. Decreasing the amount of power consumed often mean decreasing the performance. One means to decrease power consumption is to limit the clock frequency. Power consumed is proportional to frequency, so lowering the operating frequency lowers the power consumption. Another means to reduce power consumption is to gate off functional units that are not in use. Table888 or Qupls doesn’t provide this capability.

Some cpu’s provide instructions that allow the clock to be stopped until an external event occurs. This often called a stop (STP) or halt (HLT) instruction.

## Floating Point

The author must confess his knowledge of floating point is somewhat limited, but constantly growing. The author’s experience is limited mainly to using double precision numbers with banking applications. One can get by without hardware floating point. Most early micro-processors did not include floating point support. Floating point support is often implemented in software. External floating-point units were later offered as an optional co-processor. Finally floating-point operations were incorporated directly into the cpu chip. Floating-point support has become more common as transistor budgets have increased. Floating point almost exclusively follows the IEEE standard. Very few floating-point units are non-standard these days.

### Precision

One of the issues with floating point is the available precision. There are a number of standard precisions possible. Sometimes software is used in lieu of greater precision than that available with hardware. Higher precision numbers may be built up out of lower precision representations by using multiple values but it gets to be complex. Try having a look at the double-double precision library. There is movement lately towards support for quadruple precision numbers in hardware. It seems that people like their precision, especially in financial, scientific and engineering applications. Achieving higher precision is often slower and lower performance than lower precision. For some applications where performance is critical, and precision is not required low precision floating point may be in use. The precision required is application dependent. Table888 only supports double precision operations. The Qupls ISA has support for four precisions, half, single, double, and quad precision. Precision can also be applied to integer operations.

### Operations

Not too long ago, floating-point coprocessors typically supported a wide range of operations including trigonometric and exponential / logarithmic functions all in hardware. A more recent trend is to provide only basic operations in hardware.

Qupls includes floating point operations as part of the instruction set. Only basic operations such as FADD, FSUB, FMUL, FDIV and multiply-add are supported. Fortunately, the floating-point operations don’t take many cycles to complete (they are faster than an integer divide for instance).

The floating-point operations unit itself is a module separate from the processor, but incorporated within it. The unit is capable of much higher performance than achieved in the processor implementation. Most operations can be pipelined and a new operation can start every clock cycle (excepting divide). However, this feature is not used when implemented in Qupls.

### Floating Point Number Format

The floating-point number format used by Qupls is the IEEE standard double precision format:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 1 | 10 | 52 + 1 hidden bit |
| Sm | Se | EEEEEEEEEE | .MMMMMMM…..MMMMMMMM |

Sm = sign of mantissa

Se = sign of exponent

The exponent and mantissa are both represented as two’s complement numbers, however the sign bit of the exponent is inverted.

|  |  |
| --- | --- |
| SeEEEEEEEEEE |  |
| 11111111111 | Maximum exponent |
| …. |  |
| 01111111111 | exponent of zero |
| …. |  |
| 00000000000 | Minimum exponent |

The exponent ranges from -1024 to +1023

Half, single, and quad precision are also supported.

Qupls also supports quad precision *decimal* floating-point.

### Floating Point Registers

Many architectures keep separate register files for floating-point and general-purpose registers. This helps improve floating-point performance which often relies on a lot of registers. It also compartmentalizes the floating-point making it possible to configure without floating-point support.

For Qupls floating-point values may be stored in the general-purpose register array.

## Pipeline Design

Qupls is a four-way superscalar out-of-order design. The pipeline is very complex and deep with about nine stages to it.

Table888 is a non-overlapped pipelined design. A pipelined design implements the processor with a number of pipeline stages that data and instructions pass through. Most processors are pipelined in one fashion or another. In an overlapped pipeline design, there can be multiple instructions and multiple data items in the pipeline at the same time. Each instruction and data item can be present in each stage of the pipeline. Data and instruction dependencies between pipeline stages are resolved by hardware. An overlapped pipeline design is like a bucket-brigade where every person in the line has a bucket of water. A non-overlapped design is like a bucket brigade where there is only a single bucket of water available to be handled. The Tabl888 design does not use an overlapped pipeline, an overlapped pipeline is (a) more complex to implement, trickier to debug, harder to understand and (b) results in a slightly lower clock frequency for the design. However, the overall performance of an overlapped pipelined design is much greater than that of a non-overlapped design (for example by about a factor of two or more). The Raptor64 is an example of an overlapped-pipelined design. It has a CPI of around 1.5. The RTF65003 is a non-overlapped design, it has a CPI of about 3.0. The clock frequencies of the designs are comparable, although the RTF65003 has a slightly higher clock frequency achievable.

A superscalar pipeline design has parallel pipeline lanes associated with it. It is like multiple lines of bucket-brigade where everyone has a bucket.

## Processor Stages / States

This section gives a general overview of what is done during each pipeline stage. The description of these stages is not particular to this design. These stages are commonly found in many designs. The author seems to intermix the term ‘stage’ with ‘state’. The two are similar. However, a stage may contain multiple states. For instance, an often-identified stage is the memory stage. This stage often contains multiple states for interfacing to memory. A stage is a higher level of looking at the design.

### RESET

Long running reset operations, like invalidating the cache, are done by this state. There are usually registers that need to be reset before the processor can begin operations. For instance, in Qupls the TLB registers must be preset to allow access to the ROM boot memory.

### IFETCH

Instruction fetch – This is often called a stage because sometimes multiple states are present. At this stage instructions are fetched from memory or a cache and made ready to be decoded. Register file access may also begin at this stage depending on the instruction. This stage transitions to the DECODE stage (or the ICACHE stage if there is a cache miss). This stage may have a branch-target-buffer predictor associated with it.

### IALIGN

Instruction align – in a CPU instructions are often not where they need to be for subsequent processing. This stage typically shifts the instruction into a better position. Hardware decoders may be present only at specific positions relative to the beginning of an instruction.

### Extract / PARSE

This stage extracts the instruction(s) from the output of the align stage.

### DECODE

Decode / Register access – at this stage the instruction is decoded, in parallel registers may be accessed from the register file. Constant values are also setup at this stage.

Decoding instructions is done with a big case statement. All instructions are processed by the instruction decoder. Some of the simpler instructions may also be executed at this stage depending on the pipeline. Instructions that don’t require register values right away may begin execution. This stage transitions into the EXECUTE stage or back to the IFETCH stage for some instructions. This stage also transitions in the memory load and store stages.

### Register File Access

During the decode stage, register file access may begin as well.

In theTable888 ISA the target register field “floats around” while the Ra, Rb, and Rc register read ports are always located at the same positions in the instruction set. For Qupls all the register ports are always located in the same position of the instruction. This allows the incoming instruction to feed the register port number directly to the register file to begin reading registers right away. The target register field can “float” because it isn’t needed until the register file is updated during the next IFETCH cycle. This means that the target register can be set in the decode stage. Shown in the code below, the register specs are taken directly from the IR (instruction register) while the Rt field is another register waiting to be loaded in the DECODE stage.

|  |
| --- |
| wire [7:0] Ra = ir[15:8];  wire [7:0] Rb = ir[23:16];  wire [7:0] Rc = ir[31:24];  reg [7:0] Rt; |

### Rename

Registers are renamed at this stage to remove false dependencies. The rename stage is present only in higher performance designs.

### Enqueue

This stage places a decoded and renamed instruction into a queue for further processing.

### Schedule

Instructions are scheduled for execution. This stage may not be present depending on the pipelining. For a simpler pipeline the instructions simply execute in sequence, there is no reason to schedule them. For a more complex machine where instructions are in a queue the scheduler will attempt to pick the best instruction to execute that has ready arguments. The scheduler in a superscalar design can pick multiple instructions to execute at the same time.

### EXECUTE

At this stage instructions are “executed”. Results are calculated based on the decoding of the previous stage.

This is the last stage for many instructions. Branches and other control flow instructions are executed during this stage. Memory loads and stores are also begun. It is possible to execute any instructions now because the register values from the register fetch or decode stage are stable.

By the time the EXECUTE stage is reached, all instructions will have been setup for execution, or already executed in the DECODE stage. Once again, like the DECODE stage, the EXECUTE stage uses a big case statement. At the end of the case list there is a default case. This is the place that unimplemented instructions would be handled. The normal procedure would be to invoke an unimplemented instruction exception. However, for simplicity this processor just treats the unimplemented instruction like a NOP operation.

Table888 approaches ALU operations by using an inline ALU to keep things simple. The ALU is incorporated directly into the EXECUTE state. Usually, the ALU is a separate distinct unit. Having a distinct ALU unit would probably allow for better optimization.

Qupls has two ALUs.

### Memory Stage

During this stage data is loaded from or stored to memory. This stage often contains multiple load and store states.

### Writeback

At this stage results are written to the register file.

### Commit

At this stage the result of instruction execution is committed to the machine’s architectural state.

## Instruction Cache

It’s almost pointless to try to execute instructions at a high clock frequency without an instruction cache present. An instruction cache adds much to the performance of a machine. As much as 75% of memory accesses can be for instruction fetches. Loading of the instruction cache can make use of burst memory transactions, which further increases performance. Without an instruction cache, performance is limited by the speed of external memory. External memory tends to be quite slow compared to processor speeds. Without a cache there can be no overlapping of instruction fetches when another device is accessing memory, and the cpu must wait while the device does its memory access. If one anticipates operating without an instruction cache, and with long memory cycle times, one can develop a processor that uses lots of clock cycles to execute instructions. Perhaps a bit-serial resource scrounging processor could be developed.

If one wants instructions to fetch from an instruction cache that must be accounted for during the instruction fetch stage. It is sometimes desirable to bypass an instruction cache during instruction fetches. That means there must be a multiplexer somewhere to switch between cached and un-cached instructions.

## Nice-to-Have Hardware Features

Clock stopping. Ideally the processor should be able to stop the clock under certain conditions. this is often done with a stop (STP) instruction. The Stop instruction often puts the processor in a lower power mode to conserve energy.

As it is now, the processor only implements 32 address bits for external addressing. 32 bits is enough to support 4GB of memory. The board has only a 128MB of memory, so it would be wasteful to implement a 64-bit addressing scheme.

Checking for unaligned memory access. Currently the processor does not validate that the address for data is properly aligned. It’ll go ahead and try to load data from unaligned addresses if they are specified that way; but it won’t work properly.

Check for unimplemented instructions. Unimplemented instructions should exception to a handler routine. This isn’t present in the processor, and it just treats an unimplemented instruction like a NOP.

Additional arithmetic operations such as square root, minimum and maximum functions.

Compare-and-swap and other instructions supporting semaphore operations.

Protection mechanism.
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# Programming Model

## Register File

### General Purpose Registers

The register file contains 32 64-bit general purpose registers.

The register file is *unified* and may hold either integer or floating-point values. The stack pointer is register 31. Register r31 is special in that it is banked depending on the operating mode of the CPU.

Register r0 is special in that it always reads as a zero.

The general-purpose registers are also aliases of vector registers zero to three.

#### Register ABI

|  |  |  |
| --- | --- | --- |
| Regno | ABI | ABI Usage |
| 0 | 0 | Always zero |
| 1 | A0 | First argument / return value register |
| 2 | A1 | Second argument / return value register |
| 3 | A2 | Third argument register |
| 4 to 8 | A3 to A7 | Argument registers |
| 9 to 18 | T0 to T9 | Temporary register, caller save |
| 19 to 27 | S0 to S8 | Saved register, register variables |
| 28 | LC | Loop counter |
| 29 | GP | Global Pointer – data |
| 30 | FP | Frame Pointer |
| 31 | SP | App Stack pointer |
| 31 | SSP | Supervisor Stack pointer |
| 31 | HSP | Hypervisor Stack pointer |
| 31 | MSP | Machine Stack pointer |

### Predicate Registers

Predicate registers are part of the general-purpose register file and may be manipulated using the same instructions as for other registers. Any register of the general-purpose register array may be dedicated to predicate storage. Each byte of a predicate value corresponds to a vector element. Each bit of the byte is a predicate for a vector lane. If there are four lanes in the vector element then four bits of the predicate byte are used for masking and the other four bits are ignored.

The PRED instruction modifier may be used to apply a predicate to a group of instructions.

Predicate registers are used to mask off vector operations so that a vector instruction doesn’t perform the operation on all elements of the vector. They are also used as Boolean predicate values for scalar operations.

### Code Address Registers

Many architectures have registers dedicated to addressing code. Almost every modern architecture has a program counter or instruction pointer register to identify the location of instructions. Many architectures also have at least one link register or return address register holding the address of the next instruction after a subroutine call. There are also dedicated branch address registers in some architectures. These are all code addressing registers.

*The original Thor lumped these registers together in a code address register array.*

It is possible to do an indirect method call using any register.

#### Link Registers

There are four registers in the Qupls ABI reserved for subroutine linkage. These registers are used to store the address after the calling instruction. They may be used to implement fast returns for four levels of subroutines or to used to call milli-code routines. The jump to subroutine, [JSR](#_JSR_–_Jump), and branch to subroutine, [BSR](#_BSR_–_Branch), instructions update a link register. The return from subroutine,. [RTS](#_RTS_–_Return), instruction is used to return to the next instruction. Note that the link register number is encoded into only three bits of the instruction.

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | ABI | Encode | ABI Usage |
| 0 | Zero | 0 | No linkage |
| 41 | LR1 | 1 | Link register #1 |
| 42 | LR2 | 2 | Link register #2 |
| 43 | LR3 | 3 | Link register #3 |
| 44 | LR4 | 4 | Line register #4 |

### Loop Counter

The loop count register is used in counted loops for some instructions like [BSET](#_BSET_–_Block), [BMOV](#_BMOV_–Block_Move), [BFND](#_BFND_–_Block), and [BCMP](#_BCMP_–_Block). Any general-purpose register may be assigned as a loop counter.

#### Instruction Pointer

This register points to the currently executing instruction. The instruction pointer increments as instructions are fetched, unless overridden by another flow control instruction. The instruction pointer may be set to any byte address. There is no alignment restriction. It is possible to write position independent code, PIC, using IP relative addressing.

### SR - Status Register (CSR 0x?004)

The processor status register holds bits controlling the overall operation of the processor, state that needs to be saved and restored across interrupts. The bits have individual bit set / clear capability using the CSRRS, CSRRC instructions. Only the user interrupt enable bit is available in user mode, other bits will read as zero.

|  |  |  |
| --- | --- | --- |
| Bit |  | Usage |
| 0 | uie | User interrupt enable |
| 1 | sie | Supervisor interrupt enable |
| 2 | hie | Hypervisor interrupt enable |
| 3 | mie | Machine interrupt enable |
| 4 | die | Debug interrupt enable |
| 5 to 7 | ipl | Interrupt level |
| 8 | ssm | Single step mode |
| 9 | te | Trace enable |
| 10 to 11 | om | Operating mode |
| 12 to 13 | ps | Pointer size |
| 14 | ~ | reserved |
| 15 | dbg | Debug mode |
| 16 | mprv | memory privilege |
| 17 to 19 | ~ | reserved |
| 20 to 23 | ~ | reserved |
| 24 to 31 | cpl | Current privilege level |

CPL is the current privilege level the processor is operating at.

T indicates that trace mode is active.

OM processor operating mode.

PS: indicates the size of pointers in use. This may be one of 32, 64 or 128 bits.

AR: Address Range indicates the number of address bits in use. 0 = near or short (32-bit) addressing is in use. When short addressing is in use only the low order 32-bit are significant and stored or loaded to or from the stack.

IPL is the interrupt mask level

MPRV Memory Privilege, indicates to use previous operating mode for memory privileges

# Vector Programming Model

## Goals

“Economy” vector processing. Qupls is not being designed as a high-performance computing engine for vector processing. Rather support for some vector operations is being provided to make it possible to port software.

Vector chaining capability. Vector chaining can improve performance by enabling subsequent vector instructions to proceed before prior ones are complete.

Orthogonality in the instruction set. The same set of instructions available for scalar operations are available for vector operations as well.

Compiler support for vector operations. A compiler should be able to hide some of the uglier aspects of using vectors with Qupls.

Vector size agnostic operations. It should be possible to create size agnostic routines to increase software portability.

Easy recovery from exceptional conditions. It should be possible to restart a vector operation in the middle of it processing.

## Approach

### General Approach to Vectors

Qupls has 32 512-bit wide vector registers. Each vector register is composed of eight 64-bit elements which are subject to register renaming. The CPU processes vectors according to a rename element. Multiple rename elements may be processed simultaneously. Each element may be composed of several lanes of execution. All lanes must be the same size.

Which lanes of execution are processed may be controlled by a mask register. The mask register contains a bit for each lane of execution. There are four 128-bit mask registers. Most instructions will allow the mask register in use to be specified.

Within a 512-bit wide register, as an example, there may be 16 32-bit lanes. Bit zero of the mask register corresponds to lane #0. Bit 1 corresponds to lane #1, and so on. Depending on the lane size there may be from eight to 64 lanes in a vector register.

### Vector Chaining

Vector chaining is inherent in the CPU design as it performs operations out-of-order. It will perform operations on vector elements as argument values are available. This means that if there are two vector operations queued, operations on the second vector may begin before they are complete on the first one.

### Instruction Set Orthogonality

In Qupls any instruction may be turned into a vector instruction when the vector bit is set.

### Compiler Support

The arpl compiler supports masking vector operations by using a vector mask variable. The vector type is also supported. The compiler will emit the instructions required for processing all elements of a vector.

### Vector Size Agnostic.

It should be possible to code vector loops such that the size of the vector register does not matter. This is provided for with the availability of the vector register size from the CPUID instruction. The following arpl code example shows one possible way to code size agnostic loops.

|  |
| --- |
| integer amem[100];  integer bmem[100];  integer cmem[100];  void TestVect()  begin  integer VLB; // size of vector register in bytes  integer NI; // number of integers per vector  vector A,B,C;  vector\_mask mask;  // Compute number of integers that will fit into a vector register.  VLB = \_CPUINFO(MAXVLB);  NI = VLB/sizeof(integer);  for (J = 100; J > 0; J = J - \_min(NI,J)) begin  // vsetmask(<number of lanes>,<size of lane>);  mask = \_vsetmask(\_min(NI,J),sizeof(integer)));  mask(A = amem[p]);  mask(B = bmem[p]);  mask(C = A + B);  mask(cmem[p] = C);  p += NI;  end  end |

### Easy Exception Recoverability

Because each element is processed as an independent instruction recovery is relatively easy.

## Register File

### Vn – Vector Registers

The SIMD register file contains 32 512-bit registers. The SIMD registers are organized as 8 x 64-bit registers. A 64-bit register of the vector register is referred to as an element. Within each element may be multiple lanes of execution.

|  |  |  |
| --- | --- | --- |
| Regno | ABI | ABI Usage |
| 0 to 7 |  | These are the GPRs |
| 8 | VA0 | First argument / return value |
| 9 | VA1 | Second argument / return value |
| 10 to 13 | VA2 to VA5 |  |
| 14 to 21 | VT0 to VT7 |  |
| 22 to 31 | VS0 to VS9 |  |

### Mn – Vector Mask Registers (m0 to m3)

Mask registers are used to mask off vector operations so that a vector instruction doesn’t perform the operation on all elements of the vector. Vector instructions that don’t explicitly specify a mask register assume the use of mask register zero (m0).

|  |  |  |
| --- | --- | --- |
| Mnemonic | Regno | Usage |
| m0 | 48 | contains all ones by convention |
| m1 | 49 |  |
| m2 | 50 |  |
| m3 | 51 |  |

### Vector Related Registers / CSRs

The maximum vector length is found from the CPUID instruction since it is a CPU dependent constant.

|  |  |  |
| --- | --- | --- |
| Mnemonic | Regno | Description |
| MAXVL |  | Maximum vector length, Row 12 of CPUID instruction |
| MAXVLB |  | Maximum vector length in bytes, Row 13 of CPUID instruction |
| VGM | 52 | Global mask register |
| VRM | 53 | Restart mask register |
| VEX | 54 | Exception register |

The number of lanes is limited to 64 as that is the width of a predicate register.

## Vector Global Mask Register (VGM) – Reg #52

The global mask register contains predicate bits indicating which vector elements are active. Vector elements of the target are updated only when the corresponding global mask bit is set. The global mask register takes the place of the vector length register in other architectures. Normally the global mask contains a right aligned bitmask of all ones up to the number of elements to be processed.

## Vector Restart Mask Register (VRM) – Reg #53

The restart mask register is a read-only register that contains a bitmask indicating the vectors elements to be processed after a restart. The restart mask register is set to all ones before vector operation begins. To restart a vector operation the predicate for the vector should be set to the bitwise ‘and’ of the global mask register and the restart mask register.

## Vector Exception Register (VEX) – Reg #54

The vector exception register is a read-only register that contains the exception number for each vector element indicating if an exception occurred. The exception register is set to all zeros before a vector operation begins.

## Restrictions

All lanes of a vector must be of the same size and type.

# Special Purpose Registers

#### SC - Stack Canary (GPR 53)

This special purpose register is available in the general register file as register 53. The stack canary register is used to alleviate issues resulting from buffer overflows on the stack. The canary register contains a random value which remains consistent throughout the run-time of a program. In the right conditions, the canary register is written to the stack during the function’s prolog code. In the function’s epilog code, the value of the canary on stack is checked to ensure it is correct, if not a check exception occurs.

#### [U/S/H/M]\_IE (0x?004)

See status register.

This register contains interrupt enable bits. The register is present at all operating levels. Only enable bits at the current operating level or lower are visible and may be set or cleared. Other bits will read as zero and ignore writes. Only the lower four bits of this register are implemented. The bits have individual bit set / clear capability using the CSRRS, CSRRC instructions.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 63 4 | 3 | 2 | 1 | 0 |
| ~ | mie | hie | sie | uie |

#### [U/S/H/M]\_CAUSE (CSR- 0x?006)

This register contains a code indicating the cause of an exception or interrupt. The break handler will examine this code to determine what to do. Only the low order 8 bits are implemented. The high order bits read as zero and are not updateable.

#### U\_REPBUF - (CSR – 0x008)

~~This register contains information needed for the REP instruction that must be saved and restored during context switches and interrupts. Note that the loop counter should also be saved.~~

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| ~~127 112~~ | ~~121 48~~ | ~~47 44~~ | ~~43~~ | ~~42 40~~ | ~~39 8~~ | ~~7~~ | ~~6 0~~ |
| ~~Resv~~ | ~~pc~~ | ~~Resv2~~ | ~~V~~ | ~~ICnt~~ | ~~Limit~~ | ~~resv~~ | ~~Ins[15:9]~~ |

~~Pc: (64 bits) the address of the instruction following the REP~~

~~V: REP valid bit, 1 only if a REP instruction is active~~

~~ICnt: the current instruction count, distance from REP instruction.~~

~~Limit: a 32-bit amount to compare the loop counter against.~~

~~Ins: bits 9 to 15 of the REP instruction which contains the instruction count of instruction included in the repeat and condition under which the repeat occurs.~~

#### [U/S/H/M]\_SCRATCH – CSR 0x?041

This is a scratchpad register. Useful when processing exceptions. There is a separate scratch register for each operating mode.

#### ~~S\_PTBR (CSR 0x1003)~~

This register is now located in the page table walker device.

#### S\_ASID (CSR 0x101F)

This register contains the address space identifier (ASID) or memory map index (MMI). The ASID is used in this design to select (index into) a memory map in the paging tables. Only the low order sixteen bits of the register are implemented.

#### S\_KEYS (CSR 0x1020 to 0x1027)

These eight registers contain the collection of keys associated with the process for the memory lot system. Each key is twenty-four bits in size. All eight registers are searched in parallel for keys matching the one associated with the memory page. Keyed memory enhances the security and reliability of the system.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  | 23 0 |
| 1020 |  |  | key0 |
| 1021 |  |  | key1 |
| … |  |  | … |
| 1027 |  |  | key7 |

#### M\_CORENO (CSR 0x3001)

This register contains a number that is externally supplied on the coreno\_i input bus to represent the hardware thread id or the core number. It should be non-zero.

#### M\_TICK (CSR 0x3002)

This register contains a tick count of the number of clock cycles that have passed since the last reset. Note that this register should not be used for precise timing as the processor’s clock frequency may vary for performance and power reasons. The TIME CSR may be used for wall-clock timing as it has its own timing source.

#### M\_SEED (CSR 0x3003)

This register contains a random seed value based on an external entropy collector. The most significant bit of the state is a busy bit.

|  |  |  |
| --- | --- | --- |
| 63 60 | 59 16 | 15 0 |
| State4 | ~44 | seed16 |

|  |  |
| --- | --- |
| State4 Bit |  |
| 0 | dead |
| 1 | test |
| 2 | valid, the seed value is valid |
| 3 | Busy, the collector is busy collecting a new seed value |

#### M\_BADADDR (CSR 0x3007)

This register contains the address for a load / store operation that caused a memory management exception or a bus error. Note that the address of the instruction causing the exception is available in the EIP register.

#### M\_BAD\_INSTR (CSR 0x300B)

This register contains a copy of the exceptioned instruction.

#### M\_SEMA (CSR 0x300C)

This register contains semaphores. The semaphores are shared between all cores in the MPU.

#### M\_TVEC – CSR 0x3030 to 0x3034

These registers contain the address of the exception handler table for a given operating mode. TVEC[0] to TVEC[2] are used by the REX instruction.

A sync instruction should be used after modifying one of these registers to ensure the update is valid before continuing program execution.

|  |  |
| --- | --- |
| Reg # |  |
| 0x3030 | TVEC[0] – user mode |
| 0x3031 | TVEC[1] - supervisor mode |
| 0x3032 | TVEC[2] – hypervisor mode |
| 0x3033 | TVEC[3] – machine mode |
| 0x3034 | TVEC[4] - debug |

#### M\_SR\_STACK (CSR 0x3080 to CSR 0x3087)

This set of registers contains a stack of the status register which is pushed during exception processing and popped on return from interrupt. There are only eight slots as that is the maximum nesting depth for interrupts.

#### M\_MC\_STACK (CSR 0x3090 to CSR 0x3097)

This set of registers is a stack for the micro-code instruction register (MCIR) and the micro-code instruction pointer (MCIP). MCIR and MCIP need to be retained through exception processing.

Bits 52 to 63 of the register contain the MCIP. Bits 0 to 51 contain the MCIR.

#### M\_IOS – IO Select Register (CSR 0x3100)

The location of IO is determined by the contents of the IOS control register. The select is for a 1MB region. This address is a virtual address. The low order 16 bits of this register should be zero and are ignored.

|  |  |
| --- | --- |
| 63 16 | 15 0 |
| Virtual Address67..20 | 016 |

#### M\_CFGS – Configuration Space Register (CSR 0x3101)

The location of configuration space is determined by the contents of the CFGS control register. The select is for a 256MB region. This address is a virtual address. The low order 12 bits of this address are assumed to be zero. The default value of this registers is $FF…FD0000

|  |
| --- |
| 63 0 |
| Virtual Address75..12 |

#### M\_EIP (CSR 0x3108 to 0x310F)

This set of registers contains the address stack for the program counter used in exception handling.

|  |  |
| --- | --- |
| Reg # | Name |
| 0x3108 | EIP0 |
| … |  |
| 0x310F | EIP7 |

# Operating Modes

The core operates in one of four basic modes: application/user mode, supervisor mode, hypervisor mode or machine mode. Machine mode is switched to when an interrupt or exception occurs, or when debugging is triggered. On power-up the core is running in machine mode. An RTI instruction must be executed to leave machine mode after power-up.

Most modern OSs require at least two modes of operation, a user mode, and a more secure system mode. It can be advantageous to have more operating modes as it eases the software implementation when dealing with multiple operating systems running on the same machine at the same time.

A subset of instructions is limited to machine mode.

|  |  |
| --- | --- |
| Mode Bits | Mode |
| 0 | User / App |
| 1 | Supervisor |
| 2 | Hypervisor |
| 3 | Machine |

Each operating mode has its own vector table. Different sets of CSR registers are visible to each operating mode.

# Exceptions

## External Interrupts

There is little difference between an externally generated exception and an internally generated one. An externally caused exception will set the exception cause code for the currently fetched instruction. A hardware interrupt displaces the instruction at the point the interrupt occurred with a TRAP.

There are eight priority interrupt levels for external interrupts. When an external interrupt occurs the mask level is set to the level of the current interrupt. A subsequent interrupt must exceed the mask level to be recognized.

## Effect on Machine Status

The operating mode is always switched to machine mode on exception. It is up to the machine mode code to redirect the exception to a lower operating mode when desired. Further exceptions at the same or lower interrupt level are disabled automatically. Machine mode code must enable interrupts at some point.

## Exception Stack

The status register and instruction pointer are pushed onto an internal stack when an exception occurs. This stack is at least 8 entries deep to allow for nested interrupts and multiply nested traps and exceptions. The stack pointer is also switched to one corresponding to the machine’s operating mode. A hardware interrupt will also cause the stack pointer to change to one specific to the interrupt level.

## Vector Table

The machine mode kernel vector is always used to locate the exception routine. The exception routine may then redirect the exception to a lower operating mode using the REX instruction. When an exception occurs the CPU just jumps to the entry in the vector table. The entry should contain a branch instruction to the exception handler.

|  |  |
| --- | --- |
| Vector | Usage |
| 0 | Debug Breakpoint (BRK) |
| 1 | Debug breakpoint – single step |
| 2 | Bus Error |
| 3 | Address Error |
| 4 | Unimplemented Instruction |
| 5 | Privilege Violation |
| 6 | Page fault |
| 7 | Instruction trace |
| 8 | Stack Canary |
| 9 | Abort |
| 10 | Interrupt |
| 11 | Non-maskable interrupt |
| 12 | Reset |
| 13 | Alternate Cause |
| 14, 15 | Reserved |

|  |  |
| --- | --- |
| 32 |  |
| 33 |  |
| 34 | Instruction Address |
| 33 to 63 | Trap #1 to 31 |
|  | Applications Usage |
| 64 | Divide by zero |
| 65 | Overflow |
| 66 | Table Limit |
| 67 to 251 | Unassigned usage |
| 252 | Reset value of stack pointer |
| 253 | Reset value of instruction pointer |
| 254, 255 | Reserved |

### Breakpoint Fault (0)

The breakpoint instruction, 0, was encountered.

### Bus Error Fault (2)

The bus error fault is performed if the bus error signal was active during the bus transaction. This could be due to a bad or missing device.

### Unimplemented Instruction Fault (4)

An unimplemented instruction causes this fault.

### Page Fault (6)

The page table walker was unable to find a valid translation for the virtual address.

### Stack Canary Fault (8)

This fault is caused if the stack canary was overwritten. A load instruction using the canary register did not match the value in the canary register.

### Abort (9)

The external abort input signal was asserted.

### Interrupt (10)

The external interrupt signal was asserted, and the interrupt level was greater than the current mask level.

### Reset Vector (12)

This vector is the address that the processor begins running at.

### Alternate Cause (13)

The alternate cause vector is jumped to if the cause code is greater than 15.

## Reset

Reset is treated as an exception. The reset routine should exit using an RTE instruction. The status register should be setup appropriately for the return.

The core begins executing instructions at the address defined by the reset vector in the exception table. At reset the exception table is set to the last 256 bytes of memory $FF…FFC00. All registers are in an undefined state.

## Precision

Exceptions in Qupls are precise. They are processed according to program order of the instructions. If an exception occurs during the execution of an instruction, then an exception field is set in the pipeline buffer. The exception is processed when the instruction commits which happens in program order. If the instruction was executed in a speculative fashion, then no exception processing will be invoked unless the instruction makes it to the commit stage.

# Hardware Description

## Caches

### Overview

The core has both instruction and data caches to improve performance. Both caches are single level. The cache is four-way associative. The cache sizes of the instruction and data cache are available for reference from one of the info lines return by the CPUID instruction.

### Instructions

Since the instruction format affects the cache design it is mentioned here. For this design instructions are of a fixed 40-bit parcels format. Specific formats are listed under the instruction set description section of this book. A 40-bit parcel was chosen because it’s simpler for a hobbyist design and to limit the amount of multiplexing taking place for an instruction read. The author found that determining the length of an instruction and selecting the next instruction to fetch based on a varying length affected the timing of the core. A simpler design makes it easier to achieve a higher clock rate.

### L1 Instruction Cache

L1 is 32kB in size and made from block RAM with a single cycle of latency. L1 is organized as an odd, even pair of 256 lines of 64 bytes. The following illustration shows the L1 cache organization for Qupls.
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The cache is organized into odd and even lines to allow instructions to span a cache line. Two cache lines are fetched for every access; the one the instruction is located on, and the next one in case the instruction spans a line.

A 256-line cache was chosen as that matches the inherent size of block RAM component in the FPGA. It is the author’s opinion that it would be better if the L1 cache were larger because it often misses due to its small size. In short the current design is an attempt to make it easy for the tools to create a fast implementation.

Note that supporting interrupts and cache misses, a requirement for a realistic processor design, adds complexity to the instruction stream. Reading the cache ram, selecting the correct instruction word and accounting for interrupts and cache misses must all be done in a single clock cycle.

While the L1 cache has single cycle reads it requires two clock cycles to update (write) the cache. The cache line to update needs to be provided by the tag memory which is unknown until after the tag updates.

### Data Cache

The data cache organization is somewhat simpler than that of the instruction cache. Data is cached with a single level cache because it’s not critical that the data be available within a single clock cycle at least not for the hobby design. Some of the latency of the data cache can be hidden by the presence of non-memory operating instructions in the instruction queue.

The data cache is organized as 512 lines of 64 bytes (32kB) and implemented with block ram. Access to the data cache is multicycle. The data cache may be replicated to allow more memory instructions to be processed at the same time; however, just a single cache is in use for the demo system. The policy for stores is write-through. Stores always write through to memory. Since stores follow a write-through policy the latency of the store operation depends on the external memory system. It isn’t critical that the cache be able to update in single cycle as external memory access is bound to take many more cycles than a cache update. There is only a single write port on the data cache.

### Capabilities Tag Cache

The capabilities tag cache supports the capability system. Every eight bytes of memory has a capabilities tag bit associated with it. If there is a valid capability stored at the address the tag bit will be set, otherwise it will be clear. The tag cache is 512 lines of 16 bytes of tag bits for a capacity of 64k tags. It is a direct mapped cache.

### Cache Enables

The instruction cache is always enabled to keep hardware simpler and faster. Otherwise, an additional multiplexor and control logic would be required in the instruction stream to read from external memory.

For some operations, it may desirable to disable the data cache so there is a data cache enable bit in control register #0. This bit may be set or cleared with one of the CSR instructions.

### Cache Validation

A cache line is automatically marked as valid when loaded. The entire cache may be invalidated using the CACHE instruction. Invalidating a single line of the cache is not currently supported, but it is supported by the ISA. The cache may also be invalidated due to a write by another core via a snoop bus.

### Un-cached Data Area

The address range $F…FDxxxxx is an un-cached 1MB data area. This area is reserved for I/O devices. The data cache may also be disabled in control register zero. There is also field in the load instructions that allows bypassing the data cache.

### Fetch Rate

The fetch rate is four instructions per clock cycle.

## Return Address Stack Predictor (RSB)

There is an address predictor for return addresses which can in some cases can eliminate the flushing of the instruction queue when a return instruction is executed. The RETD instruction is detected in the fetch stage of the core and a predicted return address used to fetch instructions following the return. The return address stack predictor has a stack depth of 64 entries. On stack overflow or underflow, the prediction will be wrong, however performance will be no worse than not having a predictor. The return address stack predictor checks the address of the instruction queued following the RET against the address fetched for the RET instruction to make sure that the address corresponds.

There is a separate RSB for each thread while operating with SMT turned on.

## Branch Predictor

The branch predictor is a (2, 2) correlating predictor. The branch history is maintained in a 512- entry history table. It has four read ports for predicting branch outcomes, one port for each instruction fetched. The branch predictor may be disabled by a bit in control register zero. When disabled all branches are predicted as not taken, unless specified otherwise in the branch instruction.

To conserve hardware the branch predictor uses a fifo that can queue up to four branch outcomes at the same time. Outcomes are removed from the fifo one at a time and used to update the branch history table which has only a single write port. In an earlier implementation of the branch predictor, two write ports were provided on the history table. This turned out to be relatively large compared to its usefulness.

Correctly predicting a branch turns the branch into a single cycle operation. During execution of the branch instruction the address of the following instruction queued is checked against the address depending on the branch outcome. If the address does not match what is expected, then the queue will be flushed, and new instructions loaded from the correct program path.

## Branch Target Buffer (BTB)

The core has a 1k entry branch target buffer for predicting the target address of flow control instructions where the address is calculated and potentially unknown at time of fetch. Instructions covered by the BTB include jump-and-link, interrupt return and breakpoint instructions and branches to targets contained in a register.

## Decode Logic

Instruction decode is distributed about the core. Although a number of decodes take place between fetch and instruction queue. Broad classes of instructions are decoded for the benefit of issue logic along with register specifications prior to instruction enqueue. Most of the decodes are done with modules under the decoder folder. Decoding typically involves reducing a wide input into a smaller number of output signals. Other decodes are done at instruction execution time with case statements.
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## Instruction Queue (ROB)

The instruction queue is a 32-entry re-ordering buffer (ROB). The instruction queue tracks an instructions progress. Each instruction in queue may be in one of several different states. The instruction queue is a circular buffer with head and tail pointers. Instructions are queued onto the tail and committed to the machine state at the head. Queue and commit takes place in groups of up to four instructions.
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### Queue Rate

Up to four instructions may queue during the same clock cycle depending on the availability of queue slots.

### Sequence Numbers

The queue maintains a 7-bit instruction sequence number which gives other operations in the core a clue as to the order of instructions. The sequence number is assigned when an instruction queues. Branch instructions need to know when the next instruction has queued to detect branch misses. The program counter cannot be used to determine the instruction sequence because there may be a software loop at work which causes the program counter to cycle backwards even though it’s really the next instruction executing.

# Input / Output Management

Before getting into memory management a word or two about I/O management is in order. Memory management depends on several I/O devices. I/O in Qupls is memory mapped or MMIO. Ordinary load and store instructions are used to access I/O registers. I/O is mapped as a non-cacheable memory area.

## Device Configuration Blocks

I/O devices have a configuration block associated with them that allows the device to be discovered by the OS during bootup. All the device configuration blocks are located in the same 256MB region of memory in the address range $FF….D0000000 to $FF…DFFFFFFF. Each device configuration block is aligned on a 4kB boundary. There is thus a maximum of 64k device configuration blocks.

## Reset

At reset the device configuration blocks are not accessible. They must be mapped into memory for access. However, the devices have default addresses assigned to them, so it may not be necessary to map the device control block into memory before accessing the device. The device itself also needs to be mapped into the memory space for access though.

## Devices Built into the CPU / MPU

Devices present in the CPU itself include:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Device | Bus | Device | Func | IRQ | Config Block Address | Default Address |
| Interrupt Controller | 0 | 6 | 0 | ~ | $FF..FD0030000 | $FF..FEE2xxxx |
| Interval Timers | 0 | 4 | 0 | 29 | $FF..FD0020000 | $FF..FEE4xxxx |
| Memory Region Table | 0 | 12 | 0 | ~ | $FF..FD0060000 | $FF..FEEFxxxx |
| Page Table Walker | 0 | 14 | 0 | ~ | $FF..FD0070000 | $FF..FFF4xxxx |
| Hardware Card Table | 0 |  | 0 | ~ |  |  |
|  |  |  |  |  |  |  |

Function is mapped to address bits 12 to 14

Device is mapped to address bits 15 to 19

Bus is mapped to address bits 20 to 27

# Memory Management

This section is somewhat pedantic and reviews technical approaches before getting into Qupls details.

## Bank Swapping

About the simplest form of memory management is a single bank register that selects the active memory bank. This is the mechanism used on many early microcomputers. The bank register may be an eight bit I/O port supplying control over some number of upper address bits used to access memory.

## The Page Map

The next simplest form of memory management is a single table map of virtual to physical addresses. The page map is often located in a high-speed dedicated memory. An example of a mapping table is the 74LS612 chip. It may map four address bits on the input side to twelve address bits on the output side. This allows a physical address range eight bits greater than the virtual address range. A more complicated page map is something like the MC6829 MMU. It may map 2kB pages in a 2MB physical address space for up to four different tasks.

## Regions

In any processing system there are typically several different types of storage assigned to different physical address ranges. These include memory mapped I/O, MMIO, DRAM, ROM, configuration space, and possibly others. Qupls has a region table that supports up to eight separate regions.

The region table is a list of region entries. Each entry has a start address, an end address, an access type field, and a pointer to the PMT, page management table. To determine legal access types, the physical address is searched for in the region table, and the corresponding access type returned. The search takes place in parallel for all eight regions.

Once the region is identified the access rights for a particular page within the region can be found from the PMT corresponding to the region. Global access rights for the entire region are also specified in the region table. These rights are gated with value from the PMT and TLB to determine the final access rights.

### Region Table Location

The region table in Q+ is a memory mapped I/O device and has a device configuration block associated with it. The default address of the device is $FF…FEEF0000.

### Region Table Description

|  |  |  |  |
| --- | --- | --- | --- |
| Reg | Bits | Field | Description |
| 0000 | 128 | Pmt | associated PMT address |
| 0010 | 128 | cta | Card table address |
| 0020 | 128 | at | Four groups of 32-bit memory attributes, 1 group for each of user, supervisor, hypervisor and machine. |
| 0030 | 128 | … | Not used |
| 0040 to 01F0 |  | … | 7 more register sets |

#### PMT Address

The PMT address specifies the location of the associated PMT.

#### CTA – Card Table Address

The card table address is used during the execution of the store pointer, STPTR instruction to locate the card table.

#### Attributes

|  |  |  |
| --- | --- | --- |
| Bitno |  |  |
| 0 | X | may contain executable code |
| 1 | W | may be written to |
| 2 | R | may be read |
| 3 | ~ | reserved |
| 4-7 | C | Cache-ability bits |
| 8-10 | G | granularity   |  |  | | --- | --- | | G |  | | 0 | byte accessible | | 1 | wyde accessible | | 2 | tetra accessible | | 3 | octa accessible | | 4 | hexi accessible | | 5 to 7 | reserved | |
| 11 | ~ | reserved |
| 12-14 | S | number of times to shift address to right and store for telescopic STPTR stores. |
| 16-23 | T | device type (rom, dram, eeprom, I/O, etc) |
| 24-31 | ~ | reserved |

## PMA - Physical Memory Attributes Checker

### Overview

The physical memory attributes checker is a hardware module that ensures that memory is being accessed correctly according to its physical attributes.

Physical memory attributes are stored in an eight-entry region table. Three bits in the PTE select an entry from this table. The operating mode of the CPU also determines which 32-bit set of attributes to apply for the memory region.

Most of the entries in the table are hard-coded and configured when the system is built. However, they may be modified.

Physical memory attributes checking is applied in all operating modes.

The region table is accessible as a memory mapped IO, MMIO, device.

## Page Management Table - PMT

### Overview

For the first translation of a virtual to physical address, after the physical page number is retrieved from the TLB, the region is determined, and the page management table is referenced to obtain the access rights to the page. PMT information is loaded into the TLB entry for the page translation. The PMT contains an assortment of information most of which is managed by software. Pieces of information include the key needed to access the page, the privilege level, and read-write-execute permissions for the page. The table is organized as rows of access rights table entries (PMTEs). There are as many PMTEs as there are pages of memory in the region.

For subsequent virtual to physical address translations PMT information is retrieved from the TLB.

As the page is accessed in the TLB, the TLB may update the PMT.

### Location

The page management table is in main memory and may be accessed with ordinary load and store instructions. The PMT address is specified by the region table.

## PMTE Description

There is a wide assortment of information that goes in the page management table. To accommodate all the information an entry size of 128-bits was chosen.

Page Management Table Entry

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | N | M | ~9 | | C | E | AL2 | ~4 | mrwx | hrwx | srwx | urwx |
| ACL16 | | | | | | | | Share Count16 | | | | |
| Access Count32 | | | | | | | | | | | | |
| PL8 | | | | Key24 | | | | | | | | |

### Access Control List

The ACL field is a reference to an associated access control list.

### Share Count

The share count is the number of times the page has been shared to processes. A share count of zero means the page is free.

### Access Count

This part uses the term ‘access count’ to refer to the number of times a page is accessed. This is usually called the reference count, but that phrase is confusing because reference counting may also refer to share counts. So, the phrase ‘reference count’ is avoided. Some texts use the term reference count to refer to the share count. Reference counting is used in many places in software and refers to the number of times something is referenced.

Every time the page of memory is accessed, the access count of the page is incremented. Periodically the access count is aged by shifting it to the right one bit.

The access count may be used by software to help manage the presence of pages of memory.

### Key

The access key is a 24-bit value associated with the page and present in the key ring of processes. The keyset is maintained in the keys CSRs. The key size of 20 bits is a minimum size recommended for security purposes. To obtain access to the page it is necessary for the process to have a matching key OR if the key to match is set to zero in the PMTE then a key is not needed to access the page.

### Privilege Level

The current privilege level is compared with the privilege level of the page, and if access is not appropriate then a privilege violation occurs. For data access, the current privilege level must be at least equal to the privilege level of the page. If the page privilege level is zero anybody can access the page.

### N

indicates a conforming page of executable code. Conforming pages may execute at the current privilege level. In which case the PL field is ignored.

### M

indicates if the page was modified, written to, since the last time the M bit was cleared. Hardware sets this bit during a write cycle.

### E

indicates if the page is encrypted.

### AL

indicates the compression algorithm used.

### C

The C indicator bit indicates if the page is compressed.

### urwx, srwx, hrwx, mrwx

These are read-write-execute flags for the page.

## Page Tables

### Intro

Page tables are part of the memory management system used map virtual addresses to real physical addresses. There are several types of page tables. Hierarchical page tables are probably the most common. Almost all page tables map only the upper bits of a virtual address, called a page. The lower bits of the virtual address are passed through without being altered. The page size often 4kB which means the low order 12-bits of a virtual address will be mapped to the same 12-bits for the physical address.

### Hierarchical Page Tables

Hierarchical page tables organize page tables in a multi-level hierarchy. They can map the entire virtual address range but often only a subrange of the full virtual address space is mapped. This can be determined on an application basis. At the topmost level a register points to a page directory, that page directory points to a page directory at a lower level until finally a page directory points to a page containing page table entries. To map an entire 64-bit virtual address range approximately five levels of tables are required.
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### Inverted Page Tables

An inverted page table is a table used to store address translations for memory management. The idea behind an inverted page table is that there are a fixed number of pages of memory no matter how it is mapped. It should not be necessary to provide for a map of every possible address, which is what the hierarchical table does, only addresses that correspond to real pages of memory need be mapped. Each page of memory can be allocated only once. It is either allocated or it is not. Compared to a non-inverted paged memory management system where tables are used to map potentially the entire address space an inverted page table uses less memory. There is typically only a single inverted page table supporting all applications in the system. This is a different approach than a non-inverted page table which may provide separate page tables for each process.

### The Simple Inverted Page Table

The simplest inverted page table contains only a record of the virtual address mapped to the page, and the index into the table is used as the physical page number. There are only as many entries in the inverted page table as there are physical pages of memory. A translation can be made by scanning the table for a matching virtual address, then reading off the value of the table index. The attraction of an inverted page table is its small size compared to the typical hierarchical page table. Unfortunately, the simplest inverted page table is not practical when there are thousands or millions of pages of memory. It simply takes too long to scan the table. The alternative solution to scanning the table is to hash the virtual address to get a table index directly.

![Diagram of Inverted Page Table
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### Hashed Page Tables

#### Hashed Table Access

Hashes are great for providing an index value immediately. The issue with hash functions is that they are just a hash. It is possible that two different virtual address will hash to the same value. What is then needed is a way to deal with these hash collisions. There are a couple of different methods of dealing with collisions. One is to use a chain of links. The chain has each link in the chain pointing the to next page table entry to use in the event of a collision. The hash page table is slightly more complicated then as it needs to store links for hash chains. The second method is to use open addressing. Open addressing calculates the next page table entry to use in the event of a collision. The calculation may be linear, quadratic or some other function dreamed up. A linear probe simply chooses the next page table entry in succession from the previous one if no match occurred. Quadratic probing calculates the next page table entry to use based on squaring the count of misses.

#### Clustered Hash Tables

A clustered hash table works in the same manner as a hashed page table except that the hash is used to access a cluster of entries rather than a single entry. Hashed values may map to the same cluster which can store multiple translations. Once the cluster is identified, all the entries are searched in parallel for the correct one. A clustered hash table may be faster than a simple hash table as it makes use of parallel searches. Often accessing memory returns a cache line regardless of whether a single byte or the whole cached line is referenced. By using a cache line to store a cluster of entries it can turn what might be multiple memory accesses into a single access. For example, an ordinary hash table with open addressing may take up to 10 memory accesses to find the correct translation. With a clustered table that turns into 1.25 memory accesses on average.

### Shared Memory

Another memory management issue to deal with is shared memory. Sometimes applications share memory with other apps for communication purposes, and to conserve memory space where there are common elements. The same shared library may be used by many apps running in the system. With a hierarchical paged memory management system, it is easy to share memory, just modify the page table entry to point to the same physical memory as is used by another process. With an inverted page table having only a single entry for each physical page is not sufficient to support shared memory. There needs to be multiple page table entries available for some physical pages but not others because multiple virtual addresses might map to the same physical address. One solution would be to have multiple buckets to store virtual addresses in for each physical address. However, this would waste a lot of memory because much of the time only a single mapped address is needed. There must be a better solution. Rather than reading off the table index as the physical page number, the association of the virtual and physical address can be stored. Since we now need to record the physical address multiple times the simple mechanism of using the table index as the physical page number cannot be used. Instead, the physical page number needs to be stored in the table in addition to the virtual page number.

That means a table larger than the minimum is required. A minimally sized table would contain only one entry for each physical page of memory. So, to allow for shared memory the size of the table is doubled. This smells like a system configuration parameter.

### Specifics: Qupls Page Tables

### Qupls Hash Page Table Setup

#### Hash Page Table Entries - HPTE

We have determined that a page table entry needs to store both the physical page number and the virtual page number for the translations. To keep things simple, the page table stores only the information needed to perform an address translation. Other bits of information are stored in a secondary table called the page management table, PMT. The author did a significant amount of juggling around the sizes of various fields, mainly the size of the physical and virtual page numbers. Finally, the author decided on a 192-bit HPTE format.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | | RGN3 | M | A | T | S | G | SW2 | | CACHE4 | | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| PPN31..0 | | | | | | | | | | | | | | | | |
| PPN63..32 | | | | | | | | | | | | | | | | |
| VPN37.. 6 | | | | | | | | | | | | | | | | |
| VPN69.. 38 | | | | | | | | | | | | | | | | |
| ~4 | | ASID11..0 | | | | | | | | ~2 | | VPN83.. 70 | | | | |

Fields Description

|  |  |  |
| --- | --- | --- |
| V | 1 | translation Valid |
| G | 1 | global translation |
| RGN | 3 | region |
| PPN | 64 | Physical page number |
| VPN | 84 | Virtual page number |
| RWX | 3 | readable, writeable, executable |
| ASID | 12 | address space identifier |
| LVL/BC | 5 | bounce count |
| M | 1 | modified |
| A | 1 | accessed |
| T | 1 | PTE type (not used) |
| S | 1 | Shared page indicator |
| SW | 3 | OS usage |

The page table does not include everything needed to manage pages of memory. There is additional information such as share counts and privilege levels to take care of, but this information is better managed in a separate table.

#### Small Hash Page Table Entries - SHPTE

The small HPTE is used for the test system which contains only 512MB of physical RAM to conserve hardware resources. The SHPTE is 72-bits in size. A 32-bit physical address is probably sufficient for this system. So, the physical page number could be 18-bits or less depending on the page size.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | RGN3 | M | A | T | S | G | SW | CACHE4 | | ASID3..0 | HRWX3 | SRWX3 | | URWX3 |
| VPN15..0 | | | | | | | | | | PPN15..0 | | | | | |
|  | | | | | | | | | | | | ASID7..4 | | VPN19..16 | |

#### Page Table Groups – PTG

We want the search for translations to be fast. That means being able to search in parallel. So, PTEs are stored in groups that are searched in parallel for translations. This is sometimes referred to as a clustered table approach. Access to the group should be as fast as possible. There are also hardware limits to how many entries can be searched at once while retaining a high clock rate. So, the convenient size of 1024 bits was chosen as the amount of memory to fetch.

A page table group then contains five HPTE entries. All entries in the group are searched in parallel for a match. Note that the entries are searched as the PTG is loaded, so that the PTG group load may be aborted early if a matching PTE is found before the load is finished.

|  |
| --- |
| 191 0 |
| PTE0 |
| PTE1 |
| PTE2 |
| PTE3 |
| PTE4 |

Small Page Table Group

For the small page table, a fetch size of 576 bits was chosen. This allows eight SHPTEs to fit into one group.

#### Size of Page Table

There are several conflicting elements to deal with, with regards to the size of the page table. Ideally, the hash page table is small enough to fit into the block RAM resources available in the FPGA. It may be practical to store the hash page table in block RAM as there would be only a single table for all apps in the system. This probably would not be practical for a hierarchical table.

About 1/6 of the block RAMs available are dedicated to MMU use. At the same time a multiple of the number of physical pages of memory should be supported to support page sharing and swapping pages to secondary storage. To support swapping pages, double the number of physical entries were chosen. To support page sharing, double that number again. Therefore, a minimum size of a page table would contain at least four times the number of physical pages for entries. By setting the size of the page table instead of the size of pages, it can be worked backwards how many pages of memory can be supported.

For a system using 256k block RAM to store PTEs. 256k / 8 = 32768 entries. 32,768 / 4 = 8,192 physical pages. Since the RAM size is 512MB, each page would be 512MB/8,192 = 64kB. Since half the pages may be in secondary storage, 1GB of address range is available.

Since there are 32,768 entries in the table and they are grouped into groups of eight, there are 4,096 PTGs. To get to a page table group fast a hash function is needed then that returns a 12-bit number.

Reworking things with a 64kB page size and 32,768 PTEs. The maximum memory size that can be supported is: 2.0 GB. This is only 4x the amount of RAM in the system, but may be okay for demo purposes.

#### Hash Function

The hash function needs to reduce the size of a virtual address down to a 10-bit number. The asid should be considered part of the virtual address. Including the asid of 10-bits and a 32-bit address is 42 bits. The first thing to do is to throw away the lowest eighteen bits as they pass through the MMU unaltered. We now have 24-bits to deal with. We can probably throw away some high order bits too, as a process is not likely to use the full 32-bit address range.

The hash function chosen uses the asid combined with virtual address bits 20 to 29. This should space out the PTEs according to the asid. Address bits 18 and 19 select one of four address ranges. the PTG supports seven PTEs. The translations where address bits 18 and 19 are involved are likely consecutive pages that would show up in the same PTG. The hash is the asid exclusively or’d with address bis 20 to 29.

#### Collision Handling

Quadratic probing of the page table is used when a collision occurs. The next PTG to search is calculated as the hash plus the square of the miss count. On the first miss the PTG at the hash plus one is searched. Next the PTG at the hash plus four is searched. After that the PTG at the hash plus nine is searched, and so on.

#### Finding a Match

Once the PTG to be searched is located using the hash function, which PTE to use needs to be sorted out. The match operation must include both the virtual address bits and the asid, address space identifier, as part of the test for a match. It is possible that the same virtual address is used by two or more different address spaces, which is why it needs to be in the match.

#### Locality of Reference

The page table group may be cached in the system read cache for performance. It is likely that the same PTG group will be used multiple times due to the locality of reference exhibited by running software.

#### Access Rights

To avoid duplication of data the access rights are stored in another table called the PMT for access rights table. The first time a translation is loaded the access rights are looked-up from the PMT. A bit is set in the TLB entry indicating that the access rights are valid. On subsequent translations the access rights are not looked up, but instead they are read from values cached in the TLB.

### Qupls Hierarchical Page Table Setup

#### Overview

Qupls hierarchical page tables are setup like a tree. Branch pages contain pointers to other pages and leaf pages contain pointers to block of memory that an application has access to. The entries in branch pages are referred to as page table pointers, PTPs, since they point at other page tables. The entries in leaf pages are referred to as page table entries, PTEs.

#### Page Table Pointer Format – PTP

The PTP occupies only 32-bits. 16384 SPTEs will fit into an 64kB page. A physical address range maximum of 246 bytes of memory may be mapped.

|  |  |  |
| --- | --- | --- |
| V | 11 | PPN29..0 |

#### Page Table Entry Format – PTE

The PTE format may map up to 233 bytes or 8GB of contiguous memory. The upper address bits for the translation are supplied by bits 17 to 29 of the PTP. The PTE is four bytes in size. 16384 SPTEs will fit into an 64kB page.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | 0 | M | A | AVL3 | CACHE4 | SW1 | URWX3 | PPN16..0 |

|  |  |  |
| --- | --- | --- |
| Field | Size | Purpose |
| PPN | 17 | Physical page number |
| URWX | 3 | User read-write-execute |
| SRWX | 1 | Supervisor write protect |
| CACHE | 4 | Cache-ability bits |
| AVL | 3 | OS software usage |
| A | 1 | 1=accessed/used |
| M | 1 | 1=modified |
| T | 1 | 1 = PTP, 0 = PTE |
| V | 1 | 1 if entry is valid, otherwise 0 |

## TLB – Translation Lookaside Buffer

### Overview

A simple page map is limited in the translations it can perform because of its size. The solution to allowing more memory to be mapped is to use main memory to store the translations tables.

However, if every memory access required two or three additional accesses to map the address to a final target access, memory access would be quite slow, slowed down by a factor or two or three, possibly more. To improve performance, the memory mapping translations are stored in another unit called the TLB standing for Translation Lookaside Buffer. This is sometimes also called an address translation cache ATC. The TLB offers a means of address virtualization and memory protection. A TLB works by caching address mappings between a real physical address and a virtual address used by software. The TLB deals with memory organized as pages. Typically, software manages a paging table whose entries are loaded into the TLB as translations are required.

The TLB is a cache specialized for address translations. Qupls’s TLB contains 128 two-way associative entries. On a TLB miss the page table is searched for a translation by a hardware- based page table walker and if found the translation is stored in one of the ways of the TLB. The way selected is determined randomly.

### Size / Organization

The TLB has 128 entries per set.

### TLB Entries - TLBE

Closely related to page table entries are translation look-aside buffer, TLB, entries. TLB entries have additional fields to match against the virtual address. The count field is used to invalidate the entire TLB. Note that the least significant 7-bits of the virtual address are not stored as these bits are used as an index for the TLB entry.

|  |  |
| --- | --- |
| Count6 | LRU3 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | RGN3 | M | A | T | S | G | SW2 | CACHE4 | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| PPN31..0 | | | | | | | | | | | | | |
| PPN63..32 | | | | | | | | | | | | | |

|  |  |  |
| --- | --- | --- |
| VPN38.. 7 | | |
| VPN70.. 39 | | |
| ASID15..0 | ~3 | VPN83.. 71 |

### Small TLB Entries - TLBE

The small TLB is used for the test system which contains only 512MB of physical RAM to conserve hardware resources. The address ranges are more limited, 40-bits for the physical address and 70-bits for the virtual address.

|  |  |
| --- | --- |
| Count6 | LRU3 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | RGN3 | | M | A | T | S | G | SW2 | CACHE4 | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| ~8 | | | PPN23..0 | | | | | | | | | | | |

|  |  |  |
| --- | --- | --- |
| VPN38.. 7 | | |
| ASID15..0 | PS | VPN53.. 39 |

### What is Translated?

The TLB processes addresses including both instruction and data addresses for all modes of operation. It is known as a *unified* TLB.

### Page Size

Because the TLB caches address translations it can get away with a much smaller page size than the page map can for a larger memory system. 4kB is a common size for many systems. There are some indications in contemporary documentation that a larger page size would be better. In this case the TLB uses 64kB. For a 512MB system (the size of the memory in the test system) there are 8192 64kB pages.

### Ways

The TLB is two-way associative.

### Management

The TLB unit is updated by a hardware page table walker.

### ?RWX3

If RWX3 attributes are specified non-zero, then they will override the attributes coming from the region table. Otherwise RWX attributes are determined by the region table.

### CACHE4

The cache4 field is combined with the cache attributes specified in the region table. The region table takes precedence; however, if the cache4 field indicates non-cache-ability then the data will not be cached.

### TLB Entry Replacement Policies

The TLB uses random replacement. Random replacement chooses a way to replace at random.

### Flushing the TLB

The TLB maintains the address space (ASID) associated with a virtual address. This allows the TLB translations to be used without having to flush old translations from the TLB during a task switch.

### Reset

On a reset the TLB is preloaded with translations that allow access to the system ROM.

#### Global Bit

In addition to the ASID the TLB entries contain a bit that indicates that the translation is a global translation and should be present in every address space.

## PTW - Page Table Walker

The page table walker is a CPU device used to update the TLB. Whenever a TLB miss occurs the page table walker is triggered. The page table walker walks the page tables to find the translation. Once found the TLB is updated with the translation. If a translation cannot be found then a page fault occurs.

The page table walker managers several variables associated with memory management. These include the page table base register, PT\_BASE, page fault address and ASID. These registers are available to software using load and store instructions.

For a page fault the miss address and ASID are stored in a register in the page-table-walker. The PTW also contains the PT\_BASE(page table base register) which is used to locate the page table.

The page table walker is a device located in the CPU and has a device configuration block associated with it. The default address of the device is $FF…FF40000.

|  |  |  |
| --- | --- | --- |
| Register | Name | Description |
| $FF00 | PF\_ADDR | Page fault address |
| $FF10 | PF\_ASID | Page fault asid |
| $FF20 | PT\_BASE | Page table base register |
| $FF30 | PT\_ATTR | Page table attributes |

### Page Table Base Register

The page table base register locates the page table in memory. Address bits 3 to 63 are specified. The page table must be octa-byte aligned. Normally the root page table will occupy 64kB of memory and be 64kB aligned. However, for smaller apps it may be desirable to share the memory page the page table is located in with multiple applications.

|  |  |
| --- | --- |
| 63 3 | 2 0 |
| Page Table Address63..3 | 0 |

#### Default Reset Value = 0xFFFFFFFFFFF80000

### Page Table Attributes Register

The attributes register contains attributes of the page table.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 63 26 | 25 | 24 12 | 11 8 | 7 6 | 5 4 | 3 | 2 1 | 0 |
| ~38 | ~ | Root Page Table Limit12..0 | Levels | AL2 | ~2 | S | ~ | Type |

Type: 0 = inverted page table, 1 = hierarchical page table

S: 1=software managed TLB miss, 0 = hardware table walking, 0 is the only currently supported option.

AL2: TLB entry replacement algorithm, 0=fixed,1=LRU,2=random,3=reserved, 2 is the only currently supported option.

Levels are ignored for the inverted page table. For a normal page table gives the top entry level.

Root Page Table Limit specifies the number of entries in the root page table. A maximum of 8192 entries is supported.

#### Default Reset Value = 0x1FFF081

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 63 26 | 25 | 24 12 | 11 8 | 7 6 | 5 4 | 3 | 2 1 | 0 |
| ~38 | ~ | 1FFFh | 0 | 2 | ~2 | 0 | ~ | 1 |

## Card Table

### Overview

Also present in the memory system is the Card table. The card table is a telescopic memory which reflects with increasing detail where in the memory system a pointer write has occurred. This is for the benefit of garbage collection systems. Card table is updated using a write barrier when a pointer value is stored to memory, or it may be updated automatically using the STPTR instruction.

### Organization

At the lowest level memory is divided into 256-byte card memory pages. Each card has a single byte recording whether a pointer store has taken place in the corresponding memory area. To cover a 512MB memory system 2MB card memory is required at the outermost layer. A byte is used rather than a bit to allow byte store operations to update the table directly without having to resort to multiple instructions to perform a bit-field update.

To improve the performance of scanning a hardware card table, HCT, is present which divides memory at an upper level into 8192-byte pages. The hardware card table indicates if a pointer store operation has taken place in one of the 8192-byte pages. It is then necessary to scan only cards representing the 8192-byte page rather than having to scan the entire 2MB card table. Note that this memory is organized as 2048 32-bit words. Allowing 32-bits at a time to be tested.

To further improve performance a master card table, MCT, is present which divides memory at the uppermost layer into 16-MB pages.

|  |  |  |
| --- | --- | --- |
| Layer | Resolving Power | |
| 0 | 2 MB | 256B pages |
| 1 | 64k bits | 8kB pages |
| 2 | 32 bits | 16 MB pages |

There is only a single card memory in the system, used by all tasks.

### Location

The card memory location is stored in the region table. A card table may be setup for each region of memory.

### Operation

As a program progresses it writes pointer values to memory using the write barrier. Storing a pointer triggers an update to all the layers of card memory corresponding to the main memory location written. A bit or byte is set in each layer of the card memory system corresponding to the memory location of the pointer store.

The garbage collection system can very quickly determine where pointer stores have occurred and skip over memory that has not been modified.

### Sample Write Barrier

; Milli-code routine for garbage collect write barrier.

; This sequence is short enough to be used in-line.

; Three level card memory.

; a2 is a register pointing to the card table.

; STPTR will cause an update of the master card table, and hardware card table.

;

GCWriteBarrier:

STPTR a0,[a1] ; store the pointer value to memory at a1

LSR t0,a1,#8 ; compute card address

STB r0,[a2+t0] ; clear byte in card memory

# Instruction Set

## Overview

Qupls is a fixed length instruction set with 48-bit instructions. There are two broad classes of instructions, scalar and vector. There are several different subclasses of instructions including arithmetic, memory operate, branch, floating-point and others.

## Code Alignment

Program code may be relocated at any wyde (16-bit boundary) address. However, within a subroutine code should be contiguous.

## Root Opcode

The root opcode determines the class of instructions executed. Some commonly executed instructions are also encoded at the root level to make more bits available for the instruction. The root opcode is always present in all instructions as the lowest seven bits of the instruction.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | ▼ |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | C | Rc5 | Nb | B | Rb5 | Na | A | Ra5 | Nt | T | Rt5 | v | 27 |

## Vector Instruction Indicator

The processing core needs to know if an instruction is a vector instruction before it is fully decoded. Depending on if the instruction is a vector instruction and depending on the implementation, it may be re-decoded and sent into the pipeline multiple times. The processor needs to know very quickly and simply at the instruction fetch stage if the instruction is a vector operation. So, to help things along Qupls encodes this information in bit 7 of all instructions. See the sample instruction below.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | ▼ |  |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| V/Vt/Va/Vb/Vc |  |
| 0 | Scalar |
| 1 | Vector |

## Target Register Spec

Most instructions have a target register. The register spec for the target register is always in the same position, bits 8 to 12 of an instruction. For some instructions, such as stores, the target register field acts as a source register.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  | ▼ |  |  |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | C | Rc5 | Nb | B | Rb5 | Na | A | Ra5 | Nt | T | Rt5 | v | 27 |

## Vector Register Indicator

Each register may be specified independently as a vector register.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | ▼ |  |  | ▼ |  |  | ▼ |  |  | ▼ |  |  |  |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| V/Vt/Va/Vb/Vc |  |
| 0 | Scalar |
| 1 | Vector |

## Sign Control

Each register may have its sign negated or complemented during the operation. Arithmetic operations will negate, bitwise operations will complement.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  | ▼ |  |  | ▼ |  |  | ▼ |  |  | ▼ |  |  |  |  |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| Nt/Na/Nb/Nc |  |
| 0 | No effect |
| 1 | Negate or Complement |

## Source Register Spec

Most instructions have at least one source register. The register spec for source registers is always in the same position.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  | ▼ |  |  | ▼ |  |  | ▼ |  |  |  |  |  |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

## Secondary Opcode

Register-register operate instructions often have slightly different forms depending on a secondary opcode. The secondary opcode generally controls the operation between the result from the first two source register and the third source register.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | ▼ |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

## Vector Mask

Most instructions have a vector mask register specifier. One of four mask registers may be selected to control which lanes of the register are processed.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | ▼ |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

## Primary Function Code

For register to register operate instructions the primary function code is in the most significant seven bits of the instruction, bits 41 to 47. This function code typically controls the operation between registers Ra and Rb; sometimes Rc is also included.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ▼ |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

## Precision

The CPU supports multiple precisions for most operations. The precision selected is controlled by the opcode. A register may be treated as 1 128-bit value, 2 64-bit values, 4 32-bit values, or 8 16-bit values. The same operation is applied for each value.

|  |  |
| --- | --- |
| Opcode7 | Values |
| 2 | 1 x 128 bit |
| 104 | 16 x 8-bit |
| 105 | 8 x 16 bit |
| 106 | 4 x 32-bit |
| 107 | 2 x 64-bit |

## Instruction Formats:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Format | 47 41 | | | 4039 | 38 36 | | | 35 | | 34 | | | 33 29 | | 28 | 27 | 26 22 | | 21 | 20 | 19 15 | | 14 | 13 | 12 8 | | | | 7 | 6 0 |
| R3 | Func7 | | | Msk2 | Op3 | | | Nc | | Vc | | | Rc5 | | Nb | Vb | Rb5 | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | 27 |
| IMM | Immediate24 | | | | | | | | | | | | | | | |  | Msk2 | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | Opcode7 |
| SI | Immediate28 | | | | | | | | | | | | | | | | | | | | Msk2 | Sc3 | Nt | Vt | Rt5 | | | | v | Opcode7 |
| CHR | Func7 | | | Op2 | Immediate10 | | | | | | | | | | Nb | Vb | Rb5 | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | Opcode7 |
| CHK | Op4 | | Cause8 | | | | | Nc | | Vc | | | Rc5 | | Nb | Vb | Rb5 | | Na | Va | Ra5 | | IPL3 | | | S | | Of3 | v | 07 |
| CPUID | 77 | | | ~7 | | | | | | | | | Im5 | | Nb | Vb | Rb5 | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | 27 |
| CSR | Op3 | | ~9 | | | | | Regno14 | | | | | | | | | | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | 77 |
| CSRI | Op3 | | Uimm15..7 | | | | | Regno14 | | | | | | | | | | | Uimm6..0 | | | | Nt | Vt | Rt5 | | | | v | 77 |
| SH | Fn4 | ~ | | M2 | C | | 0 | Nc | | Vc | | | Rc5 | | Nb | Vb | Rb5 | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | 887 |
| SHI | Fn4 | ~ | | M2 | C | | 1 | ~ | | Uimm6 | | | | | Nb | Vb | Rb5 | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | 887 |
| FLT3 | Func7 | | | Msk2 | Rm3 | | | Nc | | | Vc | Rc5 | | | Nb | Vb | Rb5 | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | 27 |
| AMO | Fn4 | Ar | | Disp6 | | | | Nc | | | V | Rc5 | | | Nb | Vb | Rb5 | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | 927 |
| LSN | Fn4 | | | Disp3 | | Msk2 | | | Disp7 | | | | | Sc3 | Nb | Vb | Rb5 | | Na | Va | Ra5 | | Nt | Vt | Rt5 | | | | v | Opcode7 |
| BR | Displacement17 | | | | | | | | | | | | | P2 | Nb | Vb | Rb5 | | Na | Va | Ra5 | | ~ | id | | | Fn4 | | v | Opcode7 |

# Instruction Descriptions

## Arithmetic Operations

### Representations

#### int

|  |
| --- |
| 63 0 |
| 64 bits |

#### short int

|  |
| --- |
| 31 0 |
| 32 bits |

#### wyde

|  |
| --- |
| 15 0 |
| 16 bits |

#### byte

|  |
| --- |
| 7 0 |
| 8 bits |

#### decimal

|  |  |
| --- | --- |
| 127 120 | 119 0 |
|  | 120 bits |

Decimal integers use densely packed decimal format which provide 36 digits of precision.

### Arithmetic Operations

Arithmetic operations include addition, subtraction, multiplication and division. These are available with the ADD, SUB, CMP, MUL, and DIV instructions. There are several variations of the instructions to deal with signed and unsigned values. Multiply may either multiply two values and add a third returning the low order bits, or return the entire product, referred to as a widening instruction. Divide may return both the quotient and the remainder with one instruction. The format of the typical immediate mode instruction is shown below:

**ADD.sz Rt,Ra,Imm20**

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 47 |

#### **Precision**

Four different precisions are supported encoded by the Prc2 field of an instruction. The precision of an operation may be specified with an instruction qualifier following the mnemonic as in ADD.T to add tetras together. The assembler assumes an octa-byte operation if the size is not specified.

|  |  |  |
| --- | --- | --- |
| Prc2 | Register treated as:  Bits x lanes | Vector Register |
| 0 | 16 x 8 | 16 x 32 |
| 1 | 32 x 4 | 32 x 16 |
| 2 | 64 x 2 | 64 x 8 |
| 3 | 128 x 1 | 128 x 4 |

#### **Vector Operations**

Almost all arithmetic operations have vector forms. Vector operations can be identified in assembler code with the use of vector register specs (Va, Vb, Vc, and Vt).

**ADD Rt,Ra,Imm20**

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 47 |

#### **Clock Cycles**

Vector operations require more clock cycles than scalar ones depending on the number of ALUs available and the length of the vector. Shown below is a table for the multiply operation.

|  |  |
| --- | --- |
| Size | Clocks |
| Octa-byte | 4 |
| Vector – 1 ALU | 16 |
| Vector – 2 ALU | 8 |

### ABS – Absolute Value

**Description:**

This instruction computes the absolute value of the contents of the source operand and places the result in Rt.

**Instruction Format:** R1

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 137 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |  |
| --- | --- | --- |
| OP3 |  | Mnemonic |
| 0 | Rt = ABS((Ra + Rb) + Rc) | ABS\_SUM |

**Operation:**

If Source < 0

Rt = -Source

else

Rt = Source

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### ADD - Register-Register

**Description:**

Add three registers and place the sum in the target register. All register values are integers. If Rc is not used, it is assumed to be zero.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

|  |  |  |
| --- | --- | --- |
| OP3 |  | Mnemonic |
| 0 | Rt = (Ra ± Rb) & Rc | ADD\_AND, SUB\_AND |
| 1 | Rt = (Ra ± Rb) | Rc | ADD\_OR, SUB\_OR |
| 2 | Rt = (Ra ± Rb) ^ Rc | ADD\_EOR, SUB\_EOR |
| 3 | Rt = (Ra ± Rb) + Rc | ADD\_ADD, SUB\_ADD |
| 4 to 7 | Reserved |  |

**Clock Cycles:**

|  |  |
| --- | --- |
| Size | Clocks |
| Octa-byte | 1 |
| Vector – 1 ALU | 8 |
| Vector – 2 ALU | 4 |

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

### ADD2UI - Add Immediate

**Description:**

Add a register and immediate value and place the sum in the target register. The register value is shifted left once before the addition. The immediate is zero extended to the machine width. This instruction may also be used to calculate a virtual address. It has the same number of displacement bits as a load or store instruction.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 607 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = (Ra << 1) + immediate

**Exceptions:**

**Notes:**

### ADD4UI - Add Immediate

**Description:**

Add a register and immediate value and place the sum in the target register. The register value is shifted left twice before the addition. The immediate is zero extended to the machine width. This instruction may also be used to calculate a virtual address. It has the same number of displacement bits as a load or store instruction.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 617 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = (Ra << 2) + immediate

**Exceptions:**

**Notes:**

### ADD8UI - Add Immediate

**Description:**

Add a register and immediate value and place the sum in the target register. The register value is shifted left three times before the addition. The immediate is zero extended to the machine width. This instruction may also be used to calculate a virtual address. It has the same number of displacement bits as a load or store instruction.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 627 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = (Ra << 3) + immediate

**Exceptions:**

**Notes:**

### ADD16UI - Add Immediate

**Description:**

Add a register and immediate value and place the sum in the target register. The register value is shifted left four times before the addition. The immediate is zero extended to the machine width. This instruction may also be used to calculate a virtual address. It has the same number of displacement bits as a load or store instruction.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 637 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = (Ra << 4) + immediate

**Exceptions:**

**Notes:**

### ADDI - Add Immediate

**Description:**

Add a register and immediate value and place the sum in the target register. The immediate is sign extended to the machine width. This instruction may also be used to calculate a virtual address. It has the same number of displacement bits as a load or store instruction.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 47 |

**Clock Cycles:** 1

**Execution Units:** All ALUs, all FPUs

**Operation:**

Rt = Ra + immediate

**Exceptions:**

**Notes:**

### ADDSI - Add Shifted Immediate

**Description:**

Add an immediate value to a target register. The immediate is shifted left a multiple of 24 bits and sign extended to the machine width. Note the shift is a multiple of only 24 bits while the constant may provide up to 28 bits. The extra four bits may be set to zero or sign extended when building a constant.

**Instruction Format:** RIS

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 47 20 | 1918 | 17 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate27..0 | Msk2 | Sc3 | Nt | Vt | Rt5 | V | 497 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = Rt + (immediate << (Sc \* 24))

**Exceptions:**

**Notes:**

### AIPSI - Add Shifted Immediate to Instruction Pointer

**Description:**

Add an immediate value to the instruction pointer and place the result in a target register. The immediate is shifted left a multiple of 24 bits and sign extended to the machine width. Note the shift is a multiple of only 24 bits while the constant may provide up to 28 bits. The extra four bits may be set to zero or sign extended when building a constant. This instruction may be used in the formation of instruction pointer relative addresses.

**Instruction Format:** RIS

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 47 20 | 1918 | 17 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate27..0 | Msk2 | Sc3 | Nt | Vt | Rt5 | V | 587 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = IP + (immediate << (Sc \* 24))

**Exceptions:**

**Notes:**

### BYTENDX – Character Index

**Description:**

This instruction searches Ra, which is treated as an array of characters, for a character value specified by Rb and places the index of the character into the target register Rt. If the character is not found -1 is placed in the target register. A common use would be to search for a null character. The index result may vary from -1 to +7. The index of the first found byte is returned (closest to zero). The result is -1 if the character could not be found.

A masking operation may be performed on the Ra operand to allow searches for ranges of characters according to an immediate constant. For instance, the constant could be set to 0x78 and the mask ‘anded’ with Ra to search for any ascii control character.

**Supported Operand Sizes:** .b, .w, .t

**Instruction Format: R3 (byte)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 3837 | 36 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 377 | Msk2 | Op2 | Imm8 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| Op2 | Mask Operation |
| 0 | a |
| 1 | a & imm |
| 2 | a | imm |
| 3 | a ^ imm |

**Operation:**

Rt = Index of (Rb in Ra)

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### CHARNDX – Character Index

**Description:**

This instruction searches Ra, which is treated as an array of characters, for a character value specified by Rb and places the index of the character into the target register Rt. If the character is not found -1 is placed in the target register. A common use would be to search for a null character. The index result may vary from -1 to +7. The index of the first found byte is returned (closest to zero). The result is -1 if the character could not be found.

A masking operation may be performed on the Ra operand to allow searches for ranges of characters according to an immediate constant. For instance, the constant could be set to 0xF8 and the mask ‘anded’ with Ra to search for any ascii control character.

**Supported Operand Sizes:** .b, .w, .t

**Instruction Format: R3 (byte)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 3837 | 36 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 377 | Msk2 | Op2 | Imm8 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| Op2 | Mask Operation |
| 0 | a |
| 1 | a & imm |
| 2 | a | imm |
| 3 | a ^ imm |

**Operation:**

Rt = Index of (Rb in Ra)

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### CHK – Check Register Against Bounds

**Description**:

A register, Ra, is compared to two values. If the register is outside of the bounds defined by Rb and Rc then an exception specified by the cause code will occur. Comparisons may be signed or unsigned, indicated by ‘S’, 1 = signed, 0 = unsigned. The constant Offs3 is multiplied by five and added to the instruction pointer address of the CHK instruction and stored on an internal stack. This allows a return to a point up to 35 bytes after the CHK. Typical values are zero or one. The interrupt privilege level IPL is checked against the processor’s current IPL and the CHK will be ignored if the complement of the IPL3 field of the instruction is lower. The IPL3 field would be set to 0 for most uses.

The CHK instruction cannot be used from within a non-maskable interrupt routine as the IPL will always cause the instruction to be ignored.

A CHK instruction of all zero’s executes the debug break routine.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 1412 | 11 | 10 8 | 7 | 6 0 |
| Op4 | Cause8 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | IPL3 | S | Offs3 | v | 07 |

|  |  |  |
| --- | --- | --- |
| Op4 | exception when not |  |
| 0 | Ra >= Rb and Ra < Rc |  |
| 1 | Ra >= Rb and Ra <= Rc |  |
| 2 | Ra > Rb and Ra < Rc |  |
| 3 | Ra > Rb and Ra <= Rc |  |
| 4 | Not (Ra >= Rb and Ra < Rc) |  |
| 5 | Not (Ra >= Rb and Ra <= Rc) |  |
| 6 | Not (Ra > Rb and Ra < Rc) |  |
| 7 | Not (Ra > Rb and Ra <= Rc) |  |
| 8 | Ra >= CPL | CHKCPL – code privilege level |
| 9 | Ra <= CPL | CHKDPL – data privilege level |
| 10 | Ra == SC | Stack canary check |

**Operation:**

IF check failed and ~IPL > CPU’s IPL

PUSH SR onto internal stack

PUSH IP plus O2 \* 5 onto internal stack

IP = vector at (tvec[3] + cause\*8)

**Clock Cycles**: 1

**Execution Units:** Integer ALU

**Exceptions**: bounds check

**Notes:**

The system exception handler will typically transfer processing back to a local exception handler.

### CHKCPL – Check Code Privilege Level

**Description**:

A register, Ra, is compared against the CPUs current privilege level. If the register is below the CPL then an exception will occur.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 1412 | 11 | 10 8 | 7 | 6 0 |
| 84 | Cause8 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | IPL3 | S | Offs3 | v | 07 |

|  |  |  |
| --- | --- | --- |
| Op4 | exception when not |  |
| 8 | Ra >= CPL | CHKCPL – code privilege level |

**Clock Cycles**: 1

**Execution Units:** Integer ALU

**Exceptions**: bounds check

**Notes:**

### CNTLZ – Count Leading Zeros

**Description:**

This instruction counts the number of consecutive zero bits beginning at the most significant bit towards the least significant bit.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 05 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CNTLO – Count Leading Ones

**Description:**

This instruction counts the number of consecutive “one” bits beginning at the most significant bit towards the least significant bit.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 15 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CNTPOP – Count Population

**Description:**

This instruction counts the number of bits set in a register.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 25 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CNTTZ – Count Trailing Zeros

**Description:**

This instruction counts the number of consecutive zero bits beginning at the least significant bit towards the most significant bit. This instruction can also be used to get the position of the first one bit from the right-hand side.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 65 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CPUID – Get CPU Info

**Description:**

This instruction returns general information about the core. The sum of Rb and register Ra is used as a table index to determine which row of information to return.

**Supported Operand Sizes:** N/A

**Instruction Formats: R3**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 77 | Msk2 | ~3 | ~ | ~ | Uimm5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** ALU #0 only

**Operation:**

Rt = Info([imm+Ra+Rb])

**Exceptions**: none

|  |  |  |
| --- | --- | --- |
| Index | bits | Information Returned |
| 0 | 0 to 63 | The processor core identification number. This field is determined from an external input. It would be hard wired to the number of the core in a multi-core system. |
| 2 | 0 to 63 | Manufacturer name first eight chars “Finitron” |
| 3 | 0 to 63 | Manufacturer name last eight characters |
| 4 | 0 to 63 | CPU class “64BitSS” |
| 5 | 0 to 63 | CPU class |
| 6 | 0 to 63 | CPU Name “Qupls” |
| 7 | 0 to 63 | CPU Name |
| 8 | 0 to 63 | Model Number “M1” |
| 9 | 0 to 63 | Serial Number “1234” |
| 10 | 0 to 63 | Features bitmap |
| 11 | 0 to 31 | Instruction Cache Size (32kB) |
| 11 | 32 to 63 | Data cache size (64kB) |
| 12 | 0 to 7 | Maximum vector length – number of elements |
| 13 | 0 to 7 | Maximum vector length in bytes |

### CSR – Control and Special Registers Operations

**Description:**

Perform an operation on a CSR. The previous value of the CSR is placed in the target register.

|  |  |  |
| --- | --- | --- |
| **Operation** | **Op3** | **Mnemonic** |
| Read CSR | 0 | CSRRD |
| Write CSR | 1 | CSRRW |
| Or to CSR (set bits) | 2 | CSRRS |
| And complement to CSR (clear bits) | 3 | CSRRC |
| reserved | 4 |  |
| Write Immediate CSR | 5 | CSRRW |
| Or Immediate to CSR | 6 | CSRRS |
| And Immediate complement to CSR | 7 | CSRRC |

**Supported Operand Sizes:** N/A

**Instruction Formats: CSR**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 45 | 44 36 | 35 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Op3 | ~9 | Regno14 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 77 |

**Instruction Formats: CSRI**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 45 | 44 36 | 35 22 | 21 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Op3 | Imm15..7 | Regno14 | Imm6..0 | Nt | Vt | Rt5 | v | 77 |

**Notes:**

The top two bits of the Regno field correspond to the operating mode.

### DIV – Signed Division

**Description:**

Divide source dividend operand by divisor operand and place the quotient in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 177 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra / Rb

|  |  |  |
| --- | --- | --- |
| Size | Clocks | 2 ALU |
| Octa-byte | 34 | 34 |
| Vector Octa-byte | 276 | 138 |

**Execution Units:** ALU #0 Only

**Exceptions:** DBZ

**Notes:**

### DIVI – Signed Immediate Division

**Description:**

Divide source dividend operand by divisor operand and place the quotient in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Operation:**

Rt = Ra / Imm

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 137 |

**Execution Units:** ALU #0 Only

**Exceptions:** none

**Notes:**

### DIVU – Unsigned Division

**Description:**

Divide source dividend operand by divisor operand and place the quotient in the target register. All registers are integer registers. Arithmetic is unsigned twos-complement values.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 207 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra / Rb

|  |  |
| --- | --- |
| Size | Clocks |
| Octa-byte | 34 |

**Execution Units:** ALU #0 Only

**Exceptions:** none

**Notes:**

### DIVUI – Unsigned Immediate Division

**Description:**

Divide source dividend operand by divisor operand and place the quotient in the target register. All registers are integer registers. Arithmetic is unsigned twos-complement values.

**Operation:**

Rt = Ra / Imm

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 217 |

**Execution Units:** ALU #0 Only

**Exceptions:** none

**Notes:**

### LDA – Load Address

**Description:**

This is an alternate mnemonic for the [ADDI](#_ADDI_-_Add) instruction. Add a register and immediate value and place the sum in the target register. The immediate is sign extended to the machine width.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 47 |

**Clock Cycles:** 1

**Execution Units:** All ALUs, all FPUs

**Operation:**

Rt = Ra + immediate

**Exceptions:**

**Notes:**

### LDAX – Load Indexed Address

**Description:**

This instruction computes the scaled indexed virtual address and places it in the target register.

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 4039 | 38 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| ~5 | ~2 | Msk2 | Disp5 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 577 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = Ra + Rb \*Scale + displacement

**Exceptions:**

**Notes:**

### MAJ – Majority Logic

**Description:**

Determines the bitwise majority of three values in registers Ra, Rb and Rc and places the result in the target register Rt.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 147 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Execution Units:** ALU #0 only

**Operation:**

**Rt = (Ra & Rb) | (Ra & Rc) | (Rb & Rc)**

### PTRDIF – Difference Between Pointers

**Asm:** PTRDIF Rt, Ra, Rb, Rc

**Description**:

Subtract two values then shift the result right. Both operands must be in a register. The right shift is provided to accommodate common object sizes. It may still be necessary to perform a divide operation after the PTRDIF to obtain an index into odd sized or large objects. Sc may vary from zero to fifteen.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 327 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |  |  |
| --- | --- | --- | --- |
| Op3 |  | Operation | Comment |
| 0 | PTRDIF | Rt = abs(Ra – Rb) >> Rc[5:0] |  |
| 1 | AVG | Rt = (Ra + Rb) >> Rc[5:0], trunc | Arithmetic shift right |
| 2 | AVG | Rt = (Ra + Rb) >> Rc[5:0], round up | Arithmetic shift right |
| 3 |  | Reserved |  |
| 4 | PTRDIF | Rt = abs(Ra – Rb) >> Uimm5 |  |
| 5 | AVG | Rt = (Ra + Rb) >> Uimm5, trunc | Arithmetic shift right |
| 6 | AVG | Rt = (Ra + Rb) >> Uimm5, round up | Arithmetic shift right |
| 7 |  | Reserved |  |

**Operation**:

Rt = Abs(Ra – Rb) >> Rc[3:0]

**Clock Cycles**: 1

**Execution Units: ALU #0 only**

**Exceptions**:

None

### REM – Signed Remainder

**Description:**

Divide source dividend operand by divisor operand and place the remainder in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Operation:**

Rt = Ra % Rb

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 257 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| Size | Clocks |
| Octa-byte | 34 |

**Execution Units:** ALU #0 Only

**Exceptions:** DBZ

**Notes:**

### REMU – Unsigned Remainder

**Description:**

Divide source dividend operand by divisor operand and place the remainder in the target register. All registers are integer registers. Arithmetic is unsigned twos-complement values.

**Operation:**

Rt = Ra % Rb

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 287 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| Size | Clocks |
| Octa-byte | 34 |

**Execution Units:** ALU #0 Only

**Exceptions:** DBZ

**Notes:**

### REVBIT – Reverse Bit Order

**Description:**

This instruction reverses the order of bits in Ra and stores the result in Rt.

**Instruction Format:** R1

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 55 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Execution Units:** ALU #0 Only

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### SQRT – Square Root

**Description:**

This instruction computes the integer square root of the contents of the source operand and places the result in Rt.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 45 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = SQRT(Ra)

**Execution Units:** Integer ALU #0 Only

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### SUB – Subtract Register-Register

**Description:**

Subtract three registers and place the difference in the target register. All registers are integer registers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 57 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation: R3**

Rt = Ra – Rb - Rc

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPU

**Exceptions:** none

**Notes:**

### SUBFI – Subtract from Immediate

**Description:**

Subtract a register from an immediate value and place the difference in the target register. The immediate is sign extended to the machine width.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 57 |

**Clock Cycles:** 1

**Execution Units:** All ALUs, all FPUs

**Operation:**

Rt = immediate - Ra

**Exceptions:**

**Notes:**

### TETRANDX – Character Index

**Description:**

This instruction searches Ra, which is treated as an array of characters, for a character value specified by Rb and places the index of the character into the target register Rt. If the character is not found -1 is placed in the target register. A common use would be to search for a null character. The index result may vary from -1 to +1. The index of the first found tetra is returned (closest to zero). The result is -1 if the character could not be found.

A masking operation may be performed on the Ra operand to allow searches for ranges of characters according to an immediate constant. For instance, the constant could be set to 0x1F8 and the mask ‘anded’ with Ra to search for any ascii control character.

**Supported Operand Sizes:** .b, .w, .t

**Instruction Format: R3 (tetra)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 3837 | 36 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 397 | Msk2 | Op2 | Imm8 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| Op2 | Mask Operation |
| 0 | a |
| 1 | a & imm |
| 2 | a | imm |
| 3 | a ^ imm |

**Operation:**

Rt = Index of (Rb in Ra)

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### WYDENDX – Character Index

**Description:**

This instruction searches Ra, which is treated as an array of characters, for a character value specified by Rb and places the index of the character into the target register Rt. If the character is not found -1 is placed in the target register. A common use would be to search for a null character. The index result may vary from -1 to +3. The index of the first found wyde is returned (closest to zero). The result is -1 if the character could not be found.

A masking operation may be performed on the Ra operand to allow searches for ranges of characters according to an immediate constant. For instance, the constant could be set to 0xF8 and the mask ‘anded’ with Ra to search for any ascii control character.

**Supported Operand Sizes:** .b, .w, .t

**Instruction Format: R3 (wyde)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 3837 | 36 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 387 | Msk2 | Op2 | Imm8 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |
| --- | --- |
| Op2 | Mask Operation |
| 0 | a |
| 1 | a & imm |
| 2 | a | imm |
| 3 | a ^ imm |

**Operation:**

Rt = Index of (Rb in Ra)

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

## Multiply

### BMM – Bit Matrix Multiply

BMM Rt, Ra, Rb

**Description**:

The BMM instruction treats the bits of register Ra and register Rb as an 8x8 matrix and performs a bit matrix multiply of the two registers and stores the result in the target register. An alternate mnemonic for this instruction is MOR.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 347 | Msk2 | Op3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation**:

for I = 0 to 7

for j = 0 to 7

Rt.bit[i][j] = (Ra[i][0]&Rb[0][j]) | (Ra[i][1]&Rb[1][j]) | … | (Ra[i][7]&Rb[7][j])

**Clock Cycles:** 1

**Execution Units: First Integer** ALU

**Exceptions**: none

**Notes**:

The bits are numbered with bit 63 of a register representing I,j = 0,0 and bit 0 of the register representing I,j = 7,7.

### CLMUL – Carry-less Multiply

**Description**:

Compute the low order product bits of a carry-less multiply.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 707 | Msk2 | ~3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Exceptions**: none

**Execution Units: First** Integer ALU

Operations

Rt = Ra \* Rb

**Vector Operation**

for x = 0 to VL - 1

if (Vm[x]) Vt[x] = Va[x] \* Vb[x]

else if (z) Vt[x] = 0

else Vt[x] = Vt[x]

**Exceptions**: none

### MUL – Multiply Register-Register

**Description:**

Multiply two registers and place the product in the target register. All registers are integer registers. Values are treated as signed integers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 167 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |  |
| --- | --- | --- |
| OP3 |  | Mnemonic |
| 0 | Rt = (Ra \* Rb) + Rc | MUL\_ADD |
| 1 | Rt = (Ra \* Rb) - Rc | MUL\_SUB |
| 2 | Rt = -((Ra \* Rb) + Rc) | NMUL\_ADD |
| 3 | Rt = -((Ra \* Rb) – Rc) | NMUL\_SUB |
| others | Reserved |  |

|  |  |
| --- | --- |
| Size | Clocks |
| Octa-byte | 4 |
| Vector | 36 |

**Operation: R2**

Rt = Ra \* Rb + Rc

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### MULW – Multiply Widening

**Description**:

Compute the product of two values. Both operands must be in registers. Both the operands are treated as signed values, the result is a signed result.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 247 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Exceptions**: none

**Execution Units**: ALUs (uses two)

**Operation**

Rt = low bits (Ra \* Rb)

Rc = high bits (Ra \* Rb)

**Exceptions**: none

### MULI - Multiply Immediate

**Description:**

Multiply a register and immediate value and place the product in the target register. The immediate is sign extended to the machine width. Values are treated as signed integers.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 67 |

**Clock Cycles:** 4

**Execution Units:** All ALUs

**Operation:**

Rt = Ra \* immediate

**Exceptions:**

**Notes:**

### MULSU – Multiply Signed Unsigned

**Description:**

Multiply two registers and place the product in the target register. All registers are integer registers. The first operand is signed, the second unsigned.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 217 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation: R2**

Rt = Ra \* Rb + Rc

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### MULSUW – Multiply Signed Unsigned WIDENING

**Description:**

Multiply two registers and place product in the target register. All registers are integer registers. The first operand is signed, the second unsigned.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 297 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Lower bits (Ra \* Rb)

Rc = Upper bits(Ra \* Rb)

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### MULU – Unsigned Multiply Register-Register

**Description:**

Multiply two registers and place the product in the target register. All registers are integer registers. Values are treated as unsigned integers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 197 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra \* Rb + Rc

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### MULUW – Unsigned Multiply WIDENING

**Description:**

Multiply two registers and place the product bits in the target register. All registers are integer registers. Values are treated as unsigned integers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 277 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra \* Rb

Rc = Ra \* Rb

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### MULUI - Multiply Unsigned Immediate

**Description:**

Multiply a register and immediate value and place the product in the target register. The immediate is sign extended to the machine width. Values are treated as unsigned integers.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 147 |

**Clock Cycles:** 1

**Execution Units:** All ALUs

**Operation:**

Rt = Ra \* immediate

**Exceptions:**

**Notes:**

## Data Movement

### BMAP – Byte Map

**Description:**

First the target register is cleared, then bytes are mapped from the 16-byte source Ra into bytes in the target register. This instruction may be used to permute the bytes in register Ra and store the result in Rt. This instruction may also pack bytes, wydes or tetras. The map is determined by the low order 64-bits of register Rb. Bytes which are not mapped will end up as zero in the target register. Each nybble of the 64-bit value indicates the target byte in the target register.

**Instruction Format:** R3

**BMAP Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 357 | Msk2 | Op3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Vector Operation**

**Execution Units:** First Integer ALU

**Exceptions:** none

**Notes:**

### CMOVNZ – Conditional Move if Non-Zero

**CMOVNZ Rt, Ra, Rb, Rc**

**Description:**

If Ra is non-zero then the target register is set to Rb, otherwise the target register is to Rc.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 127 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** ALU #0 only

**Operation:**

If Ra then

Rt = Rb

else

Rt = Rc

**Exceptions:** none

### CMOVZ – Conditional Move if Zero

**CMOVZ Rt, Ra, Rb, Rc**

**Description:**

If Ra is zero then the target register is set to Rb, otherwise the target register is to Rc.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 117 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** ALU #0 only

**Operation:**

If Ra = 0 then

Rt = Rb

else

Rt = Rc

**Exceptions:** none

### MAX3 – Maximum Signed Value

**Description:**

Determines the maximum of three values in registers Ra, Rb and Rc and places the result in the target register Rt.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 187 | Msk2 | 13 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Execution Units:** ALU #0 only

**Operation:**

IF (Ra > Rb and Ra > Rc)

Rt = Ra

Else if (Rb > Rc)

Rt = Rb

Else

Rt = Rc

### MAXU3 – Maximum Unsigned Value

**Description:**

Determines the maximum of three values in registers Ra, Rb and Rc and places the result in the target register Rt. Values are unsigned integers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 237 | Msk2 | 13 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Execution Units:** ALU #0 only

**Operation:**

IF (Ra > Rb and Ra > Rc)

Rt = Ra

Else if (Rb > Rc)

Rt = Rb

Else

Rt = Rc

### MID3 – Middle Value

**Description:**

Determines the middle value of three values in registers Ra, Rb and Rc and places the result in the target register Rt.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 187 | Msk2 | 23 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Execution Units:** ALU #0 only

**Operation:**

IF (Ra > Rb and Ra < Rc)

Rt = Ra

Else if (Rb > Ra and Rb < Rc)

Rt = Rb

Else

Rt = Rc

### MIDU3 – Middle Unsigned Value

**Description:**

Determines the middle value of three values in registers Ra, Rb and Rc and places the result in the target register Rt.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 237 | Msk2 | 23 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Execution Units:** ALU #0 only

**Operation:**

IF (Ra > Rb and Ra < Rc)

Rt = Ra

Else if (Rb > Ra and Rb < Rc)

Rt = Rb

Else

Rt = Rc

### MIN3 – Minimum Value

**Description:**

Determines the minimum of three values in registers Ra, Rb and Rc and places the result in the target register Rt.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 187 | Msk2 | 03 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Execution Units:** ALU #0 only

**Operation:**

IF (Ra < Rb and Ra < Rc)

Rt = Ra

Else if (Rb < Rc)

Rt = Rb

Else

Rt = Rc

### MINU3 – Minimum Unsigned Value

**Description:**

Determines the minimum of three values in registers Ra, Rb and Rc and places the result in the target register Rt.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 237 | Msk2 | 03 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Execution Units:** ALU #0 only

**Operation:**

IF (Ra < Rb and Ra < Rc)

Rt = Ra

Else if (Rb < Rc)

Rt = Rb

Else

Rt = Rc

### MOV – Move Register to Register

**Description:**

Move register-to-register. This instruction may move between different types of registers. Raw binary data is moved. No data conversions are applied. This instruction may move between vector elements and scalar registers. Some registers are accessible only in specific operating modes. Some registers are read-only.

**Instruction Format:** R1

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 32 | 31 29 | 28 25 | 2422 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| ~16 | Ra3 | ~ | Rt3 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 157 |

**Operation: R2**

Rt = Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| Ra8 / Rt8 | Register file | Mode  Access | RW |
| 0 to 30 | General purpose registers 0 to 30 | USHM | RW |
| 31 | Safe stack pointer | SHM | RW |
| 32 | User stack pointer | USHM | RW |
| 33 | Supervisor stack pointer | SHM | RW |
| 34 | Hypervisor stack pointer | HM | RW |
| 35 | Machine stack pointer | M | RW |
| 36 to 39 | Micro-code temporaries #0 to #3 | HM | RW |
| 41 to 44 | Link registers | USHM | RW |
| 45 | micro-code link register | HM | RW |
| 46, 47 |  |  |  |
| 48 | Mask #0 | USHM | RW |
| 49 | Mask #1 | USHM | RW |
| 50 | Mask #2 | USHM | RW |
| 51 | Mask #3 | USHM | RW |
| 52 | Vector global mask | USHM | RW |
| 53 | Vector restart mask | USHM | R |
| 54 | Vector exception record | USHM | R |
| 55 | Card table address |  | RW |
| 51 to 55 |  |  |  |
| 56 to 255 | Vector register #7 to #31 |  | RW |

### MOVSXB – Move, Sign Extend Byte

**MOVSXB Rt, Ra**

**Description:**

A byte is extracted from the source operand, sign extended, and the result placed in the target register.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 24 | 33 | Msk2 | ~3 | ~ | 76 | ~ | 06 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Operation:**

**Clock Cycles:**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### MOVSXT – Move, Sign Extend Tetra

**MOVSXT Rt, Ra**

**Description:**

A tetra is extracted from the source operand, sign extended, and the result placed in the target register.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 24 | 33 | Msk2 | ~3 | ~ | 316 | ~ | 06 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Operation:**

**Clock Cycles:**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### MOVSXW – Move, Sign Extend Wyde

**MOVSXW Rt, Ra**

**Description:**

A wyde is extracted from the source operand, sign extended, and the result placed in the target register.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 24 | 33 | Msk2 | ~3 | ~ | 156 | ~ | 06 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Operation:**

**Clock Cycles:**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### MUX – Multiplex

**MUX Rt, Ra, Rb, Rc**

**Description:**

If a bit in Ra is set then the bit of the target register is set to the corresponding bit in Rb, otherwise the bit in the target register is set to the corresponding bit in Rc.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 337 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** ALU #0 only

**Operation:**

For n = 0 to 63

If Ra[n] is set then

Rt[n] = Rb[n]

else

Rt[n] = Rc[n]

**Exceptions:** none

## Logical Operations

### AND – Bitwise And

**Description:**

Bitwise ‘and’ two registers with the complement of a third and place the result in the target register. All registers are treated as integer registers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 07 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

|  |  |  |
| --- | --- | --- |
| OP3 |  | Mnemonic |
| 0 | Rt = (Ra & Rb) & Rc | AND\_AND |
| 1 | Rt = (Ra & Rb) | Rc | AND\_OR |
| 2 | Rt = (Ra & Rb) ^ Rc | AND\_EOR |
| 3 to 7 | Reserved |  |

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

### ANDI – Bitwise ‘And’ Immediate

**Description:**

Bitwise ‘And’ a register and immediate value and place the result in the target register. The immediate is one extended to the machine width.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 87 |

**Clock Cycles:** 1

**Execution Units:** All ALUs, all FPUs

**Operation:**

Rt = Ra + immediate

**Exceptions:**

**Notes:**

### ANDSI – Bitwise ‘And’ Shifted Immediate

**Description:**

Bitwise ‘And’ an immediate value to a target register. The immediate is shifted left a multiple of 24 bits and one extended to both the left and right for the machine width. Note the shift is a multiple of only 24 bits while the constant may provide up to 28 bits. The extra bits may be set to zero or sign extended when building a constant.

**Instruction Format:** RIS

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 47 20 | 1918 | 17 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate27..0 | Msk2 | Sc3 | Nt | Vt | Rt5 | V | 507 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = Ra & immediate << Sc \* 21

**Exceptions:**

**Notes:**

### ENOR – Bitwise Exclusive Nor

**Description:**

Bitwise exclusively nor three registers and place the result in the target register. All registers are integer registers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 107 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = ~(Ra ^ Rb ^ Rc)

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

### EOR – Bitwise Exclusive Or

**Description:**

Bitwise exclusively or three registers and place the result in the target register. All registers are integer registers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 27 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |  |
| --- | --- | --- |
| OP3 |  | Mnemonic |
| 0 | Rt = (Ra ^ Rb) & Rc | EOR\_AND |
| 1 | Rt = (Ra ^ Rb) | Rc | EOR\_OR |
| 2 | Rt = (Ra ^ Rb) ^ Rc | EOR\_EOR |
| 3 to 6 | Reserved |  |
| 7 | Rt = (^Ra) ^ (^Rb) ^ (^Rc) | PAR (triple parity) |

**Operation: R3**

Rt = Ra ^ Rb ^ Rc

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

### EORI – Exclusive Or Immediate

**Description:**

Exclusive Or a register and immediate value and place the sum in the target register. The immediate is zero extended to the machine width.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 107 |

**Clock Cycles:** 1

**Execution Units:** All ALUs, all FPUs

**Operation:**

Rt = Ra ^ immediate

**Exceptions:**

**Notes:**

### EORSI – Bitwise Exclusive ‘Or’ Shifted Immediate

**Description:**

Bitwise exclusive ‘or’ a register and immediate value and place the result in the target register. The immediate is shifted left in multiples of 16 bits and zero extended to the machine width. This instruction may be used to build a large constant in a register. Note the shift is a multiple of only 24 bits while the constant may provide up to 28 bits. The extra four bits may be set to zero when building a constant.

**Instruction Format:** RIS

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 47 20 | 1918 | 17 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate27..0 | Msk2 | Sc3 | Nt | Vt | Rt5 | V | 597 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = Ra ^ (immediate << (Sc \* 24))

**Exceptions:**

**Notes:**

### MKBOOL – Make Boolean

**Description:**

This instruction reduces the value to a Boolean true or false. If the value is non-zero it is considered true, otherwise if zero it is false.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 125 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### NAND – Bitwise Nand

**Description:**

Bitwise nand two registers and place the result in the target register. All registers are integer registers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 87 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

|  |  |  |
| --- | --- | --- |
| OP3 |  | Mnemonic |
| 0 | Rt = ~(Ra & Rb) & Rc | NAND\_AND |
| 1 | Rt = ~(Ra & Rb) | Rc | NAND\_OR |
| 2 | Rt = ~(Ra & Rb) ^ Rc | NAND\_EOR |
| 3 to 7 | Reserved |  |

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

### NOR – Bitwise Or

**Description:**

Bitwise nor two registers and place the result in the target register. All registers are integer registers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 97 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

|  |  |  |
| --- | --- | --- |
| OP3 |  | Mnemonic |
| 0 | Rt = ~(Ra | Rb) & Rc | NOR\_AND |
| 1 | Rt = ~(Ra | Rb) | Rc | NOR\_OR |
| 2 | Rt = ~(Ra | Rb) ^ Rc | NOR\_EOR |
| 3 to 7 | Reserved |  |

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

### OR – Bitwise Or

**Description:**

Bitwise or three registers and place the result in the target register. All registers are integer registers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 17 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

|  |  |  |
| --- | --- | --- |
| OP3 |  | Mnemonic |
| 0 | Rt = (Ra | Rb) & Rc | OR\_AND |
| 1 | Rt = (Ra | Rb) | Rc | OR\_OR |
| 2 | Rt = (Ra | Rb) ^ Rc | OR\_EOR |
| 3 to 6 | Reserved |  |
| 7 | **Rt = (Ra & Rb) | (Ra & Rc) | (Rb & Rc)** | MAJ |

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

### ORC – Bitwise Or Complement

**Description:**

Bitwise ‘or’ a source register and the complement of a second source register and place the result in the target register. All registers are integer registers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 17 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation: R2**

Rt = Ra | Rb | ~Rc

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

### ORI - Or Immediate

**Description:**

Or a register and immediate value and place the sum in the target register. The immediate is zero extended to the machine width.

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 97 |

**Clock Cycles:** 1

**Execution Units:** All ALUs, all FPUs

**Operation:**

Rt = Ra + immediate

**Exceptions:**

**Notes:**

### ORSI – Shift and Bitwise ‘Or’ Immediate

**Description:**

Bitwise ‘or’ the register and shifted immediate value and place the result in the target register. The immediate is shifted left in multiples of 24 bits and zero extended to the machine width. This instruction may be used to build a large constant in a register.

*Note that Rt is both a source register and a target register. This provides more bits for the immediate constant. It is envisioned that the vast majority of the time this instruction will follow one which has separate source and target operands.*

**Instruction Format:** RIS

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 47 20 | 1918 | 17 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate27..0 | Msk2 | Sc3 | Nt | Vt | Rt5 | V | 517 |

**Clock Cycles:** 1

**Execution Units:** All ALU’s

**Operation:**

Rt = Rt | (immediate << Sc \* 24)

**Exceptions:**

**Notes:**

## Comparison Operations

### Overview

There are two basic types of comparison operators. The first type, compare, returns a bit vector indicating the relationship between the operands, the second type, set, returns a false or a constant depending on the result of the comparison.

### CMP - Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a bit vector identifying the relationship between the two source operands as signed integers. The compare may be cumulative by or’ing the result of previous comparisons with the current one. This may be used to test for the presence or absence of data in an array.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 37 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |  |
| --- | --- | --- |
| OP4 |  | Mnemonic |
| 0 | Rt = (Ra ? Rb) & Rc | CMP\_AND |
| 1 | Rt = (Ra ? Rb) | Rc | CMP\_OR |
| 2 | Rt = (Ra ? Rb) ^ Rc | CMP\_EOR |
| 3 to 6 | Reserved |  |
| 7 | Range Check | CMP\_RNG |

**Operation:**

Rt = Ra ? Rb

Rt = (Ra ? Rb) | Rc ; cumulative

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt Bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal | a == b |
| 1 | NE | < > not equal | a <> b |
| 2 | LT | < less than | a < b |
| 3 | LE | <= less than or equal | a <= b |
| 4 | GE | >= greater than or equal | a >= b |
| 5 | GT | > greater than | a > b |
| 6 | BC | Bit clear | !a[b] |
| 7 | BS | Bit set | a[b] |

**Range Check:**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt Bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | GEL |  | a >=b and a < c |
| 1 | GELE |  | a >= b and a <= c |
| 2 | GL |  | a > b and a < c |
| 3 | GLE |  | a > b and a <= c |
| 4 | NGEL |  | Not (a >= b and a < c) |
| 5 | NGELE |  | Not (a >= b and a <= c) |
| 6 | NGL |  | Not (a > b and a < c) |
| 7 | NGLE |  | Not (a > b and a <= c) |

### CMPI – Compare Immediate

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as signed and unsigned integers.

**Operation:**

Rt = Ra ? Imm

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 117 |

|  |  |  |  |
| --- | --- | --- | --- |
| Rt Bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal | a == b |
| 1 | NE | < > not equal | a <> b |
| 2 | LT | < less than | a < b |
| 3 | LE | <= less than or equal | a <= b |
| 4 | GE | >= greater than or equal | a >= b |
| 5 | GT | > greater than | a > b |
| 6 | BC | Bit clear | !a[b] |
| 7 | BS | Bit set | a[b] |

### CMPU – Unsigned Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a bit vector identifying the relationship between the two source operands as unsigned integers.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 67 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

|  |  |  |
| --- | --- | --- |
| Op4 |  | Mnemonic |
| 0 | Rt = (Ra ? Rb) & Rc | CMPU\_AND |
| 1 | Rt = (Ra ? Rb) | Rc | CMPU\_OR |
| 2 | Rt = (Ra ? Rb) ^ Rc | CMPU\_EOR |
| 3 to 6 | Reserved |  |
| 7 | Range Check | CMPU\_RNG |

**Operation:**

Rt = Ra ? Rb

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt Bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal | a = b |
| 1 | NE | Not equal | a <> b |
| 2 | LTU | < less than | a < b |
| 3 | LEU | <= less than or equal | a <= b |
| 4 | GEU | >= greater than or equal | a >= b |
| 5 | GTU | > greater than | a > b |
| 6 |  |  |  |
| 7 |  |  |  |

### CMPUI – Compare Unsigned Immediate

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as signed and unsigned integers.

**Operation:**

Rt = Ra ? Rb or Rt = Ra ? Imm or Rt = Imm ? Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

**Notes:**

**Instruction Format:** RI

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 197 |

|  |  |  |  |
| --- | --- | --- | --- |
| Rt Bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 |  |  |  |
| 1 |  |  |  |
| 2 | LTU | < less than | a < b |
| 3 | LEU | <= less than or equal | a <= b |
| 4 | GEU | >= greater than or equal | a >= b |
| 5 | GTU | > greater than | a > b |
| 6 |  |  |  |
| 7 |  |  |  |

### SEQ – Set if Equal

**Description:**

Compare two source operands for equality and if they are equal place the result in the target predicate register. The result is a ten-bit signed immediate value or the value of register Rc. Note that if the source operands are not equal the target register is not affected.

**Instruction Format:** R3

SEQ Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 807 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

SEQ Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 967 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation: R2**

Rt = Ra == Rb ? Imm7 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SEQI –Set if Equal

**Description:**

Compare two source operands for equality and place the result in the target predicate register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 19-bit immediate constant.

**Instruction Format:** R3

SEQ Rt, Ra, imm19

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 227 |

**Operation: R3**

Rt = Ra == Imm19 ? 1 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SGEI –Set if Greater Than Or Equal Immediate

**Description:**

Compare two source operands for greater than or equal and place the result in the target register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 19-bit immediate constant.

**Instruction Format:** R3

SGE Rt, Ra, imm19

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 267 |

**Operation:**

Rt = Ra >= Imm19 ? 1 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SGEUI –Set if Greater Than Or Equal Unsigned Immediate

**Description:**

Compare two source operands for greater than or equal and place the result in the target register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 19-bit immediate constant.

**Instruction Format:** R3

SGEU Rt, Ra, imm19

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 317 |

**Operation:**

Rt = Ra >= Imm19 ? 1 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SGTI –Set if Greater Than Immediate

**Description:**

Compare two source operands for greater than and place the result in the target register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 19-bit immediate constant.

**Instruction Format:** R3

SGT Rt, Ra, imm19

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 267 |

**Operation: R3**

Rt = Ra > Imm19 ? 1 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SGTUI –Set if Unsigned Greater Than Immediate

**Description:**

Compare two source operands for unsigned greater than and place the result in the target register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 19-bit immediate constant.

**Instruction Format:** R3

SGTU Rt, Ra, imm19

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 307 |

**Operation: R3**

Rt = Ra > Imm19 ? 1 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SLE – Set if Less Than or Equal

**Description:**

Compare two source operands for signed less than or equal and place the result in the target register if the comparison is true. The result is an ten-bit sign extended immediate or the contents of register Rc. This instruction may also test for greater than or equal by swapping operands.

**Instruction Format:** R3

SLE Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 837 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

SLE Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 997 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra <= Rb ? Imm7 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SLEI –Set if Less Than or Equal Immediate

**Description:**

Compare two source operands for less than or equal and place the result in the target register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 19-bit immediate constant.

**Instruction Format:** R3

SLE Rt, Ra, imm19

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 257 |

**Operation: R3**

Rt = Ra <= Imm19 ? 1 : Rt

**Clock Cycles:** 1 for scalar, 10 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SLEU – Set if Unsigned Less Than or Equal

**Description:**

Compare two source operands for unsigned less than or equal and place the result in the target register if condition is true. The result is a ten-bit immediate value or the contents of register Rc. This instruction may also test for greater than or equal by swapping operands.

**Instruction Format:** R3

SLEU Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 857 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

SLEU Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1017 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra <= Rb ? Imm8 : Rt

**Clock Cycles:** 1, 5 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SLEUI –Set if Less Than or Equal Unsigned Immediate

SLEU Rt, Ra, imm19

**Description:**

Compare two source operands for unsigned less than or equal and place the result in the target register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 24-bit immediate constant.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 297 |

**Operation:**

Rt = Ra <= Imm24 ? 1 : Rt

**Clock Cycles:** 1 for scalar, 10 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SLT – Set if Less Than

**Description:**

Compare two source operands for signed less than and place the result in the target predicate register. If Ra is less than Rb then the result is set to the sign extended immediate value, otherwise the result is set to zero. This instruction may also test for greater than by swapping operands.

**Instruction Format:** R3

SLT Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 827 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

SLT Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 987 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Assembler Default Format:**

The default assembler format places a one or a zero in the target register.

SLT Rt, Ra, Rb

**Operation:**

Prt = Ra < Rb ? Imm8 : Rt

**Clock Cycles:** 1 for scalar, 5 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SLTI –Set if Less Than Immediate

**Description:**

Compare two source operands for less than and place the result in the target register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 24-bit immediate constant.

**Instruction Format:** R3

SLT Rt, Ra, imm19

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 247 |

**Operation: R3**

Rt = Ra < Imm24 ? 1 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SLTU – Set if Unsigned Less Than

**Description:**

Compare two source operands for unsigned less than and place the result in the target register. The result is a ten-bit immediate value or the contents of register Rc if the condition is true, otherwise the target register is not affected. This instruction may also test for greater than by swapping operands.

**Instruction Format:** R3

SLTU Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 847 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

SLTU Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1007 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra < Rb ? Imm6 : Rt

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SLTUI –Set if Less Than Unsigned Immediate

SLTU Rt, Ra, imm19

**Description:**

Compare two source operands for unsigned less than and place the result in the target register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 19-bit immediate constant.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 287 |

**Operation: R3**

Rt = Ra < Imm19 ? 1 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SNE – Set if Not Equal

**Description:**

Compare two source operands for inequality and place the result in the target register if the comparison is true. The result is a ten-bit immediate or the contents of register Rc. IF the comparison is false the target register is not affected.

**Instruction Format:** R3

SNE Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 817 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

SNE Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 977 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra != Rb ? Imm6 : Rt

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SNEI –Set if Not Equal

**Description:**

Compare two source operands for inequality and place the result in the target predicate register. The result is a Boolean value of one. The first operand is in a register, the second operand is a 24-bit immediate constant.

**Instruction Format:** R3

SNE Rt, Ra, imm19

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 237 |

**Operation: R3**

Rt = Ra != Imm24 ? 1 : Rt

**Clock Cycles:** 1 for scalar, <=8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSEQ – Zero or Set if Equal

**Description:**

Compare two source operands for equality and place the result in the target predicate register. The result is a ten-bit signed immediate value or zero.

**Instruction Format:** R3

ZSEQ Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1127 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

ZSEQ Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1207 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation: R3**

Rt = Ra = Rb ? Imm8 : 0

**Clock Cycles:** 1 for scalar, 8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSEQI – Zero or Set if Equal

**Description:**

Compare two source operands for equality and place the result in the target predicate register. The result is a Boolean value of one or zero. The first operand is in a register, the second operand is a 24-bit immediate constant.

**Instruction Format:** R3

ZSEQ Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 947 |

**Operation: R3**

Rt = Ra == Imm24 ? 1 : 0

**Clock Cycles:** 1 for scalar, 8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSGEI – Zero or Set if Greater Than or Equal Immediate

**Description:**

Compare two source operands for signed greater than or equal and place the result in the target predicate register. The result is a Boolean true or false.

**Instruction Format:** R3

ZSGT Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 997 |

**Operation:**

Rt = Ra >= Imm ? 1 : 0

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSGEUI – Zero or Set if Greater Than or Equal Unsigned Immediate

**Description:**

Compare two source operands for unsigned greater than or equal and place the result in the target predicate register. The result is a Boolean true or false.

**Instruction Format:** R3

ZSGEU Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 1037 |

**Operation:**

Rt = Ra >= Imm ? 1 : 0

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSGTI – Zero or Set if Greater Than Immediate

**Description:**

Compare two source operands for signed greater than and place the result in the target predicate register. The result is a Boolean true or false.

**Instruction Format:** R3

ZSGT Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 987 |

**Operation:**

Rt = Ra > Imm ? 1 : 0

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSGTUI – Zero or Set if Greater Than Unsigned Immediate

**Description:**

Compare two source operands for unsigned greater than and place the result in the target predicate register. The result is a Boolean true or false.

**Instruction Format:** R3

ZSGTU Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 1027 |

**Operation:**

Rt = Ra > Imm ? 1 : 0

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSLE – Zero or Set if Less Than or Equal

**Description:**

Compare two source operands for signed less than or equal and place the result in the target register. The result is a ten-bit sign extended immediate or the contents of register Rc if the comparison is true, otherwise the target register is set to zero. This instruction may also test for greater than or equal by swapping operands.

**Instruction Format:** R3

ZSLE Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1157 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

ZSLE Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1237 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra <= Rb ? Imm8 : 0

**Clock Cycles:** 1 for scalar, 8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSLEI – Zero or Set if Less Than or Equal

**Description:**

Compare two source operands for signed less than or equal and place the result in the target register. The result is a Boolean value of one or zero. The first operand is in a register, the second operand is a 24-bit immediate constant.

**Instruction Format:** R3

ZSLE Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 977 |

**Operation:**

Rt = Ra <= Imm24 ? 1 : 0

**Clock Cycles:** 1 for scalar, 5 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSLEU – Zero or Set if Unsigned Less Than or Equal

**Description:**

Compare two source operands for unsigned less than or equal and place the result in the target register. The result is a ten-bit immediate value or the contents of register Rc if the condition is true, otherwise the target register is set to zero. This instruction may also test for greater than or equal by swapping operands.

**Instruction Format:** R3

ZSLEU Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1177 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

ZSLEU Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1257 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra <= Rb ? Imm : 0

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSLEUI – Zero or Set if Unsigned Less Than or Equal

**Description:**

Compare two source operands for signed less than or equal and place the result in the target register. The result is a Boolean value of one or zero. The first operand is in a register, the second operand is a 24-bit immediate constant.

**Instruction Format:** R3

ZSLE Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 1017 |

**Operation:**

Rt = Ra <= Imm24 ? 1 : 0

**Clock Cycles:** 1 for scalar, 8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSLT – Zero or Set if Less Than

**Description:**

Compare two source operands for signed less than and place the result in the target predicate register. If Ra is less than Rb then the result is set to the sign extended immediate value or the contents of register Rc, otherwise the result is set to zero. This instruction may also test for greater than by swapping operands.

**Instruction Format:** R3

ZSLT Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1147 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

ZSLT Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1227 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Assembler Default Format:**

The default assembler format places a one or a zero in the target register.

ZSLT Rt, Ra, Rb

**Operation:**

Prt = Ra < Rb ? Imm10 : 0

**Clock Cycles:** 1 for scalar, 8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSLTI – Zero or Set if Less Than Immediate

**Description:**

Compare two source operands for signed less than and place the result in the target predicate register. The result is a Boolean true or false.

**Instruction Format:** R3

ZSLTI Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 967 |

**Operation:**

Rt = Ra < Imm ? 1 : 0

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSLTU – Zero or Set if Unsigned Less Than

**Description:**

Compare two source operands for unsigned less than and place the result in the target register. The result is an eight-bit immediate value or the contents of register Rc if the condition is true, otherwise the target register is set to zero. This instruction may also test for greater than by swapping operands.

**Instruction Format:** R3

ZSLTU Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1167 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

ZSLTU Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1247 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra < Rb ? Imm10 : 0

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSLTUI – Zero or Set if Unsigned Less Than

**Description:**

Compare two source operands for signed less than and place the result in the target register. The result is a Boolean value of one or zero. The first operand is in a register, the second operand is a 24-bit immediate constant.

**Instruction Format:** R3

ZSLTU Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 1007 |

**Operation:**

Rt = Ra < Imm24 ? 1 : 0

**Clock Cycles:** 1 for scalar, 8 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSNE – Zero or Set if Not Equal

**Description:**

Compare two source operands for inequality and place the result in the target register if the comparison is true. The result is a ten-bit immediate or the contents of register Rc. IF the comparison is false the target register is set to zero.

**Instruction Format:** R3

ZSNE Rt, Ra, Rb, imm10

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1137 | Msk2 | Imm10 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

ZSNE Rt, Ra, Rb, Rc

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 1217 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = Ra != Rb ? Imm : 0

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### ZSNEI – Zero or Set if Not Equal

**Description:**

Compare two source operands for inequality and place the result in the target predicate register. The result is a Boolean value of one or zero. The first operand is in a register, the second operand is a 24-bit immediate constant.

**Instruction Format:** R3

ZSNE Rt, Ra, imm24

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 957 |

**Operation: R3**

Rt = Ra != Imm24 ? 1 : 0

**Clock Cycles:** 1 for scalar, 10 for vector

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

## Shift and Rotate Operations

Shift instructions can take the place of some multiplication and division instructions. Some architectures provide shifts that shift only by a single bit. Others use counted shifts, the original 80x88 used multiple clock cycles to shift by an amount stored in the CX register. Table888 and Thor use a barrel shifter to allow shifting by an arbitrary amount in a single clock cycle. Shifts are infrequently used, and a barrel (or funnel) shifter is relatively expensive in terms of hardware resources.

Thor2024 has a full complement of shift instructions including rotates.

### ASL –Arithmetic Shift Left

**Description**:

This is an alternate mnemonic for the ALSP (pair shift) instruction. Left shift an operand value by an operand value and place the upper bits of the result in the target register. The ‘C’ field of the instruction indicates to complement the Ra operand, which is zero. The first operand must be in a register specified by the Rb. The second operand may be either a register specified by the Rc field of the instruction, or an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 04 | Prc | Msk2 | C | 0 | ~ | Nc | Vc | Rc5 | Nb | Vb | Rb5 | 0 | 0 | 05 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} << Rc

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### ASLP –Arithmetic Shift Left Pair

**Description**:

Left shift a pair of operand values by an operand value and place the upper bits of the result in the target register. The ‘C’ field of the instruction indicates to invert the Ra operand of the pair while shifting. The pair of registers shifted is specified by Ra (lower bits), Rb (upper bits). The third operand may be either a register specified by the Rc field of the instruction, or an immediate value.

This instruction may be used to perform a rotate operation by specifying the same register for Ra and Rb. It may also be used to implement a ring counter by inverting Ra during the shift.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 04 | Prc | Msk2 | C | 0 | ~ | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} << Rc

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### ASLI –Arithmetic Shift Left

**Description**:

Left shift an operand value by an operand value and place the result in the target register. The first operand must be in a register specified by the Rb. The second operand is an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 04 | Prc | Msk2 | C | 1 | ~ | ~ | Uimm6 | Nb | Vb | Rb5 | 0 | 0 | 05 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} << Imm

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### ASLPI –Arithmetic Shift Left Pair by Immediate

**Description**:

Left shift a pair of operand values by an operand value and place the result in the target register. The ‘C’ field of the instruction indicates to invert the Ra operand. The operand pair must be in registers Rb (upper bits) and Ra (lower bits). The third source operand is an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 04 | Prc | Msk2 | C | 1 | ~ | ~ | Uimm6 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} << Imm

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### ASR –Arithmetic Shift Right

**Description**:

Right shift an operand value by an operand value and place the result in the target register. The sign bit is shifted into the most significant bits. The first operand must be in a register specified by the Ra. The second operand may be either a register specified by the Rc field of the instruction, or an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 24 | Prc | Msk2 | C | 0 | ~ | Nc | Vc | Rc5 | 0 | 0 | 05 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

|  |  |  |
| --- | --- | --- |
| 47:44 |  |  |
| 2 | Truncate | Discards bits |
| 3 | Round towards zero | If result is negative, then it is rounded up |
| 4 | Round up | If there was a carry out of the LSB, add one |
|  |  |  |

**Operation:**

Rt = round(Ra >> Rc)

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### ASRI –Arithmetic Shift Right

**Description**:

Right shift an operand value by an operand value and place the result in the target register. The sign bit is shifted into the most significant bits. The first operand must be in a register specified by the Ra. The second operand is an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 24 | Prc | Msk2 | C | 1 | ~ | ~ | Uimm6 | 0 | 0 | 05 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

|  |  |  |
| --- | --- | --- |
| 47:44 |  |  |
| 2 | Truncate | Discards bits |
| 3 | Round towards zero | If result is negative, then it is rounded up |
| 4 | Round up | If there was a carry out of the LSB, add one |
|  |  |  |

**Operation:**

Rt = round(Ra >> Imm)

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### LSR –Logic Shift Right

**Description**:

This is an alternate mnemonic for the LSRP instruction where Rb is assumed to be r0. Right shift an operand value by an operand value and place the result in the target register. The ‘C’ field of indicates to shift a zero or a one into the most significant bits. The first operand must be in a register specified by the Ra. The second operand may be either a register specified by the Rc field of the instruction, or an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 14 | Prc | Msk2 | C | 0 | ~ | Nc | Vc | Rc5 | 0 | 0 | 05 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = Ra >> Rc

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### LSRP –Logic Shift Right Pair

**Description**:

Right shift a pair of operand values by an operand value and place the lower bits of the result in the target register. The ‘C’ field of the instruction indicates to complement the Rb register during the shift. The pair of operands are specified by Ra and Rb. The third operand may be either a register specified by the Rc field of the instruction, or an immediate value.

This instruction may be used to perform a right rotate operation by specifying the same register for Ra and Rb.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 14 | Prc | Msk2 | C | 0 | ~ | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Vb | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} >> Rc

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### LSRI –Logical Shift Right

**Description**:

Right shift an operand value by an operand value and place the result in the target register. The ‘C’ field of the instruction indicates to shift a zero or a one into the most significant bits. The first operand must be in a register specified by the Ra. The second operand is an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 14 | Prc | Msk2 | C | 1 | ~ | ~ | Uimm6 | 0 | 0 | 05 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = Ra >> Imm

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### LSRPI –Logical Shift Right Pair by Immediate

**Description**:

Right shift a pair of operand values by an operand value and place the lower bits of the result in the target register. The ‘C’ field of the instruction indicates to complement the Rb operand during the shift. The operand pair must be in a register specified by Ra and Rb. The third operand is an immediate value.

This instruction may be used to perform a right rotate operation.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 14 | Prc | Msk2 | C | 1 | ~ | ~ | Uimm6 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} >> Imm

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### ROL –Rotate Left

**Description**:

This is an alternate mnemonic for the ASLP instruction. Rotate left an operand value by an operand value and place the result in the target register. The most significant bits are shifted into the least significant bits. The first operand must be in a register specified by Ra and Rb. The second operand may be either a register specified by the Rc field of the instruction, or an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 04 | Prc | Msk2 | C | 0 | ~ | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} << Rc

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### ROLI –Rotate Left by Immediate

**Description**:

Rotate left shift an operand value by an operand value and place the result in the target register. The most significant bits are shifted into the least significant bits. The first operand must be in a register specified by the Ra. The second operand is an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 04 | Prc | Msk2 | C | 1 | ~ | ~ | Uimm6 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} << Imm

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### ROR –Rotate Right

**Description**:

Rotate right an operand value by an operand value and place the result in the target register. The least significant bits are shifted into the most significant bits. The first operand must be in a register specified by Ra and Rb. The second operand may be either a register specified by the Rc field of the instruction, or an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 14 | Prc | Msk2 | C | 0 | ~ | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} >> Rc

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

### RORI –Rotate Right by Immediate

**Description**:

Rotate right an operand value by an operand value and place the result in the target register. The least significant bits are shifted into the most significant bits. The first operand must be in a register specified by Ra and Rb. The second operand is an immediate value.

**Instruction Format:** SHIFT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 4341 | 4039 | 38 | 37 | 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 14 | Prc | Msk2 | C | 1 | ~ | ~ | Uimm6 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 887 |

**Operation:**

Rt = {Rb,Ra} >> Imm

**Operation Size:** .o

**Execution Units**: integer ALU

**Exceptions**: none

**Example**:

## Bit-field Manipulation Operations

Many CPUs do not have direct support for bit-field manipulation. Instead, they rely on ordinary logical and shift operations. The benefit of having bit-field operations is that they are more code dense then performing the operations using other ALU ops.

The beginning and end of a bitfield may be specified as either a pair of immediate constants or in a pair of registers.

### General Format of Bitfield Instructions

**CLR Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 25 | 24 19 | 18 13 | 12 7 | 6 0 |
| 887 | Ci | Bi | Me6 | Mb6 | Ra6 | Rt6 | 27 |

Mb6 may be either a register spec or a six-bit unsigned immediate constant specifying the start position of the bitfield.

Me6 may be either a register spec or a six-bit unsigned immediate constant specifying the end position of the bitfield.

The Ci field indicates (1) to use either an immediate constant, or (0) to use a register for the third source operand.

The Bi field indicates (1) to use either an immediate constant, or (0) to use a register for the second source operand.

### CLR – Clear Bit Field

**Description:**

A bit field in the source operand is cleared and the result placed in the target register. Rb specifies the first bit of the bitfield, Rc specifies the last bit of the bitfield. Immediate constants may be substituted for Rb and Rc.

**Instruction Format:** R3

**CLR Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4341 | 4039 | 3836 | 35 | 34 | 3329 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 04 | 03 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 04 | 13 | Msk2 | ~3 | Nc | Vc | Rc5 | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 04 | 23 | Msk2 | ~3 | ~ | Uimm6 | | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 04 | 33 | Msk2 | ~3 | ~ | Uimm6 | | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Operation:**

Rt = Ra

Rt[ME:MB] = 0

**Clock Cycles:**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### COM – Complement Bit Field

**Description:**

A bit field in the source operand is one’s complemented and the result placed in the target register. Rb specifies the first bit of the bitfield, Rc specifies the last bit of the bitfield. Immediate constants may be substituted for Rb and Rc.

**Operation:**

**Instruction Format:** BITFLD

**COM Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4341 | 4039 | 3836 | 35 | 34 | 3329 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 54 | 03 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 54 | 13 | Msk2 | ~3 | Nc | Vc | Rc5 | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 54 | 23 | Msk2 | ~3 | ~ | Uimm6 | | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 54 | 33 | Msk2 | ~3 | ~ | Uimm6 | | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Clock Cycles:**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### DEP – Deposit Bit Field

**Description:**

A source operand is transferred to a bitfield in the target register. Rb specifies the first bit of the bitfield, Rc specifies the last bit of the bitfield. Immediate constants may be substituted for Rb and Rc.

**Instruction Formats:**

**DEP Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4341 | 4039 | 3836 | 35 | 34 | 3329 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 44 | 03 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 44 | 13 | Msk2 | ~3 | Nc | Vc | Rc5 | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 44 | 23 | Msk2 | ~3 | ~ | Uimm6 | | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 44 | 33 | Msk2 | ~3 | ~ | Uimm6 | | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Operation:**

MB = Rb or Imm

ME = Rc or Imm

Rt[ME:MB] = Ra

**Clock Cycles: 1**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### EXT – Extract Bit Field

**Description:**

A bit field is extracted from the source operand, sign extended, and the result placed in the target register. Rb specifies the first bit of the bitfield, Rc specifies the last bit of the bitfield. Immediate constants may be substituted for Rb and Rc.

**Instruction Format:** BITFLD

**EXT Rt, Ra, Rb, Rc**

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4341 | 4039 | 3836 | 35 | 34 | 3329 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 24 | 03 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 24 | 13 | Msk2 | ~3 | Nc | Vc | Rc5 | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 24 | 23 | Msk2 | ~3 | ~ | Uimm6 | | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 24 | 33 | Msk2 | ~3 | ~ | Uimm6 | | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Operation:**

Rt = sign extend(Ra[ME:MB])

**Clock Cycles:**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### EXTU – Extract Unsigned Bit Field

**Description:**

A bit field is extracted from the source operand, zero extended, and the result placed in the target register. Rb specifies the first bit of the bitfield, Rc specifies the last bit of the bitfield. Immediate constants may be substituted for Rb and Rc.

**Instruction Format:** BITFLD

**EXTU Rt, Ra, Rb, Rc**

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4341 | 4039 | 3836 | 35 | 34 | 3329 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 34 | 03 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 34 | 13 | Msk2 | ~3 | Nc | Vc | Rc5 | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 34 | 23 | Msk2 | ~3 | ~ | Uimm6 | | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 34 | 33 | Msk2 | ~3 | ~ | Uimm6 | | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Operation:**

Rt = zero extend(Ra[ME:MB])

**Clock Cycles:**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

### SET – Set Bit Field

**Description:**

A bit field in the source operand is set to all ones and the result placed in the target register. Rb specifies the first bit of the bitfield, Rc specifies the last bit of the bitfield. Immediate constants may be substituted for Rb and Rc.

**Instruction Format:** BITFLD

**SET Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4341 | 4039 | 3836 | 35 | 34 | 3329 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 14 | 03 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 14 | 13 | Msk2 | ~3 | Nc | Vc | Rc5 | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 14 | 23 | Msk2 | ~3 | ~ | Uimm6 | | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |
| 14 | 33 | Msk2 | ~3 | ~ | Uimm6 | | ~ | Uimm6 | | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 37 |

**Operation:**

Rt = Ra

Rt[ME:MB] = 111…

**Clock Cycles:**

**Execution Units:** All Integer ALUs

**Exceptions:** none

**Notes:**

## Cryptographic Accelerator Instructions

### AES64DS – Final Round Decryption

**Description**:

Perform the final round of decryption for the AES standard. Register Ra represents the entire AES state.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 185 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Exceptions:** none

### AES64DSM – Middle Round Decryption

**Description**:

Perform a middle round of decryption for the AES standard. Register Ra represents the entire AES state.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 195 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Exceptions:** none

### AES64ES – Final Round Encryption

**Description**:

Perform the final round of encryption for the AES standard. Register Ra represents the entire AES state.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 205 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Exceptions:** none

### AES64ESM – Middle Round Encryption

**Description**:

Perform a middle round of encryption for the AES standard. Register Ra represents the entire AES state.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 215 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

**Exceptions:** none

### SHA256SIG0

**Description:**

Implements the Sigma0 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 245 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = sign extend(ror32(Ra,7) ^ ror32(Ra,18) ^ (Ra32 >> 3))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SIG1

**Description:**

Implements the Sigma1 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 255 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles: 1**

**Operation:**

Rt = sign extend(ror32(Ra,17) ^ ror32(Ra,19) ^ (Ra32 >> 10))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SUM0

**Description:**

Implements the Sum0 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 265 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = sign extend(ror32(Ra,2) ^ ror32(Ra,13) ^ ror32(Ra, 22))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SUM1

**Description:**

Implements the Sum1 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 275 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = sign extend(ror32(Ra,6) ^ ror32(Ra,11) ^ ror32(Ra, 25))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SIG0

**Description:**

Implements the Sigma0 transformation function used in the SHA2-512 hash function.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 285 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = ror64(Ra,1) ^ ror64(Ra, 8) ^ (Ra >> 7)

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SIG1

**Description:**

Implements the Sigma1 transformation function used in the SHA2-512 hash function.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 295 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation:**

Rt = ror64(Ra,19) ^ ror64(Ra, 61) ^ (Ra >> 6)

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SUM0

Description:

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 305 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

### SHA512SUM1

Description:

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 315 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

### SM3P0

Description:

P0 transform of SM3 hash function.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 145 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation**

Rt = Ra ^ rol(Ra,9) ^ rol(Ra,17)

### SM3P1

Description:

P1 transform of SM3 hash function.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 155 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Operation**

Rt = Ra ^ rol(Ra,15) ^ rol(Ra,23)

## Neural Network Accelerator Instructions

### Overview

Included in the ISA are instructions for neural network acceleration. Each neuron is composed of an accumulator that sums the product of weights and inputs and an output activation function. Neurons may be biased with a bias value and may also have feedback from output to input via a feedback constant. The neurons are implemented using 16.16 fixed-point arithmetic. There are 8 neurons in a single layer which may calculate simultaneously. Following is a sketch of the NNA organization. Note that multi-layer networks and additional neurons may be implemented by appropriate software modification of the NNA. The weights and input arrays have a depth of 1024 entries. Not all entries need be used. The number of entries in use is configurable programmatically with the base count and maximum count register using the [NNA\_MTBC](#_NNA_MTBC) and [NNA\_MTMC](#_NNA_MTMC) instruction.

Several of the NNA instructions allow multiple neurons to be updated at the same time by representing the neuron update list as a bitmask.
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### NNA\_MFACT – Move from Output Activation

**Description:**

Move from activation output register. Move a value from the neuron’s activation register output to the target register Rt. Bits 0 to 3 of Ra specify the neuron.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 105 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

### NNA\_MTBC – Move to Base Count

**Description:**

Move to base count register. Move the value in Ra to the base count register for the neurons identified with a bitmask in Rb. Each bit of Rb represents a neuron. Multiple neurons may be initialized at the same time. Ra contains the base count value.

The neuron calculates the activation output using weight and input array entries between the base count and maximum count inclusive.

Manipulating the base count and maximum count registers ease the implementation of multi-layer networks that do not require the use of all array entries.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 457 | Msk2 | Op3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

### NNA\_MTBIAS – Move to Bias

**Description:**

Move to bias value. Move the value in Ra to the bias register for the neurons identified with a bitmask in Rb. Each bit of Rb represents a neuron. Multiple neurons may be initialized at the same time. Ra contains the bias value.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 427 | Msk2 | Op3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

### NNA\_MTFB – Move to Feedback

**Description:**

Move to feedback constant. Move the value in Ra to the feedback constant for the neurons identified with a bitmask in Rb. Each bit of Rb represents a neuron. Multiple neurons may be initialized at the same time. Ra contains the feedback constant.

The feedback constant acts to create feedback in the neuron by multiplying the output activation level by the feedback constant and using the result as an input. If no feedback is desired then this constant should be set to zero.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 437 | Msk2 | Op3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | ~ | ~ | ~5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

### NNA\_MTIN – Move to Input

**Description:**

Move to input array. Move the value in Ra to the input memory cell identified with Rb. Bits 0 to 15 of Rb specify the memory cell address, bits 32 to 63 of Rb are a bit mask specifying the neurons to update. Bits 0 to 15 of Rb are incremented and stored in Rt.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 417 | Msk2 | Op3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | ~ | ~ | ~5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

Multiple neurons may have their inputs updated at the same time with the same value. All the neurons may have the same inputs but the weights for the individual neurons would be different so that a pattern may be recognized.

### NNA\_MTMC – Move to Max Count

**Description:**

Move to maximum count register. Move the value in Ra to the maximum count register for the neurons identified with a bitmask in Rb. Each bit of Rb represents a neuron. Multiple neurons may be initialized at the same time. Ra contains the maximum count value.

The maximum count is the upper limit of inputs and weights to use in the calculation of the activation function. The maximum count should not exceed the hardware table size. The table size is 1024 entries.

The neuron calculates the activation output using weight and input array entries between the base count and maximum count inclusive.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 447 | Msk2 | Op3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | ~ | ~ | ~5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

### NNA\_MTWT – Move to Weights

**Description:**

Move to weights array. Move the value in Ra to the weight memory cell identified with Rb. Bits 0 to 15 or Rb specify the memory cell address, bits 32 to 63 of Rb are a bit mask specifying the neurons to update. Bits 0 to 15 of Rb are incremented and stored in Rt.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 407 | Msk2 | Op3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

### NNA\_STAT – Get Status

**Description:**

This instruction gets the status of the neurons. There is a bit in Rt for each neuron. A bit will be set if the neuron is finished performing the calculation of the activation function, otherwise the bit will be clear.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 95 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

### NNA\_TRIG – Trigger Calc

**Description:**

This instruction triggers an NNA cycle for the neurons identified in the bit mask. The bit mask is contained in register Ra.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 267 | Msk2 | Op3 | ~ | ~ | 85 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 27 |

**Clock Cycles:** 1

**Execution Units:** NNA

**Notes:**

## Floating-Point Operations

### Precision

Three storage formats are supported for binary floats: 64-bit double precision and 32-bit single precision.

|  |  |  |
| --- | --- | --- |
| Opcode7 | Qualifier | Precision |
| 56 | H | Half precision |
| 48 | S | Single precision |
| 16 | D | Double precision |
| 90 | Q | Quad precision |

### Representations

#### Binary Floats

Double Precision, Float:64

The core uses a 64-bit double precision binary floating-point representation.

Double Precision

|  |  |  |
| --- | --- | --- |
| 63 | 62 52 | 51 0 |
| S | Exponent11 | Significand52 |

Single Precision, float

|  |  |  |
| --- | --- | --- |
| 31 | 30 23 | 22 0 |
| S | Exponent8 | Significand23 |

Double Precision, Two’s Complement Form:

|  |  |
| --- | --- |
| 63 53 | 52 0 |
| Exponent11 | Significand53 |

#### Decimal Floats

The core uses a 96-bit densely packed decimal double precision floating-point representation.

|  |  |  |  |
| --- | --- | --- | --- |
| 95 | 94 90 | 89 80 | 79 0 |
| S | Combo5 | Exponent10 | Significand80 |

The significand stores 25 densely packed decimal digits. One whole digit before the decimal point.

The exponent is a power of ten as a binary number with an offset of 1535. Range is 10-1535 to 101536

48-bit single precision decimal floating point:

|  |  |  |  |
| --- | --- | --- | --- |
| 47 | 46 42 | 41 34 | 33 0 |
| S | Combo5 | Exponent8 | Significand34 |

The significand stores 11 DPD digits. One whole digit before the decimal point.

### NaN Boxing

Lower precision values are ‘NaN boxed’ meaning all the bits needed to extend the value to the width of the register are filled with ones. The sign bit of the number is preserved. Thus, lower precision values encountered in calculations are treated as NaNs.

Example: NaN boxed double precision value.

|  |  |  |  |
| --- | --- | --- | --- |
| 127 | 126 111 | 110 0 | |
| S | Exponent16 | Significand111 | |
| S | FFFFh | 7FFFFFFFFFFFh | Double Precision Float64 |

### Rounding Modes

#### Binary Float Rounding Modes

|  |  |
| --- | --- |
| Rm3 | Rounding Mode |
| 000 | Round to nearest ties to even |
| 001 | Round to zero (truncate) |
| 010 | Round towards plus infinity |
| 011 | Round towards minus infinity |
| 100 | Round to nearest ties away from zero |
| 101 | Reserved |
| 110 | Reserved |
| 111 | Use rounding mode in float control register |

#### Decimal Float Rounding Modes

|  |  |
| --- | --- |
| Rm3 | Rounding Mode |
| 000 | Round ceiling |
| 001 | Round floor |
| 010 | Round half up |
| 011 | Round half even |
| 100 | Round down |
| 101 | Reserved |
| 110 | Reserved |
| 111 | Use rounding mode in float control register |

### FABS – Absolute Value

**Description:**

This instruction computes the absolute value of the contents of the source operand and places the result in Rt. The sign bit of the value is cleared. No rounding occurs.

**Integer Instruction Format: FLT1**

**FABS Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 327 | Msk2 | ~3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | Opcode7 |

**Operation:**

Ft = Abs(Fa)

**Execution Units:** All FPUs, All ALUs

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| Opcode7 |  | Precision | Clocks |
| 56 | H | Half precision | 1 |
| 48 | S | Single precision | 1 |
| 16 | D | Double precision | 1 |
| 90 | Q | Quad precision | 1 |

### FADD –Float Addition

**Description:**

Add two source operands and place the sum in the target register. Values are treated as floating-point values.

**Supported Operand Sizes:**

**Instruction Format:** FLT

FADD Ft, Fa, Fb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Rm3 | Nc | Vc | Rc5 | 0 | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | Opcode7 |

**Operation:**

Rt = Ra + Rb

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| Opcode7 |  | Precision | Clocks |
| 56 | H | Half precision | 8 |
| 48 | S | Single precision | 8 |
| 16 | D | Double precision | 8 |
| 90 | Q | Quad precision |  |

### FCMP - Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as floating-point values. This instruction may compare against lower precision immediate values to conserve code space. The source operands are floating-point values, the target operand is an integer. No rounding occurs.

**Instruction Format:** FLT

FCMP Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 137 | Msk2 | Op3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = Fa ? Fb or Rt = Fa ? Imm

**Clock Cycles:** 1

**Execution Units:** All Integer ALUs, all FPUs

**Exceptions:** none

|  |  |  |  |
| --- | --- | --- | --- |
| Rt bit | Mnem. | Meaning | Test |
|  |  | **Float Compare Results** |  |
| 0 | EQ | equal | !nan & eq |
| 1 | NE | not equal | !eq |
| 2 | GT | greater than | !nan & !eq & !lt & !inf |
| 3 | UGT | Unordered or greater than | Nan || (!eq & !lt & !inf) |
| 4 | GE | greater than or equal | Eq || (!nan & !lt & !inf) |
| 5 | UGE | Unordered or greater than or equal | Nan || (!lt || eq) |
| 6 | LT | Less than | Lt & (!nan & !inf & !eq) |
| 7 | ULT | Unordered or less than | Nan | (!eq & lt) |
| 8 | LE | Less than or equal | Eq | (lt & !nan) |
| 9 | ULE | unordered less than or equal | Nan | (eq | lt) |
| 10 | GL | Greater than or less than | !nan & (!eq & !inf) |
| 11 | UGL | Unordered or greater than or less than | Nan | !eq |
| 12 | ORD | Greater than less than or equal / ordered | !nan |
| 13 | UN | Unordered | Nan |
| 14 |  | Reserved |  |
| 15 |  | reserved |  |

### FCONST – Load Float Constant

**Description:**

This instruction loads a constant from the constant ROM and places the value in Rt.

**Integer Instruction Format: R1**

**FCONST Rt, N**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 34 | 33 29 | 28 26 | 25 | 24 19 | 18 13 | 12 7 | 6 0 |
| ~4 | 22 | 15 | ~3 | ~ | 46 | N6 | Rt6 | 167 |

**Clock Cycles: 1**

**Operation:**

Ft = FConst[N]

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| N6 | Binary64 | Decimal |  |
| 0 | 3fe0000000000000 | 0.5 |  |
| 1 | 3ff0000000000000 | 1.0 |  |
| 2 | 4000000000000000 | 2.0 |  |
| 3 | 3ff8000000000000 | 1.5 |  |
| 4 | 0x5FE6EB50C7B537A9 |  | Lomont reciprocal square root magic |
|  |  |  |  |
| 21 |  |  |  |
| 22 |  |  |  |
| 23 |  |  |  |
| 57 | 7FF0000000000000 |  | infinity |
| 58 | 7FF0000000000001 |  | Nan – infinity - infinity |
| 59 | 7FF0000000000002 |  | Nan – infinity / infinity |
| 60 | 7FF0000000000003 |  | Nan – zero / zero |
| 61 | 7FF0000000000004 |  | Nan – infinity \* zero |
| 62 | 7FF0000000000005 |  | Nan – square root of infinity |
| 63 | 7FF0000000000006 |  | Nan – square root of negative |

### FCOS – Float Cosine

**Description:**

This instruction computes an approximation of the co-sine value of the contents of the source operand and places the result in Rt.

**Integer Instruction Format: R1**

**FCOS Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 657 | Msk2 | Rm3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | Opcode7 |

**Operation:**

Ft = cos(Fa)

**Execution Units:** FPU #0

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| Opcode7 |  | Precision | Clocks |
| 56 | H | Half precision | 24 |
| 48 | S | Single precision | 36 |
| 16 | D | Double precision | 42 |
| 90 | Q | Quad precision |  |

### FCVTD2Q – Convert Double to Quad Precision

**Description:**

This instruction converts the contents of the source operand to the equivalent of a quad precision value and places the result in Rt.

**Integer Instruction Format: R1**

**FCVTD2Q Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 437 | Msk2 | ~3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Clock Cycles: 1**

**Operation:**

Rt = Cvt(Ra, double)

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FCVTQ2D – Round Quad to Double Precision

**Description:**

This instruction rounds the contents of the source operand to the equivalent of a double precision value and places the result in Rt. This instruction may be used in preparation for a store.

**Integer Instruction Format: R1**

**FCVTQ2D Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 507 | Msk2 | ~3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Clock Cycles: 2**

**Operation:**

Rt = Round(Ra, double)

**Execution Units:** FPU #0

**Clock Cycles: 2**

**Exceptions:** none

**Notes:**

### FCVTQ2H – Round Quad to Half Precision

**Description:**

This instruction rounds the contents of the source operand to the equivalent of a half precision value and places the result in Rt. Note the register continues to contain a quad precision value. This instruction may be used in preparation for a store.

**Integer Instruction Format: R1**

**FCVTQ2H Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 487 | Msk2 | Rm3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Clock Cycles: 1**

**Operation:**

Rt = Round(Ra, half)

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FCVTQ2S – Round Quad to Single Precision

**Description:**

This instruction rounds the contents of the source operand to the equivalent of a single precision value and places the result in Rt. Note the register continues to contain a quad precision value. This instruction may be used in preparation for a store.

**Integer Instruction Format: R1**

**FCVTQ2S Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 497 | Msk2 | Rm3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Clock Cycles: 1**

**Operation:**

Rt = Round(Ra, single)

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FCVTS2Q – Convert Single to Quad Precision

**Description:**

This instruction converts the contents of the source operand to the equivalent of a quad precision value and places the result in Rt.

**Integer Instruction Format: R1**

**FCVTS2Q Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 427 | Msk2 | ~3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Clock Cycles: 1**

**Operation:**

Rt = Cvt(Ra, single)

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FCX – Clear Floating-Point Exceptions

**Description:**

This instruction clears floating point exceptions. The Exceptions to clear are identified as the bits set in the union of register Ra and an immediate field in the instruction. Either the immediate or Ra should be zero.

**Instruction Format: EX**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 28 | 27 22 | 21 17 | 16 12 | 11 7 | 6 0 |
| 34 | Uimm8 | ~ | ~ | Ra6 | ~5 | 1127 |

**Execution Units:** All Floating Point

**Operation:**

**Exceptions:**

|  |  |
| --- | --- |
| Bit | Exception Enabled |
| 0 | global invalid operation clears the following:   * division of infinities * zero divided by zero * subtraction of infinities * infinity times zero * NaN comparison * division by zero |
| 1 | overflow |
| 2 | underflow |
| 3 | divide by zero |
| 4 | inexact operation |
| 5 | summary exception |

### FDIV –Float Division

**Description:**

Divide two source operands and place the quotient in the target register. All registers values are treated as floating-point values.

**Supported Operand Sizes:**

**Instruction Format:** FLT

FDIV Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 77 | Msk2 | Rm3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = Ra / Rb

**Clock Cycles:**

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

This instruction is currently implemented as a macro instruction.

|  |  |  |  |
| --- | --- | --- | --- |
| Pr2 |  | Precision | Clocks |
| 0 | H | Half precision | 10 |
| 1 | S | Single precision | 30 |
| 2 | D | Double precision | 46 |
| 3 | Q | reserved |  |

### FDP –Float Dot Product

**Description:**

Multiply two pairs of source operands, add the products and place the result in the target register. All register values are treated as quad precision floating-point values.

Note this instruction uses the target register as a source operand and will overwrite the value in that register.

**Instruction Format:** FLT3

**FDP Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 39 37 | 36 34 | 33 31 | 30 25 | 24 19 | 18 13 | 12 7 | 6 0 |
| Fmt3 | Pr3 | 73 | Rc6 | Rb6 | Ra6 | Rt6 | 167 |

**Operation:**

Rt = (Rt \* Ra) + (Rb \* Rc)

**Clock Cycles:** 8

**Execution Units:**

**Exceptions:** none

**Notes:**

### FDX – Disable Floating Point Exceptions

**Description:**

This instruction disables floating point exceptions. The Exceptions disabled are identified as the bits set in the union of register Ra and an immediate field in the instruction. Either the immediate or Ra should be zero.

**Instruction Format: EX**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 28 | 27 22 | 21 17 | 16 12 | 11 7 | 6 0 |
| 44 | Uimm8 | ~ | ~ | Ra6 | ~5 | 1127 |

**Execution Units:** All Floating Point

**Operation:**

**Exceptions:**

|  |  |
| --- | --- |
| Bit | Exception Disabled |
| 0 | invalid operation |
| 1 | overflow |
| 2 | underflow |
| 3 | divide by zero |
| 4 | inexact operation |
| 5 | reserved |

### FEX – Enable Floating Point Exceptions

**Description:**

This instruction enables floating point exceptions. The Exceptions enabled are identified as the bits set in the union of register Ra and an immediate field in the instruction. Either the immediate or Ra should be zero.

**Instruction Format: EX**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 28 | 27 22 | 21 17 | 16 12 | 11 7 | 6 0 |
| 54 | Uimm8 | ~ | ~ | Ra6 | ~5 | 1127 |

**Execution Units:** All Floating Point

**Operation:**

**Exceptions:**

|  |  |
| --- | --- |
| Bit | Exception Enabled |
| 0 | invalid operation |
| 1 | overflow |
| 2 | underflow |
| 3 | divide by zero |
| 4 | inexact operation |
| 5 | reserved |

### FMA –Float Multiply and Add

**Description:**

Multiply two source operands, add a third operand and place the result in the target register. All register values are treated as floating-point values.

**Instruction Format:** FLT3

**FMA Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 17 | Msk2 | Rm3 | 0 | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = Ra \* Rb + Rc

**Clock Cycles:** 8

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

### FMS –Float Multiply and Subtract

**Description:**

Multiply two source operands, subtract a third operand and place the result in the target register. All register values are treated as quad precision floating-point values.

**Instruction Format:** FLT3

**FMS Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 17 | Msk2 | Rm3 | 1 | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = Ra \* Rb - Rc

**Clock Cycles:** 8

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

### FMUL –Float Multiplication

**Description:**

Multiply two source operands and place the product in the target register. All registers values are treated as quad precision floating-point values. An immediate value is converted to quad precision value from single, or double precision.

**Instruction Format:** FLT

FMUL Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 67 | Msk2 | Rm3 | 0 | 0 | 05 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = Ra \* Rb

**Clock Cycles:** 8

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| Pr2 |  | Precision | Clocks |
| 0 | H | Half precision | 8 |
| 1 | S | Single precision | 8 |
| 2 | D | Double precision | 8 |
| 3 |  | reserved |  |

### FNEG – Absolute Value

**Description:**

This instruction computes the negative value of the contents of the source operand and places the result in Rt. The sign bit of the value is inverted. No rounding occurs.

**Integer Instruction Format: FLT1**

**FNEG Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 337 | Msk2 | ~3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Ft = Neg(Fa)

**Execution Units:** All FPUs, All ALUs

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FNMUL –Float Negate Multiply

**Description:**

Multiply two source operands and place the product in the target register. All registers values are treated as quad precision floating-point values. An immediate value is converted to quad precision value from single, or double precision.

**Instruction Format:** FLT

FNMUL Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 67 | Msk2 | Rm3 | 0 | 0 | 05 | Nb | Vb | Rb5 | Na | Va | Ra5 | 1 | Vt | Rt5 | v | 167 |

**Operation:**

Rt = -(Ra \* Rb)

**Clock Cycles:** 8

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

### FNMA –Float Negate Multiply and Add

**Description:**

Multiply two source operands, add a third operand and place the negative of the result in the target register. All register values are treated as floating-point values.

**Instruction Format:** FLT3

**FNMA Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 17 | Msk2 | Rm3 | 1 | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | 1 | Vt | Rt5 | v | 167 |

**Operation:**

Rt = -(Ra \* Rb + Rc)

**Clock Cycles:** 8

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

### FNMS –Float Negate Multiply and Subtract

**Description:**

Multiply two source operands, subtract a third operand and place the negative of the result in the target register. All register values are treated as quad precision floating-point values.

**Instruction Format:** FLT3

**FNMS Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 17 | Msk2 | Rm3 | 0 | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | 1 | Vt | Rt5 | v | 167 |

**Operation:**

Rt = -(Ra \* Rb – Rc)

**Clock Cycles:** 8

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

### FRES – Floating point Reciprocal Estimate

**Description:**

Estimates the reciprocal of the floating-point number in register Ra and place the result into target register Rt.

**Instruction Format: FLT**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 557 | Msk2 | Est3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

|  |  |  |
| --- | --- | --- |
| **Est2** | **Bits** | **Clocks** |
| **0** | **8** | **2** |
| **1** | **16** | **22** |
| **2** | **32** | **38** |
| **3** | **53** | **54** |

**Operation:**

Rt = fres (Ra)

**Execution Units:** Floating Point

**Notes:**

This function is currently micro-coded.

### FRSQRTE – Float Reciprocal Square Root Estimate

**Description:**

Estimate the reciprocal of the square root of the number in register Ra and place the result into target register Rt.

**Instruction Format: FLT**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 547 | Msk2 | Est3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

|  |  |  |
| --- | --- | --- |
| **Est2** | **Bits** | **Clocks** |
| **0** | **9** | **46** |
| **1** | **17** | **70** |
| **2** | **34** | **94** |
| **3** | **68** | **119** |

**Execution Units:** Floating Point

**Notes**:

Taking the reciprocal square root of a negative number or of infinity results in a Nan output.

This function is currently micro-coded.

### FSCALEB –Scale Exponent

**Description:**

Add the source operand to the exponent. The second source operand is an integer value. No rounding occurs.

**Instruction Formats:**

**FSCALEB Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 207 | Msk2 | ~3 | 0 | 0 | 05 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

**Clock Cycles:**

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

### FSEQ – Float Set if Equal

**Description:**

Compares two source operands for equality and places the result in the target register. The result is a Boolean true or false. Positive and negative zero are considered equal. For FSEQ if either operand is a NaN zero the result is false. No rounding occurs.

**Instruction Formats:**

FSEQ Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 87 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = Ra == Rb

**Clock Cycles:** 1

**Execution Units:** All FPU’s, ALL ALUs

**Exceptions:** none

**Notes:**

### FSGNJ – Float Sign Inject

**Description:**

Copy the sign of Ra and the exponent and significand of Rb into the target register Rt. No rounding occurs.

**Instruction Format:**

FSGNJ Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 167 | Msk2 | ~3 | 0 | 0 | 05 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = {Ra.sign, Rb.exp, Rb.sig}

**Clock Cycles:** 1

**Execution Units:** All FPUs, All ALUs

**Exceptions:** none

**Notes:**

### FSGNJN – Float Negative Sign Inject

**Description:**

Copy the negative of the sign of Ra and the exponent and significand of Rb into the target register Rt. No rounding occurs.

**Instruction Format:**

FSGNJN Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 177 | Msk2 | ~3 | 0 | 0 | 05 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = {~Ra.sign, Rb.exp, Rb.sig}

**Clock Cycles:** 1

**Execution Units:** All FPUs, All ALUs

**Exceptions:** none

**Notes:**

### FSGNJX – Float Sign Inject Xor

**Description:**

Copy the xor of the sign of Ra and Rb and the exponent and significand of Rb into the target register Rt. No rounding occurs.

**Instruction Format:**

FSGNJX Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 187 | Msk2 | ~3 | 0 | 0 | 05 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = {Ra.sign ^ Rb.sign, Rb.exp, Rb.sig}

**Clock Cycles:** 1

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

### FSIGMOID – Sigmoid Approximate

**Description:**

This function uses a 1024 entry 32-bit precision lookup table with linear interpolation to approximate the logistic sigmoid function in the range -8.0 to +8.0. Outside of this range 0.0 or +1.0 is returned. The sigmoid output is between 0.0 and +1.0. The value of the sigmoid for register Ra is returned in register Rt as a 64-bit double precision floating-point value.

**Instruction Format: FLT**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 807 | Msk2 | ~3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Clock Cycles: 5**

**Execution Units:** FPU #0 only

### FSIGN – Sign of Number

**Description:**

This instruction provides the sign of a double precision floating point number contained in a general-purpose register as a floating-point double result. The result is +1.0 if the number is positive, 0.0 if the number is zero, and -1.0 if the number is negative.

**Instruction Format: FLT**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 387 | Msk2 | ~3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Clock Cycles:** 1

**Execution Units:** All Floating Point

**Operation:**

Rt = sign of (Ra)

### FSIN – Float Sine

**Description:**

This instruction computes an approximation of the sine value of the contents of the source operand and places the result in Rt.

**Integer Instruction Format: R1**

**FSIN Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 647 | Msk2 | Rm3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Ft = sin(Fa)

**Execution Units:** FPU #0

**Clock Cycles: 125**

**Exceptions:** none

**Notes:**

|  |  |  |  |
| --- | --- | --- | --- |
| Pr2 |  | Precision | Clocks |
| 0 | H | Half precision | 24 |
| 1 | S | Single precision |  |
| 2 | D | Double precision | 42 |
| 3 |  | reserved |  |

### FSLE – Float Set if Less Than or Equal

**Description:**

Compares two source operands for less than or equal and places the result in the target register. The target register is a predicate register. The result is a Boolean true or false. Positive and negative zero are considered equal. For FSLE if either operand is a NaN zero the result is false. No rounding occurs. This instruction may also test for greater than or equal by swapping operands.

**Instruction Format:**

FSLE Prt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 117 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = Fa < Fb

**Clock Cycles:** 1

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

### FSLT – Float Set if Less Than

**Description:**

Compares two source operands for less than and places the result in the target register. The target register is a predicate register. The result is a Boolean true or false. Positive and negative zero are considered equal. For FSLT if either operand is a NaN zero the result is false. No rounding occurs. This instruction may also test for greater than by swapping operands.

**Instruction Formats:**

FSLT Rt, Ra, Rb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 107 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = Ra < Rb

**Clock Cycles:** 1

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

### FSNE – Float Set if Not Equal

**Description:**

Compares two source operands for equality and places the result in the target predicate register. The result is a Boolean true or false. Positive and negative zero are considered equal. 16, 32, 64, and 128-bit immediates are supported. No rounding occurs.

**Instruction Format:**

FSNE Ft, Fa, Fb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 97 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Prt = Fa != Fb or Prt = Fa != Imm

**Clock Cycles:** 1

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

### FSQRT – Floating point square root

**Description:**

Take the square root of the floating-point number in register Ra and place the result into target register Rt. The sign bit (bit 63) of the register is set to zero. This instruction can generate NaNs.

**Instruction Format: FLT**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 407 | Msk2 | Rm3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Rt = fsqrt (Ra)

**Clock Cycles: 72**

**Execution Units:** Floating Point

### FSUB –Float Subtraction

**Description:**

Subtract two source operands and place the difference in the target register.

**Supported Operand Sizes:**

**Instruction Format:** FLT

FSUB Ft, Fa, Fb

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 47 | Msk2 | Rm3 | Nc | Vc | Rc5 | 1 | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

**Operation:**

Ft = Fa - Fb

**Clock Cycles:** 8

**Execution Units:** All FPUs

**Exceptions:** none

**Notes:**

### FTRUNC – Truncate Value

**Description**:

The FTRUNC instruction truncates off the fractional portion of the number leaving only a whole value. For instance, ftrunc(1.5) equals 1.0. Ftrunc does not change the representation of the number. To convert a value to an integer in a fixed-point representation see the FTOI instruction.

**Instruction Format**: FLT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 537 | Msk2 | Rm3 | ~ | ~ | ~5 | ~ | ~ | ~5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 167 |

Prc2:

|  |  |  |
| --- | --- | --- |
| 3 | Q | Quad precision |
| 2 | D | Double precision |
| 1 | S | Single precision |
| 0 | H | Half precision |

**Clock Cycles**: 1

**Execution Units:** All FPUs

### FTX – Trigger Floating Point Exceptions

**Description:**

This instruction triggers floating point exceptions. The Exceptions to trigger are identified as the bits set in the union of register Ra and an immediate field in the instruction. Either the immediate or Ra should be zero.

**Instruction Format: EX**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 28 | 27 22 | 21 17 | 16 12 | 11 7 | 6 0 |
| 24 | Uimm8 | ~ | ~ | Ra6 | ~5 | 1127 |

**Execution Units:** All Floating Point

**Operation:**

**Exceptions:**

|  |  |
| --- | --- |
| Bit | Exception Enabled |
| 0 | global invalid operation |
| 1 | overflow |
| 2 | underflow |
| 3 | divide by zero |
| 4 | inexact operation |
| 5 | reserved |

## Decimal Floating-Point Instructions

### DFADD – Add Register-Register

**Description:**

Add two registers and place the sum in the target register. The values are treated as quad precision decimal floating-point values.

**Instruction Format:** DFLT

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 34 | 33 31 | 30 35 | 24 19 | 18 13 | 12 7 | 6 0 |
| 84 | Pr2 | Rm3 | 46 | Rb6 | Ra6 | Rt6 | 177 |

**Execution Units:** All DFPU’s

**Operation:**

Rt = Ra + Rb

**Exceptions:**

**Notes:**

### DFMUL – Multiply Register-Register

**Description:**

Multiply two registers and place the product in the target register. The values are treated as quad precision decimal floating-point values.

**Instruction Format:** DFLT

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 34 | 33 31 | 30 35 | 24 19 | 18 13 | 12 7 | 6 0 |
| 84 | Pr2 | Rm3 | 66 | Rb6 | Ra6 | Rt6 | 177 |

**Execution Units:** All ALU’s

**Operation:**

Rt = Ra \* Rb

**Exceptions:**

**Notes:**

### DFSUB – Add Register-Register

**Description:**

Subtract two registers and place the difference in the target register. If the instruction is a vector addition then Ra and Rt are vector registers. Rb may be either a vector or a scalar register. The values are treated as quad precision decimal floating-point values.

**Instruction Format:** DFLT

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 34 | 33 31 | 30 35 | 24 19 | 18 13 | 12 7 | 6 0 |
| 84 | Pr2 | Rm3 | 56 | Rb6 | Ra6 | Rt6 | 177 |

**Execution Units:** All DFPU’s

**Operation:**

Rt = Ra - Rb

**Exceptions:**

**Notes:**

## Load / Store Instructions

### Overview

For scalar operations, the mask field, Msk2, is ignored and should be zero.

### Addressing Modes

Load and store instructions have two addressing modes, register indirect with displacement and indexed addressing.

### Scalar Load Formats

#### Register Indirect with Displacement Format

For register indirect with displacement addressing the load or store address is the sum of a register Ra and a displacement constant found in the instruction.

**Instruction Format:** d[Ra]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 23 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | 0 | 0 | Ra5 | 0 | 0 | Rt5 | 0 | 647 |

#### Scaled Indexed with Displacement Format

For scaled indexed with displacement format the load or store address is the sum of register Ra, scaled register Rb, and a displacement constant found in the instruction.

**Instruction Format:** d[Ra+Rb\*]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 31 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 44 | Disp3 | Msk2 | Disp7 | Sc3 | 0 | 0 | Rb5 | 0 | 0 | Ra5 | 0 | 0 | Rt5 | 0 | 797 |

### Vector Load Formats

If the ‘Z’ bit is set in the instruction, then lanes not loaded will be zeroed out.

The ‘C’ bit of the instruction indicates to load a compressed vector (1). Data will be loaded from consecutive addresses and lanes will be populated according to the selected mask register. Otherwise data will be loaded from addresses corresponding to the vector lane, and lanes will be populated according to the selected mask register.

#### Register Indirect with Displacement Format

For register indirect with displacement addressing the load or store address is the sum of a register Ra and a displacement constant found in the instruction.

**Instruction Format:** d[Ra]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 23 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Z | Va | Ra5 | C | Vt | Rt5 | v | 647 |

#### Scaled Indexed with Displacement Format

For scaled indexed with displacement format the load or store address is the sum of register Ra, scaled register Rb, and a displacement constant found in the instruction.

**Instruction Format:** d[Ra+Rb\*]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 31 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 44 | Disp3 | Msk2 | Disp7 | Sc3 | 0 | Vb | Rb5 | Z | Va | Ra5 | P | Vt | Rt5 | v | 797 |

### Store Formats

#### Register Indirect with Displacement Format

For register indirect with displacement addressing the load or store address is the sum of a register Ra and a displacement constant found in the instruction.

**Instruction Format:** d[Ra]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | ~2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | Opcode7 |

Scaled Indexed with Displacement Format

**Instruction Format:** d[Ra+Rb\*]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 40 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Fn5 | ~2 | Disp7 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | Opcode7 |

### AMOADD – AMO Addition

**Description:**

Atomically add source operand register Rc to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOADD Rt, Rc, d[Ra+Rb]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 05 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### AMOAND – AMO Bitwise ‘And’

**Description:**

Atomically bitwise ‘and’ source operand register Rc to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOAND Rt, Rc, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 15 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### AMOASL – AMO Arithmetic Shift Left

**Description:**

Atomically shift the contents of memory to the left by one bit and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOASL Rt, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 85 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### AMOEOR – AMO Bitwise Exclusively ‘Or’

**Description:**

Atomically bitwise exclusively ‘or’ source operand register Rc to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOEOR Rt, Rc, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 35 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### AMOLSR – AMO Logical Shift Right

**Description:**

Atomically shift the contents of memory to the right by one bit and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOLSR Rt, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 95 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### AMOMAX – AMO Maximum

**Description:**

Atomically determine the maximum of source operand register Rc and a value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOMAX Rt, Rc, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 55 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

### AMOMAXU – AMO Unsigned Maximum

**Description:**

Atomically determine the maximum of source operand register Rc and a value from memory and store the result back to memory. Values are treated as unsigned integers. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOMAX Rt, Rc, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 135 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

### AMOMIN – AMO Minimum

**Description:**

Atomically determine the minimum of source operand register Rc and a value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOAND Rt, Rc, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 45 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

### AMOMINU – AMO Unsigned Minimum

**Description:**

Atomically determine the minimum of source operand register Rc and a value from memory and store the result back to memory. Values are treated as unsigned integers. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOAND Rt, Ra, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 125 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

### AMOOR – AMO Bitwise ‘Or’

**Description:**

Atomically bitwise ‘and’ source operand register Rc to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOOR Rt, Rc, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 25 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### AMOROL – AMO Rotate Left

**Description:**

Atomically rotate the contents of memory to the left by one bit and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOROL Rt, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 105 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### AMOROR – AMO Rotate Right

**Description:**

Atomically rotate the contents of memory to the right by one bit and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOROR Rt, d[Ra+Rb\*Sc]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 115 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### AMOSWAP – AMO Swap

**Description:**

Atomically swap source operand register Ra with value from memory. The original value of the memory cell is stored in register Rt. The memory address is the sum of Ra and scaled index Rb.

**Supported Operand Sizes:** .h

**Instruction Formats: AMO**

**AMOSWAP Rt, Rc, d[Ra+Rb]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 65 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 927 |

**Clock Cycles:**

### CACHE <cmd>,<ea>

**Description:**

Issue command to cache controller.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | ~ | Cmd6 | 0 | 757 |

**Instruction Format:** d[Ra+Rb\*]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 40 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 8 | 7 | 6 0 |
| 05 | ~2 | Disp7 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | ~ | Cmd6 | 0 | 797 |

Notes:

|  |  |  |
| --- | --- | --- |
| Cmd6 | Cache |  |
| ???000 | Ins. | Invalidate cache |
| ???001 | Ins. | Invalidate line |
| ???010 | TLB | Invalidate TLB |
| ???011 | TLB | Invalidate TLB entry |
| 000??? | Data | Invalidate cache |
| 001??? | Data | Invalidate line |
| 010??? | Data | Turn cache off |
| 011??? | Data | Turn cache on |

### CAS – Compare and Swap

**Description:**

If the contents of the addressed memory cell equals the contents of Rb then a 64-bit value is stored to memory from the source register Rc. The original contents of the memory cell are loaded into register Rt. The memory address is contained in register Ra. If the operation was successful then Rt and Rb will be equal. The compare and swap operation is an atomic operation performed by the memory controller.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4744 | 4241 | 4039 | 3836 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 05 | Ar2 | Msk2 | ~3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 937 |

**Operation:**

Rt = memory[[Ra]]

if memory[[Ra]] = Rb

memory[[Ra]] = Rc

**Assembler:**

CAS Rt, Rb, Rc, [Ra]

**Note:**

### CLOAD Rn, <ea> - Load Capability

**Description:**

Load a capability from memory to Rt. If Ra.perms does not grant PERMIT\_LOAD\_CAPABILITY then Rt.tag is cleared.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 737 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 44 41 | 40 39 | 38 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 94 | Dsp3 | Msk2 | Disp5 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

Ra tag not set

Ra is sealed

Ra.perms does not grant PERMIT\_LOAD

Ra.address + displacement < Ra.base

Ra.address + displacement + CLEN/8 > Ra.top

**Notes:**

### LDA Rn, <ea> - Load Address

**Description:**

Load register Rt with the computed memory address.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Immediate23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 47 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 40 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| ~5 | ~2 | Disp7 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 577 |

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### LDB Rn, <ea> - Load Byte

**Description:**

Load register Rt with a byte from source. The source value is sign extended to the machine width. The memory address is the value in register Ra plus the displacement encoded in the instruction, or the value in register Ra plus the value in register Rb scaled by 1,2,4,8,16,32, 64, or 128 plus a ten-bit displacement.

Vector elements are loaded depending on the contents of a mask register. The load may be either packed (Nt=0) or unpacked (Nt=1). Packed loads load from consecutive addresses in memory and load the elements indicated by the mask register. Unpacked loads load from memory skipping over memory addresses reserved for unloaded vector elements. Only the least significant byte of the vector element is loaded. It is sign extended to the element width (64-bits).

If instruction bit Na is set, then lanes not loaded will be set to zero.

The capabilities tag bit of the register is cleared.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 647 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 3129 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 04 | Disp3 | Msk2 | Disp7 | Sc3 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### LDBU Rn, <ea> - Load Unsigned Byte

**Description:**

Load register Rt with a byte from source. The source value is zero extended to the machine width. The memory address is the value in register Ra plus the displacement encoded in the instruction, or the value in register Ra plus the value in register Rb scaled by 1,2,4,8,16,32, 64, or 128 plus a ten-bit displacement.

Vector elements are loaded depending on the contents of a mask register. The load may be either packed (Nt=0) or unpacked (Nt=1). Packed loads load from consecutive addresses in memory and load the elements indicated by the mask register. Unpacked loads load from memory skipping over memory addresses reserved for unloaded vector elements. Only the least significant byte of the vector element is loaded. It is sign extended to the element width (128-bits).

If instruction bit Na is set, then lanes not loaded will be set to zero.

The capabilities tag bit of the register is cleared.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 657 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 3129 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 14 | Disp3 | Msk2 | Disp7 | Sc3 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### LDO CTX – Load From Context

**LDO Rt,[CTX]**

**Description**:

This instruction loads a register from the context block. The context block address is specified by the CTX register. The offset into the context block is calculated based on the register number.

**Instruction Format:** LSCTX

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 40 34 | 3029 | 28 | 27 | 26 22 | 21 | 2018 | 1715 | 14 | 13 | 12 8 | 7 | 6 0 |
| 155 | ~2 | ~7 | ~2 | ~ | ~ | ~5 | ~ | ~ | Rt7..5 | Nt | Vt | Rt5 | v | 797 |

**Operation:**

Rt = Mem[CTX+Rt\*8]

**Clock Cycles:** 1 memory read accesses.

**Execution Units:** AGEN, MEM

### LDO Rn, <ea> - Load Octabyte

**Description:**

Load register Rt with an octa-byte value from memory. The memory value is sign extended to the machine width. The memory address is the value in register Ra plus the displacement encoded in the instruction, or the value in register Ra plus the value in register Rb scaled by 1,2,4,8,16,32, 64, or 128 plus a ten-bit displacement.

Vector elements are loaded depending on the contents of a mask register. The load may be either packed (Nt=0) or unpacked (Nt=1). Packed loads load from consecutive addresses in memory and load the elements indicated by the mask register. Unpacked loads load from memory skipping over memory addresses reserved for unloaded vector elements. Only the least significant octet of the vector element is loaded. It is sign extended to the element width (128-bits).

The capabilities tag bit of the register is cleared.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 707 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 3129 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 64 | Dsp3 | Msk2 | Disp7 | Sc3 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### LDOU Rn, <ea> - Load Unsigned Octabyte

**Description:**

Load register Rt with an octa-byte value from memory. The memory value is zero extended to the machine width. The memory address is the value in register Ra plus the displacement encoded in the instruction, or the value in register Ra plus the value in register Rb scaled by 1,2,4,8,16,32, 64, or 128 plus a ten-bit displacement.

Vector elements are loaded depending on the contents of a mask register. The load may be either packed (Nt=0) or unpacked (Nt=1). Packed loads load from consecutive addresses in memory and load the elements indicated by the mask register. Unpacked loads load from memory skipping over memory addresses reserved for unloaded vector elements. Only the least significant octet of the vector element is loaded. It is zero extended to the element width (128-bits).

The capabilities tag bit of the register is cleared.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 707 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 3129 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 64 | Dsp3 | Msk2 | Disp7 | Sc3 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### LOAD Rn, <ea> - Load Octabyte

**Description:**

Load register Rt with an octa-byte value from memory. The memory address is the value in register Ra plus the displacement encoded in the instruction, or the value in register Ra plus the value in register Rb scaled by 1,2,4,8,16,32, 64, or 128 plus a ten-bit displacement.

Vector elements are loaded depending on the contents of a mask register. The load may be either packed (Nt=0) or unpacked (Nt=1). Packed loads load from consecutive addresses in memory and load the elements indicated by the mask register. Unpacked loads load from memory skipping over memory addresses reserved for unloaded vector elements.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 707 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 3129 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 64 | Dsp3 | Msk2 | Disp7 | Sc3 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### LDT Rn,<ea> - Load Tetra

**Description:**

Load register Rt with a tetra from memory. The memory value is sign extended to the machine width.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | ~2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 687 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 42 41 | 40 39 | 38 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 45 | Dsp2 | Msk2 | Disp5 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### LDTU Rn,<ea> - Load Unsigned Tetra

**Description:**

Load register Rt with a tetra from memory. The memory value is zero extended to the machine width.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | ~2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 697 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 42 41 | 40 39 | 38 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 55 | Dsp2 | Msk2 | Disp5 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### LDW Rn, <ea> - Load Wyde

**Description:**

Load register Rt with a wyde from source. The source value is sign extended to the machine width.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | ~2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 667 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 42 41 | 40 39 | 38 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 25 | Dsp2 | Msk2 | Disp5 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### LDWU Rn,<ea> - Load Unsigned Wyde

**Description:**

Load register Rt with a wyde from source. The source value is zero extended to the machine width.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | ~2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 677 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 42 41 | 40 39 | 38 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 35 | Dsp2 | Msk2 | Disp5 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

**Notes:**

### STB Rs,<ea> - Store Byte

**Description:**

Store a byte from register Rs to memory.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | ~2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 807 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 40 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 05 | ~2 | Disp7 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rs5 | v | 877 |

**Instruction Format (Ra=r56 to r63):** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 24 | 2322 | 21 17 | 16 12 | 11 7 | 6 0 |
| 165 | Disp10..0 | Sc2 | Rb5 | Ra5 | Rt5 | 877 |

### STO CTX – Store Context

**Description**:

This instruction stores a register into the context block specified by the CTX register.

**Instruction Format:** LSCTX

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 40 34 | 3029 | 28 | 27 | 26 22 | 21 | 2018 | 1715 | 14 | 13 | 12 8 | 7 | 6 0 |
| 75 | ~2 | ~7 | ~2 | ~ | ~ | ~5 | ~ | ~ | Rs7..5 | Nt | Vt | Rs5 | v | 877 |

**Operation:**

Memory8[CTX+Rs\*8] = Rs

**Clock Cycles:** 1 memory write accesses

### STO Rs, <ea> - Store Octabyte to Memory

**Description:**

Store a value from register Rs to memory. The memory address is the value in register Ra plus the displacement encoded in the instruction.

Vector elements are stored depending on the contents of a mask register. The store may be either packed (Nt=0) or unpacked (Nt=1). Packed stores store to consecutive addresses in memory and store the elements indicated by the mask register. Unpacked stores store to memory skipping over memory addresses reserved for un-stored vector elements.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rs5 | v | 837 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 3129 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 34 | Disp3 | Msk2 | Disp7 | Sc3 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rs5 | v | 877 |

### STORE Rs, <ea> - Store to Memory

**Description:**

This is an alternate mnemonic for STO. Store a value from register Rs to memory. The memory address is the value in register Ra plus the displacement encoded in the instruction.

Vector elements are stored depending on the contents of a mask register. The store may be either packed (Nt=0) or unpacked (Nt=1). Packed stores store to consecutive addresses in memory and store the elements indicated by the mask register. Unpacked stores store to memory skipping over memory addresses reserved for un-stored vector elements.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rs5 | v | 837 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 43 41 | 40 39 | 38 32 | 3129 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 34 | Disp3 | Msk2 | Disp7 | Sc3 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rs5 | v | 877 |

### STT Rs,<ea> - Store Tetra

**Description:**

Store a tetra from register Rs to memory.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | ~2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 827 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 40 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 25 | ~2 | Disp7 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rs5 | v | 877 |

### STW Rs,<ea> - Store Wyde

**Description:**

Store a wyde from register Rs to memory.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | ~2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 817 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 43 | 4241 | 40 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 15 | ~2 | Disp7 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rs5 | v | 877 |

## Block Instructions

### BCMP – Block Compare

**Description:**

This instruction compares data from the memory location addressed by Ra to the memory location addressed by Rb until the loop counter Rc reaches zero or until a mismatch occurs. Ra and Rb increment by the specified amount. This instruction is interruptible. Rc will be zero if the entire block matches the compare condition; otherwise, Rc will be non-zero.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 42 | 41 36 | 3534 | 33 29 | 2827 | 26 22 | 2120 | 19 15 | 14 | 1311 | 10 8 | 7 | 6 0 |
| Imma6 | Immb6 | 0 | Rc5 | 0 | Rb5 | 0 | Ra5 | 0 | Op3 | Prc3 | 0 | 1097 |

|  |  |
| --- | --- |
| Prc3 | Precision |
| 0 | Wyde |
| 1 | Tetra |
| 2 | Octa |
| 3 | reserved |
| 4 | byte |
| others | reserved |

|  |  |  |  |
| --- | --- | --- | --- |
| **Op2** |  |  |  |
| **0** | **==** | **BCMPEQ** | **equal** |
| **1** | **!=** | **BCMPNE** | **not equal** |
| **2** | **<** | **BCMPLT** | **signed** |
| **3** | **<=** | **BCMPLE** | **signed** |
| **4** | **<** | **BCMPLTU** | **unsigned** |
| **5** | **<=** | **BCMPLEU** | **unsigned** |
| **6,7** |  |  | **reserved** |

**Assembler Example**

LDI Rc,200

BCMPEQ.O [Ra],[Rb],Rc,+8,+8

SUBF Rc,Rc,200 ; get index of difference

**Execution Units:** Memory

**Operation:**

while Rc <> 0 and mem[Rb] op mem[Ra]==1

Ra = Ra + amt

Rb = Rb + amt

Rc = Rc – 1

### BFND – Block Find

**Description:**

This instruction compares data from the memory location in Rb to the data in register Ra. If the data is found Rc will be non-zero.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 37 | 36 33 | 32 27 | 26 22 | 21 17 | 16 12 | 1110 | 9 17 | 6 0 |
| S | ~2 | Fn4 | Immb6 | Rc5 | Rb5 | Ra5 | ~ | Prc3 | 1087 |

|  |  |
| --- | --- |
| Prc3 | Precision |
| 0 | Wyde |
| 1 | Tetra |
| 2 | Octa |
| 3 | Reserved |
| 4 | Byte |
| others | Reserved |

**S: 1= signed conditions, 0=unsigned conditions**

**Fn4 see** [branch conditions](#_Branch_Conditions)

**Execution Units:** Memory

**Operation:**

### BMOV –Block Move

**Description:**

This instruction moves a data from the memory location addressed by Ra to the memory location addressed by Rb until the loop counter Rc reaches zero. Ra and Rb are adjusted by a specified amount after the move. This instruction is interruptible.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 33 | 32 27 | 26 22 | 21 17 | 16 12 | 1110 | 9 17 | 6 0 |
| ~ | Imma6 | Immb6 | Rc5 | Rb5 | Ra5 | ~ | Prc3 | 1117 |

|  |  |
| --- | --- |
| Prc3 | Precision |
| 0 | Wyde |
| 1 | Tetra |
| 2 | Octa |
| 3 | reserved |
| 4 | byte |
| others | reserved |

**Assembler Example**

LDI LC,200

BMOV.B [Ra],[Rb],Rc,+1,+1

**Execution Units:** Memory

**Operation:**

while Rc <> 0

t0 = mem[Ra]

mem[Rb] = t0

Ra = Ra + Imma

Rb = Rb + Immb

Rc = Rc – 1

### BSET – Block Set

**Description:**

This instruction stores data contained in register Rs to consecutive memory locations beginning at the address in Ra until register Rc reaches zero.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 42 | 41 36 | 3534 | 33 29 | 2827 | 2625 | 24 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| ~6 | Imm6 | ~ | Rc5 | 0 | ~ | Prc3 | 0 | Ra5 | 0 | Rs5 | 0 | 1107 |

|  |  |
| --- | --- |
| Prc3 | Precision |
| 0 | Wyde |
| 1 | Tetra |
| 2 | Octa |
| 3 | reserved |
| 4 | byte |
| others | reserved |

**Execution Units:** Memory, ALU, Flow Control

**Operation:**

if Rc <> 0

mem[Ra] = Rs

Ra = Ra + Imm6

Rc = Rc – 1

**Assembler Example**

LDI LC,200

BSET.B Rb,[Ra],+1

## Vector Specific Instructions

### Overview

Almost any instruction may be made a vector instruction. Vector instructions simply have the ‘v’ bit of the instruction set. Which registers are vector registers is indicated with the associated ‘v’ bit in the register specification. For a description of instructions please review the scalar instruction set. Only a handful of the vector specific instructions are documented here.

### V2BITS

**Description**

Convert Boolean vector to bits. A bit specified by Rb or an immediate of each vector element is copied to the bit corresponding to the vector element in the target register. The target register is a scalar register. Usually, Rb would be zero so that the least significant bit of the vector is copied.

A typical use is in moving the result of a vector set operation into a predicate register.
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**V2BITS Rt, Ra, Rb**

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 487 | ~2 | ~3 | ~ | Uimm6 | Nb | Vb | Rb5 | Na | 1 | Va5 | Nt | Vt | Rt5 | 0 | 27 |

**Operation**

For x = 0 to VL-1

Rt.bit[x] = Ra[x].bit[Rb|imm6]

**Exceptions:** none

**Example:**

|  |
| --- |
| cmp v1,v2,v3 ; compare vectors v2 and v3  v2bits pr1,v1,#8 ; move NE status to bits in m1  pred pr1,”TTTTIIII”  vadd v4,v5,v6 ; perform some masked vector operations  pred pr1,”TTTTIIII”  vmuls v7,v8,v9  pred pr1,”TTTTIIII”  vadd v7,v7,v4 |

### VSETMASK - Register-Register

**Description:**

Create a vector mask based on the number of lanes to enable and the lane size. The number of lanes to enable is in register Ra. The lane size is specified as the bitwise or of Rb and an immediate constant. Either Rb or the constant should be zero.

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 34 | 33 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 587 | ~7 | Imm5 | 0 | Rb5 | 0 | Ra5 | 0 | Rt5 | 0 | 27 |

**Operation: R3**

Rt = generate mask (Ra, Rb|Imm)

**Clock Cycles: 1**

### VSHLV – Shift Vector Left

**Description**

Elements of the vector are transferred upwards to the next element position. The first is loaded with the value zero. The highest element is lost. This is also called a slide operation. Elements may be moved a variable number of elements to the left. The image depicts just a single element shift.

![A diagram of elements and a line

Description automatically generated with medium confidence](data:image/png;base64,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)

**Instruction Formats:**

**VSHLV Vt, Va, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 547 | ~2 | ~3 | ~ | ~6 | Nb | Vb | Rb5 | Na | 1 | Va5 | Nt | Vt | Vt5 | 1 | 27 |

**VSHLV Rt, Ra, Imm5**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 627 | ~2 | ~3 | ~ | Uimm6 | Nb | Vb | Rb5 | Na | 1 | Va5 | Nt | Vt | Vt5 | 0 | 27 |

**Operation**

Amt = Rb

For x = VL-1 to Amt

Vt[x] = Va[x-amt]

For x = Amt-1 to 0

Vt[x] = 0

**Exceptions:** none

### VSHRV – Shift Vector Right

**Description**

Elements of the vector are transferred downwards to the next element position. The last is loaded with the value zero. This is also called a slide operation. Elements may be moved a variable number of elements to the right. The image depicts just a single element shift.
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Description automatically generated](data:image/png;base64,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)

**VSHRV Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 557 | ~2 | ~3 | ~ | ~6 | Nb | Vb | Rb5 | Na | 1 | Va5 | Nt | Vt | Vt5 | 1 | 27 |

**VSHRV Rt, Ra, Imm5**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 637 | ~2 | ~3 | ~ | Uimm6 | Nb | Vb | Rb5 | Na | 1 | Va5 | Nt | Vt | Vt5 | 0 | 27 |

**Operation**

Amt = Rb

For x = 0 to VL-Amt

Vt[x] = Va[x+amt]

For x = VL-Amt +1 to VL-1

Vt[x] = 0

**Exceptions:** none

## Vector Specific Instructions

### MFVGM – Move from Vector Global Mask

**Description**:

This instruction moves the vector global mask register to a general-purpose register. This is an alternate mnemonic for the MOV instruction.

**Instruction Format:** MOV

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 32 | 31 29 | 28 25 | 2422 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| ~16 | 13 | ~ | Rt3 | 0 | 0 | 205 | Nt | Vt | Rt5 | 0 | 157 |

**Operation:**

Rt = VGM

**Execution Units: All** ALUs

### MTVGM – Move to Vector Global Mask

**Description**:

This instruction moves a general-purpose register to the vector length register. This is an alternate mnemonic for the MOV instruction.

**Instruction Format:** MOV

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 32 | 31 29 | 28 25 | 2422 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| ~16 | Ra3 | ~ | 13 | Na | Va | Ra5 | 0 | 0 | 205 | 0 | 157 |

**Operation:**

VGM = Ra

### VEINS / VMOVSV – Vector Element Insert

**Synopsis**

Vector element insert.

**Description**

A general-purpose register Ra is transferred into one element of a vector register Vt. The element to insert is identified by Rb.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 517 | ~2 | ~3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | 0 | 27 |

**Operation**

Vt[Rb] = Ra

Exceptions: none

### VEX / VMOVS – Vector Element Extract

**Synopsis**

Vector element extract.

**Description**

A vector register element from Va is transferred into a general-purpose register Rt. The element to extract is identified by Rb. Rb and Rt are scalar registers.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 507 | ~2 | ~3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Va5 | Nt | Vt | Rt5 | 0 | 27 |

**Operation**

Rt = Va[Rb]

**Exceptions**: none

### VGNDX – Generate Index

**Description**

A value in a register Ra is multiplied by the element number and added to a value in Rb and copied to elements of vector register Vt guided by a vector mask register. Ra is a scalar register. This operation may be used to compute memory addresses for a subsequent vector load or store operation. Only the low order 24-bits of Ra are involved in the multiply. The result of the multiply is a product less than 41 bits in size. The multiply is a fast 24x16 bit multiply.

**Instruction Format:** R2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 4039 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 527 | Msk2 | ~3 | ~ | ~ | ~5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Vt5 | 1 | 27 |

**Operation**

y = 0

for x = 0 to VL - 1

if (Pr[x])

Vt[y] = Ra \* y + Rb

y = y + 1

### VMFILL – Vector Mask Fill

**Description:**

Fill the contents of a vector mask register with a mask of ones beginning at Mb6 and ending at Me6 inclusive. Fill the remainder of the register with zeros.

**Instruction Format:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 2322 | 21 16 | 15 10 | 9 7 | 6 0 |
| ~ | Me6 | Mb6 | Vmt3 | 1197 |

1 clock cycle

**Exceptions:** none

### VMFIRST – Find First Set Bit

**Description**

This is an alternate mnemonic for the count trailing zeros, [CNTTZ](#_CNTTZ_–_Count), instruction.

The position of the first bit set in the mask register is copied to the target register. If no bits are set the value is -1. The search begins at the least significant bit and proceeds to the most significant bit.

**Instruction Format: R3**

**Operation**

Rt = first set bit number of (Vm)

**Exceptions:** none

**Execution Units:** ALU #2

### VMLAST – Find Last Set Bit

**Description**

The position of the last bit set in the mask register is copied to the target register. If no bits are set the value is -1. The search begins at the most significant bit of the mask register and proceeds to the least significant bit.

**Instruction Format: VMR2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 23 19 | 18 16 | 15 13 | 12 7 | 6 0 |
| 0Fh5 | ~3 | Vmb3 | Rt6 | 1187 |

**Operation**

Rt = last set bit number of (Vm)

**Exceptions:** none

**Execution Units:** ALU #2

## Branch / Flow Control Instructions

### Overview

Branches are never vector instructions. The vector register indicators are re-purposed as target displacement bits.

#### Mnemonics

There are mnemonics for specifying the comparison method. Floating-point comparisons prefix the branch mnemonic with ‘F’ as in FBEQ. Decimal-floating point comparisons prefix the branch mnemonic with ‘DF’ as in DFBEQ. And finally posit comparisons prefix the branch mnemonic with a ‘P’ as in ‘PBEQ’. There is no prefix for integer branches. For branches that increment register Ra, the mnemonic is prefixed with an ‘I’ as in ‘IBNE’.

#### Predicated Execution

Flow control instructions do not support predicated instruction execution. Instead, a branch instruction must be used to conditionally branch around the instruction. Note it is possible to branch if the predicate register is zero or non-zero. It is also possible to perform a branch-on-bit clear or branch-on-bit set on a predicate register. This takes the place of having a predicate for branch instructions.

#### Conditions

Conditional branches branch to the target address only if the condition is true. The condition is determined by the comparison or logical operation of two general-purpose registers.

*The original Thor machine used instruction predicates to implement conditional branching. Another instruction was required to set the predicate before branching. Combining compare and branch in a single instruction may reduce the dynamic instruction count. An issue with comparing and branching in a single instruction is that it may lead to a wider instruction format.*

### Conditional Branch Format

Branches are 48-bit opcodes.

*A 32-bit opcode does not leave a large enough target field for all cases and would end up using two or more instructions to implement most branches. With the prospect of using two instructions to perform compare then branches as many architectures do, it is more space efficient to simply use a wider instruction format.*

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | Fn4 | v | 2xh7 |

### Branch Conditions

The branch opcode determines the condition under which the branch will execute.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  | ▼ |  | ▼ |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | Fn4 | v | 2xh7 |

|  |  |
| --- | --- |
| 2x | Data Type Compared |
| 28h | (Unsigned) Address |
| 29h | (Signed) Integers |
| 2Ah | reserved |
| 2Bh | Decimal Float |
| 2Ch | Binary Float |
| 2Dh |  |
| 2Eh |  |
| 2Fh |  |

Integer / Address Conditions

|  |  |  |  |
| --- | --- | --- | --- |
| Fn4 | Unsigned | Signed | Comparison Test |
| 2 | LTU | LT | less than |
| 4 | GEU | GE | greater or equal |
| 3 | LEU | LE | less than or equal |
| 5 | GTU | GT | greater than |
| 0 | EQ / ENORB | ENOR | Equal |
| 1 | NE / EORB | EOR | not equal |
| 6 | BC |  | Bit clear |
| 7 | BS |  | Bit set |
| 8 | BC |  | Bit clear imm |
| 9 | BS |  | Bit set imm |
| 10 | NANDB | NAND | And zero |
| 11 | ANDB | AND | And non-zero |
| 12 | NORB | NOR | Or zero |
| 13 | ORB | OR | Or non-zero |
| 15 | IRQ |  | IPL > SR.IM |
| others |  |  | reserved |

Float Conditions

|  |  |  |  |
| --- | --- | --- | --- |
| Fn4 | Mnem. | Meaning | Test |
| 0 | EQ | equal | !nan & eq |
| 1 | NE | not equal | !eq |
| 2 | GT | greater than | !nan & !eq & !lt & !inf |
| 3 | UGT | Unordered or greater than | Nan || (!eq & !lt & !inf) |
| 4 | GE | greater than or equal | Eq || (!nan & !lt & !inf) |
| 5 | UGE | Unordered or greater than or equal | Nan || (!lt || eq) |
| 6 | LT | Less than | Lt & (!nan & !inf & !eq) |
| 7 | ULT | Unordered or less than | Nan | (!eq & lt) |
| 8 | LE | Less than or equal | Eq | (lt & !nan) |
| 9 | ULE | unordered less than or equal | Nan | (eq | lt) |
| 10 | GL | Greater than or less than | !nan & (!eq & !inf) |
| 11 | UGL | Unordered or greater than or less than | Nan | !eq |
| 12 | ORD | Greater than less than or equal / ordered | !nan |
| 13 | UN | Unordered | Nan |
| 14 |  | Reserved |  |
| 15 |  | reserved |  |

### Branch Target

#### Conditional Branches

For conditional branches, the target address is formed as the sum of the instruction pointer and a constant specified in the instruction. Relative branches have a range of approximately ±3.14MB or 22 displacement bits. The target field contains an instruction number relative displacement to the target location. This is the byte displacement divided by six. Encoding targets in this way allows fewer bits to be used to encode the target. Within a subroutine, instructions will always be a multiple of six bytes apart.

*The target displacement field is recommended to be at least 16-bits. It is possible to get by with a displacement as small as 12-bits before a significant percentage of branches must be implemented as two or more instructions. The author decided to use a division by six since instructions are six bytes in size and the target must be a multiple of six bytes away from the branches IP. Dividing by six effectively adds two more displacement bits.*

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ▼ |  |  | ▼ |  |  | ▼ |  | ▼ |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | Fn4 | 0 | 2xh7 |

### Incrementing / Decrementing Branches

Branches may increment or decrement the Ra register by one after performing the branch comparison or logical operation. The ‘id’ field of the instruction indicates when a change should occur. Incrementing or decrementing branches make use of both the flow control unit and an ALU at the same time.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  | ▼ |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | Fn4 | v | 2xh7 |

|  |  |
| --- | --- |
| Id | Effect on Ra |
| 0 | No change |
| 1 | Increment Ra |
| 2 | Reserved |
| 3 | Decrement Ra |

### Unconditional Branches

Note that for unconditional branches the target displacement field is wyde relative, not instruction relative. This occurs because code functions or subroutines may be relocated at wyde addresses and may not be a multiple of six bytes apart. An unconditional subroutine branch call is usually performed to go outside of the current subroutine to a target routine that may be at any wyde address. The target displacement field is large enough to accommodate a ±128GB range.

|  |  |  |  |
| --- | --- | --- | --- |
| ▼ |  |  |  |
| 47 11 | 10 8 | 7 | 6 0 |
| Target37 | Lkt3 | 0 | 20h7 |

### BAND –Branch if Logical And True

BAND Ra, Rb, label

**Description:**

Branch if the logical and of source operands results in a non-zero value. The displacement is relative to the address of the branch instruction. This ‘and’ operation reduces the source operand values to a Boolean true or false before performing the operation. A non-zero value is considered true, zero is considered false.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 114 | v | 29h7 |

**Clock Cycles: 13**

### BANDB –Branch if Bitwise And True

BANDB Ra, Rb, label

**Description:**

Branch if the bitwise and of source operands results in a non-zero value. The displacement is relative to the address of the branch instruction.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 114 | v | 28h7 |

**Clock Cycles: 13**

### BBC – Branch if Bit Clear

**Description**:

This instruction branches to the target address if bit Rb of Ra is clear, otherwise program execution continues with the next instruction. For a further description see [Branch Instructions](#_Branch_Instructions).

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 64 | v | 28h7 |

**Operation:**

If (Ra.bit[Rb] == 0)

IP = IP + Constant

**Execution Units**: Branch

**Exceptions**: none

**Notes:**

### BBCI – Branch if Bit Clear Immediate

**Description**:

This instruction branches to the target address if a bit specified in an immediate field of the instruction of Ra is clear, otherwise program execution continues with the next instruction. For a further description see [Branch Instructions](#_Branch_Instructions).

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Ui | T3 | Uimm5 | Na | T2 | Ra5 | T1 | id | 84 | 0 | 28h7 |

**Operation:**

If (Ra.bit[Imm6] == 0)

IP = IP + Constant

**Execution Units**: Branch

**Exceptions**: none

**Notes:**

### BBS – Branch if Bit Set

**Description**:

This instruction branches to the target address if bit Rb of Ra is set, otherwise program execution continues with the next instruction. For a further description see [Branch Instructions](#_Branch_Instructions).

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 74 | v | 28h7 |

**Operation:**

If (Ra.bit[Rb] == 1)

IP = IP + Constant

**Execution Units**: Branch

**Exceptions**: none

**Notes:**

### BBSI – Branch if Bit Set Immediate

**Description**:

This instruction branches to the target address if a bit specified in an immediate field of the instruction of Ra is set, otherwise program execution continues with the next instruction. For a further description see [Branch Instructions](#_Branch_Instructions).

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Ui | T3 | Uimm5 | Na | T2 | Ra5 | T1 | id | 94 | 0 | 28h7 |

**Operation:**

If (Ra.bit[Imm6] == 1)

IP = IP + Constant

**Execution Units**: Branch

**Exceptions**: none

**Notes:**

### BCC –Branch if Carry Clear

BCC Ra, Rb, label

**Description:**

Branch if the carry would be set when comparing the first source operand to the second. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt16..0 | Prc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | ~ | id | 64 | v | 28h7 |

**Clock Cycles: 4**

### BCS –Branch if Carry Set

BCS Rm, Rn, label

**Description:**

This is an alternate mnemonic for the [BLO](#_BLO_–Branch_if) instruction. Branch if the carry would be set because of the comparison of the first operand to the second. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt16..0 | Prc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | ~ | id | 44 | v | 28h7 |

**Clock Cycles: 4**

### BEOR –Branch if Not Equal

BEOR Ra, Rb, label

**Description:**

This is an alternate mnemonic for BNE. Branch if source operands are not equal (the exclusive OR is non-zero or true). The displacement is relative to the address of the branch instruction.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 14 | 0 | 28h7 |

**Clock Cycles: 4**

### BEQ –Branch if Equal

BEQ Ra, Rb, label

**Description:**

Branch if source operands are equal.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20..4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 04 | 0 | 28h7 |

**Clock Cycles: 13**

### BLE –Branch if Less Than or Equal

BLE Ra, Rb, label

**Description:**

Branch if the first source operand is less than or equal to the second. Both operands are treated as signed integer values.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 34 | 0 | 29h7 |

**Clock Cycles: 13**

### BGE –Branch if Greater Than or Equal

BGE Rm, Rn, label

**Description:**

Branch if the first source operand is greater than or equal to the second. Both operands are treated as signed integer values.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 54 | 0 | 29h7 |

**Clock Cycles: 13**

### BGEU –Branch if Unsigned Greater Than or Equal

BGEU Rm, Rn, label

**Description:**

Branch if the first source operand is greater than or equal to the second. Both operands are treated as unsigned integer values.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 54 | 0 | 28h7 |

**Clock Cycles: 13**

### BGT –Branch if Greater Than

BGT Rm, Rn, label

**Description:**

Branch if the first source operand is greater than the second. Both operands are treated as signed integer values.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 44 | 0 | 29h7 |

**Clock Cycles: 13**

### BGTU –Branch if Unsigned Greater Than

BGTU Rm, Rn, label

**Description:**

Branch if the first source operand is greater than the second. Both operands are treated as unsigned integer values.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 44 | 0 | 28h7 |

**Clock Cycles: 13**

### BHI –Branch if Higher

BHI Rm, Rn, label

**Description:**

This is an alternate mnemonic for BGTU. Branch if the first source operand is greater than the second. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 44 | 0 | 28h7 |

**Clock Cycles: 13**

### BLEU –Branch if Unsigned Less Than or Equal

BLEU Ra, Rb, label

**Description:**

Branch if the first source operand is less than or equal to the second. Both operands are treated as unsigned integer values.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 34 | 0 | 29h7 |

**Clock Cycles: 13**

### BLT –Branch if Less Than

BLT Ra, Rb, label

**Description:**

Branch if the first source operand is less than the second. Both operands are treated as signed integer values.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 24 | 0 | 29h7 |

**Clock Cycles: 13**

### BLTU –Branch if Unsigned Less Than

BLTU Ra, Rb, label

**Description:**

Branch if the first source operand is less than the second. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 24 | 0 | 28h7 |

**Clock Cycles: 13**

### BNAND –Branch if Logical And False

BNAND Ra, Rb, label

**Description:**

Branch if the logical ‘and’ of source operands results in a zero value.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 104 | 0 | 29h7 |

**Clock Cycles: 13**

### BNE –Branch if Not Equal

BNE Ra, Rb, label

**Description:**

Branch if source operands are not equal.

**Instruction Format:** BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 14 | 0 | 28h7 |

**Clock Cycles: 13**

### BNOR –Branch if Logical Or False

BNOR Ra, Rb, label

**Description:**

Branch if the logical ‘or’ of source operands results in a non-zero value.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 124 | 0 | 29h7 |

**Clock Cycles: 13**

### BOR –Branch if Logical Or True

BOR Ra, Rb, label

**Description:**

Branch if the logical or of source operands results in a non-zero value. This ‘or’ operation reduces the source operand values to a Boolean true or false before performing the operation. A non-zero value is considered true, zero is considered false.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 134 | 0 | 29h7 |

**Clock Cycles: 13**

### BORB –Branch if Bitwise Or True

BORB Ra, Rb, label

**Description:**

Branch if the bitwise ‘or’ of source operands results in a non-zero value. The displacement is relative to the address of the branch instruction.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 134 | 0 | 28h7 |

**Clock Cycles: 13**

### BRANCH – Branch Always

**Description**:

This instruction always branches to the target address. The target address range is ±128GB.

**Formats Supported**: BSR

|  |  |  |
| --- | --- | --- |
| 47 11 | 10 8 | 6 0 |
| Target37 | 03 | 20h7 |

**Operation:**

IP = IP + Constant \* 2

**Execution Units**: Integer ALU #0

**Clock Cycles: 6**

**Exceptions**: none

**Notes:**

### BSR – Branch to Subroutine

**Description**:

This instruction always jumps to the target address. The address of the next instruction is stored in a link register. The target address range is ±128GB. Note the target is used as is.

**Formats Supported**: BSR

|  |  |  |
| --- | --- | --- |
| 47 11 | 10 8 | 6 0 |
| Target37 | LRt3 | 20h7 |

**Operation:**

LRt = next IP

IP = IP + Constant \* 2

**Execution Units**: Integer ALU #1

**Exceptions**: none

**Notes:**

### BENOR –Branch if Equal

BENOR Ra, Rb, label

**Description:**

This is an alternate mnemonic for BEQ. Branch if source operands are equal (the exclusive OR is zero or false). The displacement is relative to the address of the branch instruction.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 04 | 0 | 28h7 |

**Clock Cycles: 13**

### DBEQ – Decrement and Branch if Equal

DBEQ Ra, Rb, label

**Description:**

Branch if source operands are equal. Register Ra is decremented after the compare.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | 3 | 04 | 0 | 28h7 |

**Clock Cycles: 13**

### DBNE –Decrement and Branch if Not Equal

DBNE Ra, Rb, label

**Description:**

Branch if source operands are not equal. Register Ra is decremented after the comparison.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | 3 | 54 | 0 | 28h7 |

**Clock Cycles: 13**

**Execution Units:** All ALU’s, FCU

### FBEQ –Branch if Equal

FBEQ Fa, Fb, label

**Description:**

Branch if two source operands are equal. Both operands are treated as floating-point values. Positive and negative zero are considered equal. If either operand is a NaN the branch will not be taken.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | Id | 04 | 0 | 2Ch7 |

**Clock Cycles: 13**

### FBGT –Branch if Greater Than

FBGT Fa, Fb, label

**Description:**

Branch if source operand Ra is greater than Rb. Both operands are treated as floating-point values. Positive and negative zero are considered equal. If either operand is a NaN the branch will not be taken. The displacement is relative to the address of the branch instruction.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | id | 44 | 0 | 2Ch7 |

**Clock Cycles: 13**

### FBNE –Branch if Not Equal

FBNE Fa, Fb, label

**Description:**

Branch if two source operands are not equal. Both operands are treated as floating-point values. Positive and negative zero are considered equal.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | Id | 14 | 0 | 2Ch7 |

**Clock Cycles: 13**

### FBUGT –Branch if Unordered or Greater Than

FBUGT Fa, Fb, label

**Description:**

Branch if source operand Ra is greater than Rb or if the comparison is unordered. Both operands are treated as floating-point values. Positive and negative zero are considered equal.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | Id | 34 | 0 | 2Ch7 |

**Clock Cycles: 13**

### IBEQ – Increment and Branch if Equal

IBEQ Ra, Rb, label

**Description:**

Branch if source operands are equal. Register Ra is incremented after the compare.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | 1 | 04 | 0 | 28h7 |

**Clock Cycles: 13**

### IBLE – Increment and Branch if Less Than or Equal

IBLE Ra, Rb, label

**Description:**

Branch if the first source operand is less than or equal to the second. Both operands are treated as signed integer values. The displacement is relative to the address of the branch instruction. Register Ra is incremented after the comparison.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | 1 | 34 | 0 | 29h7 |

**Clock Cycles: 13**

### IBLT – Increment and Branch if Less Than

IBLT Ra, Rb, label

**Description:**

Branch if the first source operand is less than the second. Both operands are treated as signed integer values. The displacement is relative to the address of the branch instruction. Register Ra is incremented after the comparison.

**Formats Supported**: BR

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | 1 | 24 | 0 | 29h7 |

**Clock Cycles: 13**

### IBNE – Increment and Branch if Not Equal

IBNE Ra, Rb, label

**Description:**

Branch if source operands are not equal. The displacement is relative to the address of the branch instruction. Register Ra is incremented after the comparison.

**Instruction Format: BR**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 47 31 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 1312 | 11 8 | 7 | 6 0 |
| Tgt20...4 | Prc2 | Nb | T3 | Rb5 | Na | T2 | Ra5 | T1 | 1 | 54 | 0 | 28h7 |

**Clock Cycles: 13**

**Execution Units:** All ALU’s, FCU

### JUMP – Jump to Target

**Description**:

This instruction always jumps to the target address. The target address range is 256GB.

**Formats Supported**: BSR

|  |  |  |  |
| --- | --- | --- | --- |
| 47 11 | 10 8 | 7 | 6 0 |
| Target37 | 03 | 0 | 337 |

**Operation:**

IP = Constant \* 2

**Execution Units**: Integer ALU #1, Branch

**Exceptions**: none

Register Indirect with Displacement Form:

This instruction always jumps to the target address. The IP of the next instruction is stored in link register Lkt. A constant is added to the address in register Ra and loaded into the IP.

**Instruction Format:** JSR

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Immediate23..0 | Op2 | Na | Va | Ra5 | ~ | ~ | 03 | 0 | 387 |

**Operation:**

Lkt = next IP

IP = Ra + Constant

**Exceptions:** none

**Notes:**

Memory Indirect Form:

**Description**:

This instruction always jumps to the target address. The target address is loaded from memory at the sum of a register and an immediate constant. Low order bits of the instruction pointer may be loaded while keeping the higher order bits constant. This allows efficient implementation of jump tables.

**Instruction Format:** JSR

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Immediate23..0 | Op2 | Na | Va | Ra5 | ~ | ~ | 03 | V | 367 |

|  |  |
| --- | --- |
| Op2 | Operation |
| 0 | Load only the low order 16-bits of the instruction pointer, upper bits remain the same |
| 1 | Load only the low order 32-bits of the instruction pointer, upper bits remain the same |
| 2 | Load only the low order 64-bits of the instruction pointer, upper bits remain the same |
| 3 | Load entire instruction pointer |

**Operation:**

IP = Memory[Ra + sign extend (Constant)]

**Execution Units**: Integer ALU #0

**Exceptions**: none

**Notes:**

### JSR – Jump to Subroutine

**Description**:

This instruction always jumps to the target address. The address of the next instruction is stored in a link register.

Direct Address Form:

This instruction always jumps to the target address. The address of the next instruction is stored in a link register. The target address field is shifted left once before use. The target address range is 256GB.

**Formats Supported**: BSR

|  |  |  |  |
| --- | --- | --- | --- |
| 47 11 | 10 8 | 7 | 6 0 |
| Target37 | Lkt3 | 0 | 337 |

**Operation:**

Lkt = next IP

IP = Constant\* 2

Register Indirect with Displacement Form:

This instruction always jumps to the target address. The IP of the next instruction is stored in link register Lkt. A constant is added to the address in register Ra and loaded into the IP.

**Instruction Format:** JSR

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Immediate23..0 | Op2 | Na | Va | Ra5 | ~ | ~ | Lkt3 | 0 | 387 |

**Operation:**

Lkt = next IP

IP = Ra + Constant

**Exceptions:** none

Memory Indirect Form:

This instruction always jumps to the target address. The target address is loaded from memory whose address is the sum of a register and an immediate constant. The address of the next instruction is stored in a link register. Low order bits of the instruction pointer may be loaded while keeping the higher order bits constant. This allows efficient implementation of jump tables.

**Instruction Format:** JSR

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Immediate23..0 | Op2 | Na | Va | Ra5 | ~ | ~ | Lkt3 | 0 | 367 |

|  |  |
| --- | --- |
| Op2 | Operation |
| 0 | Load only the low order 16-bits of the instruction pointer, upper bits remain the same |
| 1 | Load only the low order 32-bits of the instruction pointer, upper bits remain the same |
| 2 | Load only the low order 64-bits of the instruction pointer, upper bits remain the same |
| 3 | Load entire instruction pointer |

**Operation:**

Lkt = next IP

IP = Memory[Ra + sign extend (Constant)]

**Execution Units**: Branch

**Exceptions**: none

**Notes:**

### NOP – No Operation

NOP

**Description:**

This instruction does not perform any operation. Any value for bits 8 to 47 may be used.

**Instruction Format:**

|  |  |  |
| --- | --- | --- |
| 47 8 | 7 | 6 0 |
| 0xFFFFFFFFFF40 | 0 | 1277 |

**Notes:**

### RET – Return from Subroutine

**Description**:

This instruction returns from a subroutine by transferring program execution to the address stored in a link register specified by Lk.

**Formats Supported**: RETD

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 27 | 2622 | 21 | 20 | 1918 | 17 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| 023..3 | 05 | 0 | 0 | ~ | Lk3 | ~ | 02 | Offs3 | 0 | 367 |

**Operation:**

IP <= Lk + Offs\*6

**Execution Units**: Branch

**Exceptions**: none

**Notes**:

Return address prediction hardware may make use of the RET instruction.

### RETD – Return from Subroutine and Deallocate

**Description**:

This instruction returns from a subroutine by transferring program execution to the address stored in a link register specified by Lk plus an offset amount. Additionally, the stack pointer is incremented by the amount specified. The const field is shifted left three times before use.

**Formats Supported**: RETD

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 27 | 2622 | 21 | 20 | 1918 | 17 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Constant23..3 | 05 | Na | Va | ~ | Lk3 | ~ | 02 | Offs3 | V | 367 |

**Operation:**

IP <= Lk + Offs \* 6

SP = SP + Constant

**Execution Units**: Branch

**Exceptions**: none

**Notes**:

Return address prediction hardware may make use of the RTS instruction.

### RTS – Return from Subroutine

**Description**:

An alternate mnemonic for the RETD instruction where the stack pointer adjustment is zero. This instruction returns from a subroutine by transferring program execution to the address stored in a link register specified by Ra.

**Formats Supported**: RETD

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 27 | 2622 | 21 | 20 | 1918 | 17 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| 023..3 | 05 | Na | Va | ~ | Lk3 | ~ | 02 | Offs3 | V | 367 |

**Operation:**

IP <= Lk + Offs \* 6

**Execution Units**: Branch

**Exceptions**: none

**Notes**:

Return address prediction hardware may make use of the RTS instruction.

## Graphics Instructions

### BLEND – Blend Colors

**Description**:

This instruction blends two colors whose values are in Ra and Rb according to an alpha value in Rc. The resulting color is placed in register Rt. The alpha value is a ten-bit value assumed to be a fixed-point number with one whole digit and nine fraction digits. The same alpha value should be placed in each RGB component location of Rc. The color values in Ra and Rb are assumed to be RGB10.10.10 format colors. The result is a RGB10.10.10 format color. Note that a close approximation to 1.0 – alpha is used. Each component of the color is blended independently. Component overflow saturates towards white.

**Instruction Format:** R3

**BLEND Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 31 | 30 27 | 26 22 | 21 17 | 16 12 | 11 7 | 6 0 |
| ~7 | 12 | ~4 | Rc5 | Rb5 | Ra5 | Rt5 | 897 |

**Operation**:

Rt.R = (Ra.R \* alpha) + (Rb.R \* ~alpha)

Rt.G = (Ra.G \* alpha) + (Rb.G \* ~alpha)

Rt.B = (Ra.B \* alpha) + (Rb.B \* ~alpha)

**Clock Cycles**: 2

### TRANSFORM – Transform Point

**Description:**

The point transform instruction transforms a point from one location to another using a transform function. The transform function has 12 co-efficients in the form of a matrix used in the calculation.

Points are represented in 18.18 fixed-point format.

**Instruction Format:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 39 37 | 36 32 | 31 27 | 26 22 | 21 17 | 16 12 | 11 7 | 6 0 |
| Op3 | Rtz5 | Rty5 | Rz5 | Ry5 | Rx5 | Rtx5 | 897 |

|  |  |
| --- | --- |
| Op3 | Operation |
| 0 | Return new X,Y,Z |
| 1 to 5 | reserved |
| 6 | Get coefficient |
| 7 | Set coefficient |

To set a coefficient Rx specifies which coefficient to set, Ry specifies the value.

|  |  |
| --- | --- |
| Rx | Ry Co-efficient |
| 0 | aa |
| 1 | ab |
| 2 | ac |
| 3 | tx |
| 4 | ba |
| 5 | bb |
| 6 | bc |
| 8 | ty |
| 9 | ca |
| 10 | cb |
| 11 | cc |
| 12 | tz |
|  |  |

**Clock Cycles:** 4

**Operation:**

Input matrix M:

| aa ab ac tx |

M = | ba bb bc ty |

| ca cb cc tz |

Input point X:

| x |

X = | y |

| z |

| 1 |

Output point X':

| x' | | aa\*x + ab\*y + ac\*z + tx |

X' = | y' | = MX = | ba\*x + bb\*y + bc\*z + ty |

| z' | | ca\*x + cb\*y + cc\*z + tz |

**Clock Cycles**: 3

## Capabilities Instructions

### Overview

The capabilities instruction set is modelled after the RISC-V capabilities instructions present in the capabilities document. It is very similar but there are some differences. A couple of the test instructions are replaced with a capability compare instruction. The opcodes are different to suit Qupls.

Please refer to: University of Cambridge technical report 987:

[Capability Hardware Enhanced RISC Instructions: CHERI Instruction-Set Architecture (Version 9) (cam.ac.uk)](https://www.cl.cam.ac.uk/techreports/UCAM-CL-TR-987.pdf)

### Capability Register Representation

Capabilities are represented using a modified CHERI concentrate compression. The CHERI capability can resolve small regions to the byte. The format presented here has a minimum granularity of eight bytes.

Capability Register Format

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 31 20 | 19 | 18 15 | 14 | 13 11 | 10 8 | 7 3 | 2 0 |
| P12 | f | Otype4 | Ie | T[8:6] | Te3 | B[10:6] | Be3 |
| Address32 | | | | | | | |

|  |  |
| --- | --- |
| Ie=0 | Ie=1 |
| E=0  T[2:0] = 0  B[2:0] = 0  T[5:3] = Te3  B[5:3] = Be3  Lcarryout = T[8:3] < B[8:3]  Lmsb = 0 | E= {Te3, Be3}  T[5:0] = 0  B[5:0] = 0  Lcarryout = T[8:6] < B[8:6]  Lmsb = 1 |

T[10:9] = B[10:9] + Lcarryout + Lmsb

Bounds decoding

|  |  |  |  |
| --- | --- | --- | --- |
| Address, a = | Atop = a[63:E+14] | Amid = a[E+13:E] | Alow = a[E-1:0] |
| Top, t= | Atop + ct | T[13:0] | {E{0}} |
| Base, b= | Atop + cb | B[13:0] | {E{0}} |

Calculating ct and cb

A3 = A[E+13:E+11]

B3 = B[13:11]

T3 = T[13:11]

R = B3 – 1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| A3 < R | T3 < R | ct |  | A3 < R | B3 < R | cb |
| false | false | 0 |  | false | false | 0 |
| false | true | +1 |  | false | true | +1 |
| True | False | -1 |  | True | False | -1 |
| True | True | 0 |  | True | True | 0 |

Permissions

|  |  |  |
| --- | --- | --- |
| 0 | Global |  |
| 1 | Permit execute |  |
| 2 | Permit load |  |
| 3 | Permit store |  |
| 4 | Permit load capability |  |
| 5 | Permit store capability |  |
| 6 | Permit store local capability |  |
| 7 | Permit seal |  |
| 8 | Permit invoke |  |
| 9 | Permit unseal |  |
| 10 | Permit access system registers |  |
| 11 | Permit set CID |  |

64-bit pointer (requires 128-bit registers)

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 63 48 | 47 | 46 45 | 44 27 | 26 | 25 17 | 16 14 | 13 3 | 2 0 |
| P16 | f |  | Otype18 | Ie | T[11:3] | Te3 | B[13:3] | Be3 |
| Address64 | | | | | | | | |

### CLoad Rn, <ea> - Load Capability

**Description:**

Load a capability from memory to Ct. If Ra.perms does not grant PERMIT\_LOAD\_CAPABILITY then Rt.tag is cleared.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Displacement23..0 | Msk2 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 737 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 44 | 44 41 | 40 39 | 38 34 | 3029 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| 94 | Dsp3 | Msk2 | Disp5 | Sc2 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 797 |

**Execution Units:** AGEN, MEM

**Exceptions:**

Ra tag not set

Ra is sealed

Ra.perms does not grant PERMIT\_LOAD

Ra.address + displacement < Ra.base

Ra.address + displacement + CLEN/8 > Ra.top

**Notes:**

### CStore Rn, <ea> - Store Capability

**Description:**

Store a capability from register Rs to memory. The capability at address Ra.address plus the displacement is replaced with the capability from Ra.

**Instruction Format:** d[Rn]

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | | | Disp5..0 | Ra5 | Rs5 | 02 | 556 |
|  | | Displacement13..0 | | Ra5 | Rs5 | 12 | 556 |
|  | Displacement21..0 | | | Ra5 | Rs5 | 22 | 556 |
| Displacement29..0 | | | | Ra5 | Rs5 | 32 | 556 |

**Instruction Format:** d[Ra+Rb\*Sc]

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 34 | Offs5 | Rb5 | Ra5 | Rs5 | Sc2 | 406 |

**Execution Units:** AGEN, MEM

**Exceptions:**

Ra tag not set

Ra is sealed

Ra.perms does not grant PERMIT\_STORE

Ra.perms does not grant PERMIT\_STORE\_CAPABILTY and Rs.tag is set

Ra.perms does not grant PERMIT\_STORE\_LOCAL\_CAPABILITY and Rs.tag is set and Rs.perms does not grant GLOBAL

Ra.address + displacement < Ra.base

Ra.address + displacement + CLEN/8 > Ra.top

**Notes:**

### CAndPerm

**Description:**

Capability Ct is replaced with Ca and sealed with the perms field set to the bitwise ‘and’ of its value and the value in register Rb. If Ca is sealed, then the tag field of Ct is cleared.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 327 | ~12 |  | Rb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CBuildCap

**Description:**

Capability Ct is replaced with Ca with its base, address, length, perms, uperms and flags replaced with the value of those fields from Cb. If Cb is a sentry, then Ct is sealed as a sentry. If one of the following conditions is true:

* the resulting capability is not a subset of Ca in bounds or permissions, or is not a legally derivable capability,
* Ca does not have its tag field set,
* Ca is sealed

then Ct is replaced with Cb with its tag field clear.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 337 | ~12 |  | Cb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CClearTag

**Description:**

Capability Ct is replaced with Ca, the tag field of Ct is cleared.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 647 | ~12 |  | ~5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CCmp

**Description:**

Compares capabilities. This instruction replaces the CTestSubset, CSetEqualsExact, and CGetSealed instructions as outlined for RISC-V in the CHERI document.

If capabilities registers Ca and Cb are exactly identical, including reserved and tag bits, then the register Rt condition equals bit is set.

If capabilities register Ca bounds and permissions are a subset of capabilities Cb and the tags are the same, then the register Rt less than or equals bit is set.

If Ca is unsealed, the overflow bit of Rt is cleared; otherwise, the overflow bit is set.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 447 | ~12 |  | Cb5 |  | Ca5 | ~2 | Rt5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CCopyType

**Description:**

Capability Ct is replaced with Ca with address set to Cb.otype. If Ca is sealed or Cb.otype is reserved, then the tag field of Ct is cleared.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 347 | ~12 |  | Cb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CFromPtr (deprecated)

**Description:**

If the value in Rb is zero, then the capability register Ct is set to null. Otherwise, Ct is set to Ca with its offset replaced by Rb. If the resulting capability cannot be represented exactly Ct.tag is cleared. If Ca is sealed, then Ct.tag is cleared. The remaining fields are set to the in-memory representation of Ca with the address set to what Ct.address decodes to.

**Instruction Format:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 | 23 | 22 18 | 17 13 | 12 8 | 7 6 | 5 0 |
| 197 | ~ | . | Rb5 | Ca5 | Ct5 | 02 | 136 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetBase

**Description:**

Returns the base field of capability Ca and stores it in Rt.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 777 | ~12 |  | ~5 |  | Ca5 | ~2 | Rt5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetFlags

**Description:**

Returns the zero extended flags field of capability Ca and stores it in Rt.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 657 | ~12 |  | ~5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetHigh

**Description:**

Returns the high half of capability Ca and stores it in Rt.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 667 | ~12 |  | ~5 |  | Ca5 | ~2 | Rt5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetLen

**Description:**

Returns the length field of capability Ca and stores it in Rt.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 677 | ~12 |  | ~5 |  | Ca5 | ~2 | Rt5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetOffset

**Description:**

Returns the offset field of capability Ca and stores it in Rt.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 687 | ~12 |  | ~5 |  | Ca5 | ~2 | Rt5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetPerms

**Description:**

Returns the perms and uperms field of capability Ca and stores it in Rt.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 697 | ~12 |  | ~5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetTag

**Description:**

Ca.tag is copied to the equals bit of Crt.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 707 | ~12 |  | ~5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetTop

**Description:**

The top address of the capability Ca is copied to register Rt. The top address is one past the last addressable byte.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 717 | ~12 |  | ~5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CGetTYpe

**Description:**

The otype of the capability Ca is copied to register Rt. If otype is reserved, then the value is sign extended, otherwise the value is zero extended.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 727 | ~12 |  | ~5 |  | Ca5 | ~2 | Rt5 | 0 | 17 |

**Execution Units:** ALU #0

**Exceptions:** none

**Notes:**

### CIncOffset

**Description:**

Capability Ct is set equal to Ca with the address set to Ca.address plus the value in Rb. If the result cannot be represented exactly, Ct.tag is cleared. If Ca is sealed then Ct.tag is cleared. The remaining fields are set to the in-memory representation of Ca with the address set to what Ca.address plus Rb decodes to.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 357 | ~12 |  | Rb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CIncOffsetImm

**Description:**

Capability Ct is set equal to Ca with the address set to Ca.address plus the value encoded in the instruction. If the result cannot be represented exactly, Ct.tag is cleared. If Ca is sealed then Ct.tag is cleared. The remaining fields are set to the in-memory representation of Ca with the address set to what Ca.address plus Rb decodes to.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 24 | 2320 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 457 | Imm17 | | |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CInvoke

**Description:**

The PCC capability register is set to Ca and unsealed. The selected data pointer register, Cd, is set to Cb and unsealed.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 127 | ~12 |  | Cb5 |  | Ca5 | ~2 | Cd5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

Ca.tag is clear

Cb.tag is clear

Ca or Cb otype is reserved

Ca and Cb otype are not the same

Ca.perms or Cb.perms does not have PERMIT\_INVOKE

Ca.perms does not grant PERMIT\_EXECUTE

Cb.perms grants PERMIT\_EXECUTE

Ca.address < Ca.base or Ca.address + max\_intruction\_bytes > Ca.top

**Notes:**

### CJSR – Jump to Subroutine

**Description**:

Direct Address Form:

This instruction always jumps to the target address. The PCC of the next instruction is stored in a capability link register Lkt and sealed as a sentry. A constant is shifted left once and loaded into the PCC address. The target address range is 256GB.

**Formats Supported**: BSR

|  |  |  |  |
| --- | --- | --- | --- |
| 47 11 | 10 8 | 7 | 6 0 |
| Target37 | Lkt3 | 0 | 347 |

**Operation:**

Lkt = next IP, sealed

PCC = Constant

**Exceptions:**

FLT\_CAPBOUNDS

New PCC.address < PCC.base or PCC.address + max\_intruction\_bytes > PCC.top

Register Indirect with Displacement Form:

This instruction always jumps to the target address. The PCC of the next instruction is stored in a capability link register Lkt and sealed as a sentry. A constant is added to the address of capability register Ca and loaded into the PCC address.

**Instruction Format:** JSR

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Immediate23..0 | Op2 | Na | Va | Ca5 | ~ | ~ | Lkt3 | 0 | 397 |

**Operation:**

Lkt = next IP, sealed

PCC.address = Ca.address + Constant

**Exceptions:**

FLT\_CAPBOUNDS

New PCC.address < PCC.base or PCC.address + max\_intruction\_bytes > PCC.top

FLT\_CAPTAG

Ca tag is clear

FLT\_CAPPERMS

Ca does not grant PERMIT\_EXECUTE

Indexed Memory Indirect Form:

This instruction always jumps to the target address. The target address is loaded from memory whose address is the sum of a register and an immediate constant. The PCC address of the next instruction is stored in a link register. Low order bits of the instruction pointer may be loaded while keeping the higher order bits constant. This allows efficient implementation of jump tables.

**Instruction Format:** JSR

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Immediate23..0 | Op2 | Na | Va | Ca5 | ~ | ~ | Lkt3 | 0 | 377 |

|  |  |
| --- | --- |
| Op2 | Operation |
| 0 | Load only the low order 16-bits of the instruction pointer, upper bits remain the same |
| 1 | Load only the low order 32-bits of the instruction pointer, upper bits remain the same |
| 2 | Load only the low order 64-bits of the instruction pointer, upper bits remain the same |
| 3 | Load entire instruction pointer |

**Operation:**

Lkt = next IP

IP = Memory[Ra + sign extend (Constant)]

**Execution Units**: Branch

**Exceptions:**

FLT\_CAPTAG

Ca tag is clear

FLT\_CAPBOUNDS

New PCC.address < PCC.base or PCC.address + max\_intruction\_bytes > PCC.top

**Notes:**

### CJMP – Jump to Address

**Description**:

Direct Address Form:

This is an alternate mnemonic for CJSR where no link register is specified. This instruction always jumps to the target address. The PCC of the next instruction is stored in a capability link register Lkt and sealed as a sentry. A constant is shifted left once and loaded into the PCC address. The target address field is shifted left once before use. The target address range is 256GB.

**Formats Supported**: BSR

|  |  |  |  |
| --- | --- | --- | --- |
| 47 11 | 10 8 | 7 | 6 0 |
| Target37 | 03 | 0 | 347 |

**Operation:**

PCC = Constant

Register Indirect with Displacement Form:

This instruction always jumps to the target address. A constant is added to the address of capability register Ca and loaded into the PCC address.

**Instruction Format:** JSR

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Immediate23..0 | Op2 | Na | Va | Ca5 | ~ | ~ | 03 | 0 | 397 |

**Operation:**

PCC.address = Ca.address + Constant

Indexed Memory Indirect Form:

This instruction always jumps to the target address. The target address is loaded from memory whose address is the sum of a register and an immediate constant. The PCC address of the next instruction is stored in a link register. Low order bits of the instruction pointer may be loaded while keeping the higher order bits constant. This allows efficient implementation of jump tables.

**Instruction Format:** JSR

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 24 | 2322 | 21 | 20 | 19 15 | 1413 | 1211 | 10 8 | 7 | 6 0 |
| Immediate23..0 | Op2 | Na | Va | Ca5 | ~ | ~ | 03 | 0 | 377 |

|  |  |
| --- | --- |
| Op2 | Operation |
| 0 | Load only the low order 16-bits of the instruction pointer, upper bits remain the same |
| 1 | Load only the low order 32-bits of the instruction pointer, upper bits remain the same |
| 2 | Load only the low order 64-bits of the instruction pointer, upper bits remain the same |
| 3 | Load entire instruction pointer |

**Operation:**

PCC = Memory[Ra + sign extend (Constant)]

**Execution Units**: Branch

**Exceptions:** FLT\_CAPBOUNDS

New PCC.address < PCC.base or PCC.address + max\_intruction\_bytes > PCC.top

**Notes:**

### CLoadTags

**Description:**

Tags located in memory at and above Ca.address are loaded into Rt. Bit zero of the returned value is the tag for Ca.address, following tags are returned in bits one to sixty-three. Depending on the memory alignment this operation may return as few as a single tag or as many as sixty-four tags. The tag for Ca.address is always returned.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 737 | ~12 |  | ~5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CMove

**Description:**

This instruction moves one capability register to another. Move Ca to Ct.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 787 | ~12 |  | ~5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CRepresentableAlignmentMask

**Description:**

Gets a mask used to round address down to a value aligned to set exact bounds for the nearest representable length of Ra.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 747 | ~12 |  | ~5 |  | Ra5 | ~2 | Rt5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CRet

**Description:**

This instruction returns from a subroutine by transferring program execution to the address stored in a link register specified by Lk plus an offset amount. The PCC address is replaced by the sum of the address in the link register and an offset constant. The PCC is unsealed. Additionally, a data capability stored in the Cb register may be restored to a selected register Cd and unsealed.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 21 | 20 18 | 17 15 | 1413 | 12 8 | 7 | 6 0 |
| 87 | ~12 | ~2 | Cb5 | ~ | Off3 | Lk3 | ~2 | Cd5 | 0 | 17 |

**Operation:**

IP <= Lk + Offs \* 6

SP = SP + Constant \* 16

**Execution Units**: Branch

**Exceptions:**

**Notes:**

### CRoundRepresentableLength

**Description:**

Set Rt equal to the smallest value greater than or equal to Ra that can be used as a length to set exact bounds on a capability that has a suitably aligned base.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 757 | ~12 |  | ~5 |  | Ra5 | ~2 | Rt5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSeal

**Description:**

Capability Ct is replaced with register Ca and sealed with the otype field set to the address field of Cb. If Cb was unable to authorize the sealing or if Ca was already sealed then the tag field of Ct is cleared.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 367 | ~12 |  | Cb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSealEntry

**Description:**

Capability Ct is replaced with register Ca and sealed as a sentry.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 767 | ~12 |  | ~5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSetAddr

**Description:**

Capability Ct is replaced with Ca with its address field set to Rb. If the resulting capability cannot be represented exactly, or if Ca is sealed, then Ct.tag is cleared. The remaining fields of Ct are set to the in memory representation of what Ca and Rb decode to.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 377 | ~12 |  | Rb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSetBounds

**Description:**

Capability Ct is replaced with Ca with its base set to Ca.address its length set to Rb. If the resulting capability cannot be represented exactly base will be rounded down and the length rounded up by the smallest amount needed to form a capability covering the requested bounds. If Ca is sealed, or the result exceeds the bounds of Ca then Ct.tag is cleared.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 387 | ~12 |  | Rb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSetBoundsExact

**Description:**

Capability Ct is replaced with Ca with its base set to Ca.address its length set to Rb. If the resulting capability cannot be represented exactly the Ct.tag field will be cleared; the base will be rounded down and the length rounded up by the smallest amount needed to form a capability covering the requested bounds If Ca is sealed, or the result exceeds the bounds of Ca then Ct.tag is cleared.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 467 | ~12 |  | Rb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSetFlags

**Description:**

Capability Ct is replaced with Ca with the flags bits set to the value in Rb. If Ca is sealed then Ct.tag is cleared.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 397 | ~12 |  | Rb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSetHigh

**Description:**

Capability Ct is copied from Ca with the high bits coming from register Rb. The tag bit of Ct is cleared. Rb holds the in-memory form of the capability bits.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 407 | ~12 |  | Rb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSetOffset

**Description:**

Capability Ct is replaced with Ca with its address set to Ca.base plus Rb. If the resulting capability cannot be represented exactly the Ct.tag field will be cleared. If Ca is sealed, then Ct.tag is cleared. The remaining fields of Cd are set to the in memory representation of what Ca.base and Rb decode to.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 417 | ~12 |  | Rb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CSpecialRW

**Description:**

Capability register Ct is set to special capability register scr. Capability register scr is set to Ca, if Ca is non-zero.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 427 | ~12 |  | scr5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

Scr does not exist

Scr is read-only and Ca is not C0.

Scr is not accessible at the current privilege mode

Scr requires PERMIT\_ACCESS\_SYSTEM\_REGISTERS and it is not granted by the PC.perms

**Notes:**

### CToPtr (deprecated)

**Description:**

If the tag bit of Ca is not set, then Rt is zero to zero. Otherwise, Rt is set to Ca.address – Cb.base.

**Instruction Format:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 31 26 | 25 24 | 23 | 22 18 | 17 13 | 12 8 | 7 6 | 5 0 |
| 186 | ~2 | . | Cb5 | Ca5 | Rt5 | 02 | 136 |

**Execution Units:**

**Exceptions:**

**Notes:**

### CUnseal

**Description:**

Capability register Ct is replaced by Ca and unsealed using capability register Cb as the authority. If Cb.perms does not grant GLOBAL then Ct is stripped of GLOBAl. The tag field of Ct is cleared if the unseal is not authorized by Cb.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 40 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| 437 | ~12 |  | Cb5 |  | Ca5 | ~2 | Ct5 | 0 | 17 |

**Execution Units:**

**Exceptions:**

**Notes:**

## System Instructions

### BRK – Break

**Description**:

This instruction is an alternate mnemonic for the CHK instruction where the call number is assumed to be the debug call number (0). This instruction initiates the processor debug routine. The processor enters debug mode. The cause code register is set to indicate execution of a BRK instruction. Interrupts are disabled. The instruction pointer is reset to the vector located from the contents of tvec[3] and instructions begin executing. There should be a jump instruction placed at the break vector location. The address of the BRK instruction is stored in the EIP.

**Instruction Format**: BRK

|  |
| --- |
| 47 0 |
| 048 |

**Operation:**

PUSH SR

PUSH IP

EIP = IP

IP = vector at (tvec[3])

**Execution Units**: Branch

**Clock Cycles**:

**Exceptions**: none

**Notes**:

### FENCE – Synchronization Fence

**Description:**

All instructions for a particular unit before the FENCE are completed and committed to the architectural state before instructions of the unit type after the FENCE are issued. This instruction is used to ensure that the machine state is valid before subsequent instructions are executed.

**Instruction Format:**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 27 | 26 24 | 23 16 | 15 12 | 11 8 | 7 | 6 0 |
| ~ | Op3 | Mask7..0 | Aft4 | Bef4 | ~ | 1147 |

|  |  |  |  |
| --- | --- | --- | --- |
| Mask Bit | Access |  |  |
| 0 | Wr | Before |  |
| 1 | Rd |  |
| 2 | Out |  |
| 3 | In |  |
| 4 | Wr | After |  |
| 5 | Rd |  |
| 6 | Out |  |
| 7 | In |  |

|  |  |
| --- | --- |
| Aft4 / Bef4 | Unit |
| 0 | MEM |
| 1 | ALU |
| 2 | FPU |
| 3 | Branch |
| 4 to 14 | Reserved |
| 15 | All units |

|  |  |
| --- | --- |
| Op3 | Fence Type |
| 0 | Normal |
| 1 to 6 | reserved |
| 7 | TSO fence |

### IRQ – Generate Interrupt

**Description:**

This is an alternate mnemonic of the CHK instruction.

Generate interrupt. This instruction invokes the system exception handler. The return address is pushed onto an internal stack.

The return address stored is the address of the interrupt instruction, not the address of the next instruction. To call system routines use the [SYS](#_SYS_–Call_system) instruction.

The level of the interrupt is checked and if the interrupt level in the instruction is less than or equal to the current interrupt level then the instruction will be ignored. The interrupt level is specified as the complement of the IPL3 field.

**Instruction Format: CHK**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 | 34 27 | 26 22 | 21 17 | 16 12 | 11 9 | 8 7 | 6 0 |
| 04 | 0 | Cause8 | 05 | 05 | 05 | IPL3 | 02 | 07 |

**Operation:**

PUSH SR

PUSH IP

CAUSE = Cause8

IP = vector(tvec[3] + Cause \* 8)

**Execution Units**: Branch

### JMPX – Jump to Exception Handler

**Description**:

This instruction jumps to an exception routine by transferring program execution to the address specified as the sum of a displacement and register Ra. The instruction pointer and status register are pushed onto an internal stack.

**Formats Supported**: RTE

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 19 | 18 17 | 16 12 | 11 10 | 9 7 | 6 0 |
| Disp21 | 22 | Ra6 | 32 | ~3 | 357 |

**Operation:**

PUSH IP on internal stack

PUSH SR on internal stack

IP = Ra + disp

**Execution Units**: Branch

**Exceptions**: none

**Notes**:

### MEMDB – Memory Data Barrier

**Description:**

All memory accesses before the MEMDB command are completed before any memory accesses after the data barrier are started. This is an alternate mnemonic for the [FENCE](#_FENCE_–_Synchronization) instruction.

**Instruction Format:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 31 30 | 29 27 | 26 24 | 23 16 | 15 12 | 11 8 | 7 | 6 0 |
| Fmt2 | Pr3 | 03 | 2557..0 | 04 | 04 | ~ | 1147 |

**Clock Cycles:** 1

**Execution Units:** Memory

### MEMSB – Memory Synchronization Barrier

**Description:**

All instructions before the MEMSB command are completed before any memory access is started. This is an alternate mnemonic for the [FENCE](#_FENCE_–_Synchronization) instruction.

**Instruction Format:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 31 30 | 29 27 | 26 24 | 23 16 | 15 12 | 11 8 | 7 | 6 0 |
| Fmt2 | Pr3 | 03 | 1927..0 | 04 | 154 | ~ | 1147 |

**Clock Cycles:** 1

**Execution Units:** Memory

### PFI – Poll for Interrupt

**Description**:

The poll for interrupt instruction polls the interrupt status lines and performs an interrupt service if an interrupt is present. Otherwise, the PFI instruction is treated as a NOP operation. Polling for interrupts is performed by managed code. PFI provides a means to process interrupts at specific points in running software. Rt is loaded with the cause code in the low order twelve bits, and the interrupt level in bits twelve to fourteen of the register.

**Instruction Format:** OSR2

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 39 38 | 37 35 | 34 13 | 12 7 | 6 0 |
| Fmt2 | Pr3 | Immediate21..0 | Rt6 | 1157 |

**Clock Cycles**: 1 (if no exception present)

**Operation:**

if (irq <> 0)

Rt[11:0] = cause code

Rt[14:12] = irq level

PMSTACK = (PMSTACK << 4) | 6

CAUSE = Const12

EIP = IP

IP = tvec[3]

Execution Units: Branch

### REX – Redirect Exception

**Description**:

This instruction redirects an exception from an operating mode to a lower operating mode. This instruction if successful jumps to the target exception handler and does not return. If this instruction fails execution will continue with the next instruction.

This instruction may fail if exceptions are not enabled at the target level.

The location of the target exception handler is found in the trap vector register for that operating mode (tvec[xx]).

The cause (cause) and bad address (badaddr) registers of the originating mode are copied to the corresponding registers in the target mode.

If the ‘S’ bit of the instruction is set, then the privilege level will be set to the bitwise union of the PL8 field and the value in register Ra. Otherwise the privilege level will remain unchanged.

**Instruction Format**: EX

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 28 | 27 | 26 22 | 21 17 | 16 12 | 11 9 | 8 7 | 6 0 |
| 74 | PL8 | S | ~ | ~ | Ra5 | ~3 | Tm2 | 1127 |

|  |  |
| --- | --- |
| Tm2 |  |
| 0 | redirect to user mode |
| 1 | redirect to supervisor mode |
| 2 | redirect to hypervisor mode |
| 3 | Redirect to machine mode (from debug) |

**Clock Cycles**: 4

Execution Units: Branch

Example:

|  |
| --- |
| REX 1 ; redirect to supervisor handler  ; If the redirection failed, exceptions were likely disabled at the target level.  ; Continue processing so the target level may complete its operation.  RTE ; redirection failed (exceptions disabled ?) |

**Notes**:

Since all exceptions are initially handled in machine mode the machine handler must check for disabled lower mode exceptions.

### RTE – Return from Exception

**Description**:

This instruction returns from an exception routine by transferring program execution to the address stored in an internal stack. This instruction may perform a two-up level return.

**Formats Supported**: RTE

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 19 | 18 15 | 14 12 | 11 10 | 9 7 | 6 0 |
| 021 | ~ | 03 | 12 | Const3 | 357 |

**Formats Supported**: RTE – Two up level return.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 19 | 18 15 | 14 12 | 11 10 | 9 7 | 6 0 |
| 021 | ~ | 03 | 22 | Const3 | 357 |

**Operation:**

Optionally pop the status register and always pop the instruction pointer from the internal stack. Add Const bytes to the instruction pointer. If returning from an application trap the status register is not popped from the stack.

**Execution Units**: Branch

**Exceptions**: none

**Notes**:

### SYS – System Call

**Description**:

This is an alternate mnemonic for the CHK instruction. Perform a system call. Interrupts are disabled. The instruction pointer is reset to the contents of the vector loaded from tvec[3] plus eight times the cause code and instructions begin executing. There should be a jump instruction placed at the break vector location. The address of the instruction following the SYS instruction is pushed onto an internal stack.

**Instruction Format**: CHK

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 | 34 27 | 26 22 | 21 17 | 16 12 | 11 9 | 8 7 | 6 0 |
| 04 | 0 | Cause8 | 05 | 05 | 05 | 03 | 12 | 07 |

**Operation:**

PUSH SR onto internal stack

PUSH IP + 5 onto internal stack

IP = tvec[3]

**Execution Units**: Branch

**Clock Cycles**:

**Exceptions**: none

**Notes**:

### STOP – STOP Processor

**Description**:

The STOP instruction waits for an external interrupt to occur before proceeding. While waiting for the interrupt, the processor clock is slowed down or stopped placing the processor in a lower power mode. A sixteen-bit constant is provided for the CPU’s stop instruction.

**Instruction Format: STOP**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 39 38 | 37 35 | 34 13 | 12 7 | 6 0 |
| Fmt2 | Pr3 | Immediate21..0 | Rt6 | 1137 |

**Clock Cycles**: 1 (if no exception present)

**Execution Units:** Branch

### TRAP – Trap

**Description:**

Execute trap. The data field is loaded into the specified target register, Rt. The trap number to execute comes from the contents of register Ra or an immediate value encoded in the instruction. The trap number must be between 1 and 511. Trap numbers below 64 are reserved for the system. Trap numbers 64 and above may be used by applications.

Traps below 64 will use the kernel vector base register to lookup the location of the service routine. Traps above 64 will use the application vector base register to lookup the location of the service routine.

Trap routines should return using an [RTE](#_RTE_–_Return) instruction.

**Instruction Format:**

**TRAP Rt,Ra,#Imm16**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 39 38 | 37 35 | 34 33 | 32 22 | 21 19 | 18 13 | 12 7 | 6 0 |
| Fmt2 | Pr3 | 02 | Immediate10..0 | ~3 | Ra6 | Rt6 | 07 |

**TRAP Rt, #Vec, #Data**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 38 | 37 35 | 34 33 | 32 22 | 21 13 | 12 7 | 6 0 |
| Fmt2 | Pr3 | 12 | Immediate10..0 | Vec9 | Rt6 | 07 |

**Clock Cycles: 1**

**Operation:**

The program counter and the status register are pushed on an internal stack. Next the vector is fetched from the exception vector table and jumped to.

## Macro Instructions

### ENTER – Enter Routine

**Description**:

This instruction is used for subroutine linkage at entrance into a subroutine. First it pushes the frame pointer and return address onto the safe stack, next the safe stack pointer is loaded into the frame pointer, next saved registers are stored to the safe stack, and finally the stack space is allocated. This instruction is code dense, replacing eight or more other instructions with a single instruction.

A maximum of 512GB may be allocated on the stack. An immediate postfix may not be used with this instruction. The stack and frame pointers are assumed to be r31 and r30 respectively.

Note that the constant must be a negative number and a multiple of eight.

Note that the instruction reserves room for two words in addition to the return address and frame pointer. One use for the extra words may to store exception handling information.

**Integer Instruction Format: RI**

|  |  |  |  |
| --- | --- | --- | --- |
| 47 12 | 11 8 | 7 | 6 0 |
| Constant38..3 | Ns4 | 0 | 527 |

**Operation:**

SafeSP = SafeSP - 64

Memory[SafeSP] = FP

Memory16[SafeSP] = LR0

Memory32[SafeSP] = 0 ; zero out catch handler address

Memory48[SafeSP] = 0

FP = SP

SafeSP = SafeSP – Ns \* 16

Memory[SafeSP] = S0

Memory16[SafeSP] = S1

…

Memory((Ns-1)\*16) = S[Ns-1]

SP = SP + constant

### LEAVE – Leave Routine

**Description**:

This instruction is used for subroutine linkage at exit from a subroutine. It reverses the operations performed by ENTER. First is pops the specified number of callee saved registers from the safe stack. Next it moves the frame pointer to the stack pointer deallocating any stack memory allocations. Next the frame pointer and return address are popped off the safe stack. The stack pointer is adjusted by the amount specified in the instruction. Then a jump is made to the return address. This instruction is code dense, replacing between six and sixteen other instructions with a single instruction. The stack pointer adjustment is multiplied by eight keeping the stack pointer word aligned. A six-bit constant is added to the link register to form the return address. This allows returning up to 64 bytes past the normal return address.

**Instruction Format**: LEAVE

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 47 17 | 16 13 | 12 8 | 7 | 6 0 |
| Constant31 | NS4 | Cnst5 | 0 | 537 |

**Operation:**

If (NS > 0) S0 = Memory[SafeSP]

If (NS > 1) S1 = Memory16[SafeSP]

…

If (NS > 9) S9 = Memory144[SafeSP]

SafeSP = SafeSP + Ns \* 16

SP = FP

FP = Memory[SafeSP]

LR0 = Memory8[SafeSP]

SafeSP = SafeSP + 64

SP = SP + Constant31 \* 8

PC = LR0 + Cnst5

### POP – Pop Registers from Stack

**Description**:

This instruction pops up to seven registers from the stack. Note ‘N’ may only vary between one and seven.

**Instruction Format**: POP

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 45 | 4443 | 42 38 | 37 33 | 32 28 | 27 23 | 22 18 | 17 13 | 12 8 | 7 | 6 0 |
| N3 | ~2 | Rf5 | Re5 | Rd5 | Rc5 | Rb5 | Ra5 | Rt5 | 0 | 557 |

**Operation:**

If (N > 0) Rt = Mem[SP]

If (N > 1) Ra = Mem[SP+16]

If (N > 2) Rb = Mem[SP+32]

If (N > 3) Rc = Mem[SP+48]

If (N > 4) Rd = Mem[SP+64]

If (N > 5) Re = Mem[SP+80]

If (N > 6) Re = Mem[SP+96]

SP = SP + N \* 16

### POPA – Pop All Registers from Stack

**Description**:

This instruction pops all the general-purpose registers from the stack according to a mask, not including the stack pointer or r0.

**Instruction Format**: POP

|  |  |  |  |
| --- | --- | --- | --- |
| 47 45 | 44 8 | 7 | 6 0 |
| 03 | Mask37 | 0 | 557 |

**Operation:**

If (mask[0]) R1 = Mem[SP+1\*16]

If (mask[1]) R2 = Mem[SP+2\*16]

If (mask[2]) R3 = Mem[SP+3\*16]

…

If (mask[29]) R30 = Mem[SP+30\*16]

SP = SP + 32 \* 16

**Clock Cycles:** 1 + 30 memory read accesses.

This instruction can take hundreds of clock cycles to complete. For example, if memory access takes eight clocks per access then this instruction will take about 244 clock cycles.

### PUSH – Push Registers on Stack

**Description**:

This instruction pushes up to seven registers onto the stack. ‘N’ encodes the register count, 1 to 7.

**Instruction Format**: PUSH

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 45 | 4443 | 42 38 | 37 33 | 32 28 | 27 23 | 22 18 | 17 13 | 12 8 | 7 | 6 0 |
| N3 | ~2 | Rf5 | Re5 | Rd5 | Rc5 | Rb5 | Ra5 | Rs5 | 0 | 547 |

**Operation:**

SP = SP – N \* 16

if (N > 5) Memory16[SP+(N-5)\*16] = Re

if (N > 4) Memory16[SP+(N-4)\*16] = Rd

if (N > 3) Memory16[SP+(N-3)\*16] = Rc

if (N > 2) Memory16[SP+(N-2)\*16] = Rb

if (N > 1) Memory16[SP+(N-1)\*16] = Ra

if (N > 0) Memory16[SP+N\*16] = Rs

### PUSHA – Push All Registers on Stack

**Description**:

This instruction pushes all the general-purpose registers onto the current stack according to a mask, not including the stack pointer or register r0.

**Instruction Format**: PUSH

|  |  |  |  |
| --- | --- | --- | --- |
| 47 45 | 44 8 | 7 | 6 0 |
| 03 | Mask37 | 0 | 547 |

**Operation:**

SP = SP – 32 \* 8

…

If (mask[0]) Memory8[SP+1\*8] = r1

If (mask[1]) Memory8[SP+2\*8] = r2

…

If (mask[29]) Memory8[SP+30\*8] = r30

**Clock Cycles:** 1 + 30 memory write accesses.

This instruction can take hundreds of clock cycles to complete. For example, if memory access takes eight clocks per access then this instruction will take about 244 clock cycles.

## Modifiers

### ATOM

**Description:**

Treat the following sequence of instructions as an “atom”. The instruction sequence is executed with interrupts set to the specified mask level. Interrupts may be disabled for up to eleven instructions. The non-maskable interrupt may not be masked.

The 33-bit mask is broken into eleven three-bit interrupt level numbers. Bit 7 to 9 represent the interrupt level for the first instruction, bits 10 to 12 for the second and so on.

Note that since the processor fetches instructions in groups the mask effectively applies to the group. The mask guarantees that at least as many instructions as specified will be masked, but more may be masked depending on group boundaries.

**Instruction Format**: ATOM

|  |  |  |  |
| --- | --- | --- | --- |
| 47 41 | 40 8 | 7 | 6 0 |
| ~8 | Mask33 | 0 | 1227 |

|  |  |  |
| --- | --- | --- |
| Modifier  Scope | Mask Bit |  |
| 0 to 2 | Instruction zero (always 7) |
| 3 to 5 | Instruction one |
| 6 to 8 | Instruction two |
| 9 to 11 | Instruction three |
| 12 to 14 | Instruction four |
| 15 to 17 | Instruction five |
| 18 to 20 | Instruction six |
| 21 to 23 | Instruction seven |
| 24 to 27 | Instruction eight |
| 28 to 30 | Instruction nine |
| 31 to 33 | Instruction ten |

**Assembler Syntax:**

**Example:**

|  |
| --- |
| ATOM “777777”  LOAD a0,[a3]  SLT t0,a0,a1  PRED t0,”TTF”  STORE a2,[a3]  LDI a0,1  LDI a0,0 |

|  |
| --- |
| ATOM “6666”  LOAD a1,[a3]  ADD t0,a0,a1  MOV a0,a1  STORE t0,[a3] |

### QFEXT

**Description:**

This modifier extends the register selection for quad precision floating-point operations. Quad precision operations need to use register pairs to contain a quad precision value. The QFEXT modifier specifies the registers used to contain bits 64 to 127 of the quad precision values.

Quad precision values are calculated using the QFEXT modifier before the quad precision instruction.

Note that any of 256 registers may be selected. Vector register elements (registers 64 to 255) may be used for quad float arithmetic.

**Instruction Format:** QFEXT

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 45 | 44 42 | 41 39 | 38 36 | 35 | 34 | 33 29 | 28 | 27 | 26 22 | 21 | 20 | 19 15 | 14 | 13 | 12 8 | 7 | 6 0 |
| Rc3 | Rb3 | Ra3 | Rt3 | Nc | Vc | Rc5 | Nb | Vb | Rb5 | Na | Va | Ra5 | Nt | Vt | Rt5 | v | 1207 |

### PRED

**Description:**

Apply the predicate to following instructions according to a bit mask. The predicate may be applied to a maximum of eight instructions. The PRED instruction may be applied to vector instructions and act to mask off operation of specific lanes of the vector. If the ‘Z’ bit is set, target register elements are set to zero if not masked. Each byte of the predicate register contains the mask bits for the corresponding instruction.

**Instruction Format:** PRED

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 46 | 45 | 44 29 | 2827 | 26 22 | 2120 | 19 15 | 1413 | 12 8 | 7 | 6 0 |
| ~2 | Z | Mask15..0 | 0 | Vn5 | 0 | Rp5 | ~2 | ~5 | 0 | 1217 |

|  |  |  |  |
| --- | --- | --- | --- |
| Pred Modifier  Scope | Mask Bit |  | Rp5 Bits Tested |
| 0,1 | Instruction zero | 0 to 7 |
| 2,3 | Instruction one | 8 to 15 |
| 4,5 | Instruction two | 16 to 23 |
| 6,7 | Instruction three | 24 to 31 |
| 8,9 | Instruction four | 32 to 39 |
| 10,11 | Instruction five | 40 to 47 |
| 12,13 | Instruction six | 48 to 55 |
| 14,15 | Instruction seven | 56 to 63 |

|  |  |
| --- | --- |
| Mask Bit | Meaning |
| 00 | Always execute (ignore predicate) |
| 01 | Execute only if predicate bit is true |
| 10 | Execute only if predicate bit is false |
| 11 | Always execute (ignore predicate) |

**Assembler Syntax:**

After the instruction mnemonic the register containing the predicate flags is specified. Next a character string containing ‘T’ for True, ‘F’ for false, or ‘I’ for ignore for the next five instructions is present.

**Example:**

|  |
| --- |
| PRED r2,”TIFIIIII”  ; execute one if true, ignore one, next execute if false, one after always execute  MUL r3,r4,r5 ; executes if True, all regs are vecs  ADD r6,r3,r7 ; always executes, r3 is scalar, others are vecs  ADD r6,r6,#1234 ; executes if FALSE, vector regs  DIV r3,r4,r5 ; always executes, scalar regs for all three |

### ~~REGS – Registers List~~

**~~Description:~~**

~~This instruction modifier specifies additional operands for the next instruction. When applied to a load or store operation it causes a multiple register load or store to be performed. The ‘P’ field of the instruction indicates whether to pack (0) or skip (1) over data addresses when performing the load or store operation. The ‘L’ field should be set for a load operation and clear for a store operation. The ‘Sc’ field indicates the indexing scale to use.~~

~~Bit 16 to 79 of the instruction correspond to registers 0 to 63.~~

**~~Instruction Format:~~**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| ~~79 16~~ | ~~15 12~~ | ~~11 9~~ | ~~8~~ | ~~7~~ | ~~6 0~~ |
| ~~Reglist~~~~63~~ | ~~~~~~~4~~ | ~~Sc~~~~3~~ | ~~L~~ | ~~P~~ | ~~117~~~~7~~ |

**~~Assembler Syntax:~~**

**~~Example:~~**

### ROUND

**Description:**

Set the rounding mode for following eight instructions. Note that postfixes do not count as instructions.

**Instruction Format**: ATOM

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 39 38 | 37 35 | 34 31 | 30 7 | 6 0 |
| Fmt2 | Pr3 | ~4 | Mask24 | 1167 |

|  |  |  |
| --- | --- | --- |
| Modifier  Scope | Mask Bit |  |
| 0 to 2 | Instruction zero |
| 3 to 5 | Instruction one |
| 6 to 8 | Instruction two |
| 9 to 11 | Instruction three |
| 12 to 14 | Instruction four |
| 15 to 17 | Instruction five |
| 18 to 20 | Instruction six |
| 21 to 23 | Instruction seven |

#### Binary Float Rounding Modes

|  |  |
| --- | --- |
| Rm3 | Rounding Mode |
| 000 | Round to nearest ties to even |
| 001 | Round to zero (truncate) |
| 010 | Round towards plus infinity |
| 011 | Round towards minus infinity |
| 100 | Round to nearest ties away from zero |
| 101 | Reserved |
| 110 | Reserved |
| 111 | Use rounding mode in float control register |

**Assembler Syntax:**

**Example:**

# Opcode Maps

## Qupls Root Opcode

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** |
| **0x** | 0  CHK  CHKCPL | 1  {CAP} | 2  {R3.128} | 3  {BFLD} | 4  ADDI | 5  SUBFI | 6  MULI | 7  CSR |
|  | 8  ANDI | 9  ORI | 10  EORI | 11  CMPI | 12 | 13  DIVI | 14  MULUI | 15  MOV |
| **1x** | 16  {FLT.64} | 17  {DFLT} | 18  {PST} | 19  CMPUI | 20 | 21  DIVUI | 22  SEQI | 23  SNEI |
|  | 24  SLTI | 25  SLEI | 26  SGTI | 27  SGEI | 28  SLTUI | 29  SLEUI | 30  SGTUI | 31  SGEUI |
| **2x** | 32  BRA  BSR | 33  JMP addr  JSR addr | 34  CJMP addr  CJSR addr | 35  RET  IRET  JMPX | 36  JMP ind  JSR ind | 37  CJMP ind  CJSR ind | 38  JMP reg  JSR reg | 39  CJMP reg  CJSR reg |
|  | 40  BccU | 41  Bcc | 42 | 43  DFBcc | 44  FBcc | 45 | 46 | 47 |
| **3x** | 48  {FLT.32} | 49  ADDSI | 50  ANDSI | 51  ORSI | 52  ENTER | 53  LEAVE | 54  PUSH | 55  POP |
|  | 56  {FLT.16} | 57  LDAX | 58  AIPSI | 59  EORSI | 60  ADD2UI | 61  ADD4UI | 62  ADD8UI | 63  ADD16UI |
| **4x** | 64  LDB | 65  LDBU | 66  LDW | 67  LDWU | 68  LDT | 69  LDTU | 70  LDO / LOAD | 71  LDOU |
|  | 72  LDH | 73  CLOAD | 74 | 75  CACHE | 76  PLDS | 77 | 78 | 79  {LDX}  LDCTX |
| **5x** | 80  STB | 81  STW | 82  STT | 83  STO / STORE | 84  STH | 85  CSTORE | 86  STPTR | 87  {STX}  STCTX |
|  | 88  {SHIFT} | 89  BLEND | 90  {FLT.128} | 91 | 92  AMO | 93  CAS | 94  ZSEQI | 95  ZSNEI |
| **6x** | 96  ZSLTI | 97  ZSLEI | 98  ZSGTI | 99  ZSGEI | 100  ZSLTUI | 101  ZSLEUI | 102  ZSGTUI | 103  ZSGEUI |
|  | 104  {R3.8} | 105  {R3.16} | 106  {R3.32} | 107  {R3.64} | 108  BFND | 109  BCMP | 110  BSET | 111  BMOV |
| **7x** | 112  REX | 113  STOP | 114  FENCE | 115  PFI | 116  ROUND | 117 | 118 | 119 |
|  | 120  QFEXT | 121  PRED | 122  ATOM | 123 | 124 | 125 | 126 | 127  NOP |

### {CAP} Map – Opcode 1

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
|  | 8  CRetd | 9 | 10 | 11 | 12  CInvoke | 13 | 14 | 15 |
|  | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 |
|  | 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 |
|  | 32  CAndPerm | 33  CBuildCap | 34  CCopyType | 35  CIncOffs | 36  CSeal | 37  CSetAddr | 38  CSetBounds | 39  CSetFlags |
|  | 40  CSetHigh | 41  CSetOffs | 42  CSpeicalRW | 43  CUnseal | 44 | 45 | 46 | 47 |
|  | 48 | 49 | 50 | 51 | 52 | 53 | 54 | 55 |
|  | 56 | 57 | 58 | 59 | 60 | 61 | 62 | 63 |
|  | 64  CClearTag | 65  CGetFlags | 66  CGetHIgh | 67  CGetLen | 68  CGetOffs | 69  CGetPerms | 70  CGetTag | 71  CGetTop |
|  | 72  CGetType | 73  CLoadTags | 74  CAlignMsk | 75  CRoundLen | 76  CSealEntry | 77  CGetBase | 78 | 79 |
|  | 80 | 81 | 82 | 83 | 84 | 85 | 86 | 87 |
|  | 88 | 89 | 90 | 91 | 92 | 93 | 94 | 95 |
|  | 96 | 97 | 98 | 99 | 100 | 101 | 102 | 103 |
|  | 104 | 105 | 106 | 107 | 108 | 109 | 110 | 111 |
|  | 112 | 113 | 114 | 115 | 116 | 117 | 118 | 119 |
|  | 120 | 121 | 122 | 123 | 124 | 125 | 126 | 127 |

### {R1} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  CNTLZ | 1  CNTLO | 2  CNTPOP | 3  ABS | 4  SQRT | 5  REVBIT | 6  CNTTZ | 7  NOT |
|  | 8  NNA\_TRIG | 9  NNA\_STAT | 10  NNA\_MFACT | 11 | 12  MKBOOL | 13 | 14  SM3P0 | 15  SM3P1 |
| 1x | 16 | 17 | 18  AES64DS | 19  AES64DSM | 20  AES64ES | 21  AES64ESM | 22  AES64IM | 23 |
|  | 24  SHA256  SIG0 | 25  SHA256  SIG1 | 26  SHA256  SUM0 | 27  SHA256  SUM1 | 28  SHA512  SIG0 | 29  SHA512  SIG1 | 30  SHA512  SUM0 | 31  SHA512  SUM1 |

### {R3} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0 | 0  AND | 1  OR | 2  EOR | 3  CMP | 4  ADD | 5  SUB | 6  CMPU | 7  CPUID |
| 8  NAND | 9  NOR | 10  ENOR | 11  CMOVZ | 12  CMOVNZ | 13  ABS | 14  MAJ | 15 |
| 1 | 16  MUL | 17  DIV | 18  {MINMAX} | 19  MULU | 20  DIVU | 21  MULSU | 22  DIVSU | 23  {MINMAXU} |
| 24  MULW | 25  MOD | 26  {R1} | 27  MULUW | 28  MODU | 29  MULSUW | 30  MODSU | 31 |
| 2 | 32  PTRDIF | 33  MUX | 34  BMM | 35  BMAP | 36  DIF | 37  CHARNDX | 38  CHARNDX | 39  CHARNDX |
| 40 NNA  MTWT | 41 NNA  MTIN | 42 NNA  MTBIAS | 43 NNA  MTFB | 44 NNA  MTMC | 45 NNA  MTBC | 46 | 47 |
| 3 | 48  V2BITS | 49  BITS2V | 50  VEX | 51  VEINS | 52  VGNDX | 53 | 54  VSHLV | 55  VSHRV |
| 56  V2BITSP | 57  PBITS2V | 58  VSETMASK | 59 | 60 | 61 | 62  VSHLVI | 63  VSHRVI |
| 4 | 64  AES64K1I | 65  AES64KS2 | 66  SM4ED | 67  SM4KS | 68 | 69 | 70  CLMUL | 71 |
| 72 | 73 | 74 | 75 | 76 | 77 | 78 | 79 |
| 5 | 80  SEQ | 81  SNE | 82  SLT | 83  SLE | 84  SLTU | 85  SLEU | 86 | 87  DIVMOD |
| 88 | 89 | 90 | 91 | 92 | 93 | 94 | 95  DIVMODU |
| 6 | 96  SEQ | 97  SNE | 98  SLT | 99  SLE | 100  SLTU | 101  SLEU | 102 | 103 |
| 104 | 105 | 106 | 107 | 108 | 109 | 110 | 111 |
| 7 | 112  ZSEQ | 113  ZSNE | 114  ZSLT | 115  ZSLE | 116  ZSLTU | 117  ZSLEU | 118 | 119 |
| 120  ZSEQ | 121  ZSNE | 122  ZSLT | 123  ZSLE | 124  ZSLTU | 125  ZSLEU | 126 | 127  MVVR |

### {BFLD} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 1 | 0  CLR | 1  SET | 2  EXT | 3  EXTU | 4  DEP | 5  COM | 6 | 7 |
| 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 |

### {FLT} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 16 | 0  FNOP | 1  **{FMxx}** | 2  FMIN | 3  FMAX | 4  FADD | 5  FSUB | 6  FMUL | 7  FDIV |
| 8  FSEQ | 9  FSNE | 10  FSLT | 11  FSLE | 12 | 13  FCMP | 14  FNXT | 15  FREM |
| 16  FSGNJ | 17  FSGNJN | 18  FSGNJX | 19 | 20  FSCALEB | 21 | 22 | 23 |
| 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 |
| 16 | 32  FABS | 33  FNEG | 34  FTOI | 35  ITOF | 36  FCONST | 37 | 38  FSIGN | 39  FSIG |
| 40  FSQRT | 41  FCVTS2D | 42  FCVTS2Q | 43  FCVTD2Q | 44  FCVTH2S | 45  FCVTH2D | 46  ISNAN | 47  FINITE |
| 48  FCVTQ2H | 49  FCVTQ2S | 50  FCVTQ2D | 51 | 52  FCVTH2Q | 53  FTRUNC | 54  FRSQRTE | 55  FRES |
| 56 | 57  FCVTD2S | 58 | 59 | 60 | 61 | 62  FCLASS | 63 |
| 16 | 64  FSIN | 65  FCOS | 66  FTAN | 67 | 68 | 69 | 70 | 71 |
| 72 | 73 | 74  FATAN | 75 | 76 | 77 | 78 | 79 |
| 80  FSIGMOID | 81 | 82 | 83 | 84 | 85 | 86 | 87 |
| 88 | 89 | 90 | 91 | 92 | 93 | 94 | 95 |

### {DFLT3} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 17 | 0  FMA | 1  FMS | 2  FNMA | 3  FNMS | 4  VFMA | 5  VFMS | 6  VFNMA | 7  VFNMS |
|  | 8  **{DFLT2}** | 9 | 10 | 11 | 12  **{VDFLT2}** | 13  **{VSFLT2}** | 14 | 15 |

### {FLT2} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 17 | 0  DFSCALEB | 1  **{DFLT1}** | 2  DFMIN | 3  DFMAX | 4  DFADD | 5  DFSUB | 6  DFMUL | 7  DFDIV |
| 8  DFSEQ | 9  DFSNE | 10  DFSLT | 11  DFSLE | 12 | 13  DFCMP | 14  DFNXT | 15  DFREM |
| 16  DFSGNJ | 17  DFSGNJN | 18  DFSGNJX | 19 | 20 | 21 | 22 | 23 |
| 24 | 25 | 26 | 27 | 28 | 29 | 30  FNMUL | 31 |

### {LDX} – Indexed Loads

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** |
| **0x** | 0  LDBX | 1  LDBUX | 2  LDWX | 3  LDWUX | 4  LDTX | 5  LDTUX | 6  LDOX | 7  LDOUX |
|  | 8  LDHX | 9  LDVX | 10  LDAX | 11  CACHEX | 12  PLDSX | 13  PLDDX | 14 | 15  LDCTX |
| **1x** | 16 | 17 | 18  FLDHX | 19 | 20  FLDSX | 21 | 22  FLDDX | 23 |
|  | 24  FLDQX | 25  DFLDSX | 26  DFLDDX | 27  DFLDQX | 28  BFNDX | 29 | 30 | 31  CAS |
| **2x** | 32 | 33 | 34 | 35 | 36 | 37 | 38 | 39 |
|  | 40 | 41 | 42 | 43 | 44 | 45 | 46 | 47 |
| **3x** | 48 | 49 | 50 | 51 | 52 | 53 | 54 | 55 |
|  | 56 | 57 | 58 | 59 | 60 | 61 | 62 | 63 |

### {STX} – Indexed Stores

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** |
| **0x** | 0  STBX | 1  STWX | 2  STTX | 3  STOX | 4  STHX | 5  STMX | 6  STPTRX | 7  STCTX |
|  | 8 | 9  FSTHX | 10  FSTSX | 11  FSTDX | 12  FSTQX | 13 | 14  PSTSX | 15  PSTDX |
| **1x** | 16  STBX | 17 | 18  DFSTSX | 19  DFSTDX | 20  DFSTQX | 21 | 22 | 23 |
|  | 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 |
| **2x – 3x** | FAF |  |  |  |  |  |  |  |

### {AMO} – Atomic Memory Ops

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** |
| **92** | 0  AMOADD | 1  AMOAND | 2  AMOOR | 3  AMOEOR | 4  AMOMIN | 5  AMOMAX | 6  AMOSWAP | 7 |
|  | 8  AMOASL | 9  AMOLSR | 10  AMOROL | 11  AMOROR | 12  AMOMINU | 13  AMOMAXU | 14 | 15 |

### {PR} Thor2024 Predicate Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** |
| **0x** | 0  PRASL | 1  PRROL | 2  PRLSR | 3  PRROR | 4  ADD | 5  SUB | 6 | 7 |
|  | 8  PRAND | 9  PROR | 10  PREOR | 11  MFPR | 12  MTPR | 13  PRCNTPOP | 14  PRFIRST | 15  PRLAST |
| **1x** | 16  PRANDN | 17 | 18 | 19 | 20  PRLDI | 21 | 22 | 23 |
|  | 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 |

### {R3} Thor2024 R3 Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** |
| **0x** | 0  MUX | 1  PTRDIF | 2  MIN3 | 3  MAX3 | 4  CMOVNZ | 5  CMOVZ | 6 | 7 |

### {EX} Exception Instructions

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 2 | 0  IRQ | 1 | 2  FTX | 3  FCX | 4  FDX | 5  FEX | 6 | 7  REX |
| 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 |

# MPU Hardware

## PIC – Programmable Interrupt Controller

### Overview

The programmable interrupt controller manages interrupt sources in the system and presents an interrupt signal to the cpu. The PIC may be used in a multi-CPU system as a shared interrupt controller. The PIC can guide the interrupt to the specified core. If two interrupts occur at the same time the controller resolves which interrupt the cpu sees. While the CPU’s interrupt input is only level sensitive the PIC may process interrupts that are either level or edge sensitive. the PIC is a 32-bit I/O device.

### System Usage

There is just a single interrupt controller in the system. It supports 31 different interrupt sources plus a non-maskable interrupt source.

The PIC is located at an address determined by BAR0 in the configuration space.

### Priority Resolution

Interrupts have a fixed priority relationship with interrupt #1 having the highest priority and interrupt #31 the lowest. Note that interrupt priorities are only effective when two interrupts occur at the same time.

### Config Space

A 256-byte config space is supported. Most of the config space is unused. The only configuration is for the I/O address of the register set.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Regno | Width | R/W | Moniker | Description |  |  |
| 000 | 32 | RO | REG\_ID | Vendor and device ID |  |  |
| 004 | 32 | R/W |  |  |  |  |
| 008 | 32 | RO |  |  |  |  |
| 00C | 32 | R/W |  |  |  |  |
| 010 | 32 | R/W | REG\_BAR0 | Base Address Register |  |  |
| 014 | 32 | R/W | REG\_BAR1 | Base Address Register |  |  |
| 018 | 32 | R/W | REG\_BAR2 | Base Address Register |  |  |
| 01C | 32 | R/W | REG\_BAR3 | Base Address Register |  |  |
| 020 | 32 | R/W | REG\_BAR4 | Base Address Register |  |  |
| 024 | 32 | R/W | REG\_BAR5 | Base Address Register |  |  |
| 028 | 32 | R/W |  |  |  |  |
| 02C | 32 | RO |  | Subsystem ID |  |  |
| 030 | 32 | R/W |  | Expansion ROM address |  |  |
| 034 | 32 | RO |  |  |  |  |
| 038 | 32 | R/W |  | Reserved |  |  |
| 03C | 32 | R/W |  | Interrupt |  |  |
| 040 to  0FF | 32 | R/W |  | Capabilities area |  |  |

REG\_BAR0 defaults to $FEE20001 which is used to specify the address of the controller’s registers in the I/O address space.

The controller will respond with a memory size request of 0MB (0xFFFFFFFF) when BAR0 is written with all ones. The controller contains its own dedicated memory and does not require memory allocated from the system.

Parameters

CFG\_BUS defaults to zero

CFG\_DEVICE defaults to six

CFG\_FUNC defaults to zero

Config parameters must be set correctly. CFG device and vendors default to zero.

### Registers

The PIC contains 40 registers spread out through a 256 byte I/O region. All registers are 32-bit and only 32-bit accessible. There are two different means to control interrupt sources. One is a set of registers that works with bit masks enabling control of multiple interrupt sources at the same time using single I/O accesses. The other is a set of control registers, one for each interrupt source, allowing control of interrupts on a source-by-source basis.

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | Access | Moniker | Purpose |
| 00 | R | CAUSE | interrupt cause code for currently interrupting source |
| 04 | RW | RE | request enable, a 1 bit indicates interrupt requesting is enabled for that interrupt, a 0 bit indicates the interrupt request is disabled. |
| 08 | W | ID | Disables interrupt identified by low order five data bits. |
| 0C | W | IE | enables interrupt identified by low order five data bits |
| 10 |  |  | reserved |
| 14 | W | RSTE | resets the edge-sense circuit for edge sensitive interrupts, 1 bit for each interrupt source. This register has no effect on level sensitive sources. This register automatically resets to zero. |
| 18 | W | TRIG | software trigger of the interrupt specified by the low order five data bits. |
| 20 | W | ESL | The low bit for edge sensitivity selection. ESL and ESH combine to form a two bit select of the edge sensitivity.   |  |  | | --- | --- | | ESH,EHL | Sensitivity | | 00 | level sensitive interrupt | | 01 | positive edge sensitive | | 10 | negative edge sensitive | | 11 | either edge sensitive | |
| 24 | W | ESH | The high bit for edge sensitivity selection |
| 80 | RW | CTRL0 | control register for interrupt #0 |
| 84 | RW | CTRL1 | control register for interrupt #1 |
| … |  | … |  |
| FC | RW | CTRL31 | control register for interrupt #31 |

### Control Register

All the control registers are identical for all interrupt sources, so only the first control register is described here.

|  |  |  |
| --- | --- | --- |
| Bits |  |  |
| 0 to 7 | CAUSE | The cause code associated with the interrupt; this register is copied to the cause register when the interrupt is selected. |
| 8 to 10 | IRQ | This register determines which signal lines of the cpu are activated for the interrupt. Signal lines are typically used to resolve priority. |
| 16 | IE | This is the interrupt enable bit, 1 enables the interrupt, 0 disables it. This is the same bit reflected in the RE register. |
| 17 | ES | This bit controls edge sensitivity for the interrupt 0 = level, 1 = pos. edge sensitive. This same bit is present in the ESL register. |
| 18 |  | reserved |
| 19 | IRQAR | Respond to an IRQ Ack cycle |
| 20 to 23 |  | reserved |
| 24 to 29 | CORE | Core number to select for interrupt processing |
| 30 to 31 |  | reserved |

## PIT – Programmable Interval Timer

### Overview

Many systems have at least one timer. The timing device may be built into the cpu, but it is frequently a separate component on its own. The programmable interval timer has many potential uses in the system. It can perform several different timing operations including pulse and waveform generation, along with measurements. While it is possible to manage timing events strictly through software it is quite challenging to perform in that manner. A hardware timer comes into play for the difficult to manage timing events. A hardware timer can supply precise timing. In the test system there are two groups of four timers. Timers are often grouped together in a single component. The PIT is a 64-bit peripheral. The PIT while powerful turns out to be one of the simpler peripherals in the system.

### System Usage

One programmable timer component, which may include up 32 timers, is used to generate the system time slice interrupt and timing controls for system garbage collection. The second timer component is used to aid the paged memory management unit. There are free timing channels on the second timer component.

Each PIT is given a 64kB-byte memory range to respond to for I/O access. As is typical for I/O devices part of the address range is not decoded to conserve hardware.

PIT#1 is located at $FFFFFFFFFFEE4xxxx

PIT#2 is located at $FFFFFFFFFFEE5xxxx

### Config Space

A 256-byte config space is supported. Most of the config space is unused. The only configuration is for the I/O address of the register set and the interrupt line used.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Regno | Width | R/W | Moniker | Description |  |  |
| 000 | 32 | RO | REG\_ID | Vendor and device ID |  |  |
| 004 | 32 | R/W |  |  |  |  |
| 008 | 32 | RO |  |  |  |  |
| 00C | 32 | R/W |  |  |  |  |
| 010 | 32 | R/W | REG\_BAR0 | Base Address Register |  |  |
| 014 | 32 | R/W | REG\_BAR1 | Base Address Register |  |  |
| 018 | 32 | R/W | REG\_BAR2 | Base Address Register |  |  |
| 01C | 32 | R/W | REG\_BAR3 | Base Address Register |  |  |
| 020 | 32 | R/W | REG\_BAR4 | Base Address Register |  |  |
| 024 | 32 | R/W | REG\_BAR5 | Base Address Register |  |  |
| 028 | 32 | R/W |  |  |  |  |
| 02C | 32 | RO |  | Subsystem ID |  |  |
| 030 | 32 | R/W |  | Expansion ROM address |  |  |
| 034 | 32 | RO |  |  |  |  |
| 038 | 32 | R/W |  | Reserved |  |  |
| 03C | 32 | R/W |  | Interrupt |  |  |
| 040 to  0FF | 32 | R/W |  | Capabilities area |  |  |

REG\_BAR0 defaults to $FEE40001 which is used to specify the address of the controller’s registers in the I/O address space. Note for additional groups of timers the REG\_BAR0 must be changed to point to a different I/O address range. Note the core uses only bits determined by the address mask in the address range comparison. It is assumed that the I/O address select input, cs\_io, will have bits 24 and above in its decode and that a 64kB page is required for the device, matching the MMU page size.

The controller will respond with a mask of 0x00FF0000 when BAR0 is written with all ones.

Parameters

CFG\_BUS defaults to zero

CFG\_DEVICE defaults to four

CFG\_FUNC defaults to zero

CFG\_ADDR\_MASK defaults to 0x00FF0000

CFG\_IRQ\_LINE defaults to 29

Config parameters must be set correctly. CFG device and vendors default to zero.

### Parameters

NTIMER: This parameter controls the number of timers present. The default is eight. The maximum is 32.

BITS: This parameter controls the number of bits in the counters. The default is 48 bits. The maximum is 64.

PIT\_ADDR: This parameter sets the I/O address that the PIT responds to. The default is $FEE40001.

PIT\_ADDR\_ALLOC: This parameter determines which bits of the address are significant during decoding. The default is $00FF0000 for an allocation of 64kB. To compute the address range allocation required, ‘or’ the value from the register with $FF000000, complement it then add 1.

### Registers

The PIT has 134 registers addressed as 64-bit I/O cells. It occupies 2048 consecutive I/O locations. All registers are read-write except for the current counts which are read-only. All registers all 64-bit accessible; all 64 bits must be read or written. Values written to registers do not take effect until the synchronization register is written.

Note the core may be configured to implement fewer timers in which case timers that are not implemented will read as zero and ignore writes. The core may also be configured to support fewer bits per count register in which case the unimplemented bits will read as zero and ignore writes.

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | Access | Moniker | Purpose |
| 00 | R | CC0 | Current Count |
| 08 | RW | MC0 | Max count |
| 10 | RW | OT0 | On Time |
| 18 | RW | CTRL0 | Control |
| 20 to 7F8 | … | … | Groups of four registers for timer #1 to #63 |
| 800 | RW | USTAT | Underflow status |
| 808 | RZW | SYNC | Synchronization register |
| 810 | RW | IE | Interrupt enable |
| 818 | RW | TMP | Temporary register |
| 820 | RO | OSTAT | Output status |
| 828 | RW | GATE | Gate register |
| 830 | RZW | GATEON | Gate on register |
| 838 | RZW | GATEOFF | Gate off register |

#### Control Register

This register contains bits controlling the overall operation of the timer.

|  |  |  |
| --- | --- | --- |
| Bit |  | Purpose |
| 0 | LD | setting this bit will load max count into current count, this bit automatically resets to zero. |
| 1 | CE | count enable, if 1 counting will be enabled, if 0 counting is disabled and the current count register holds its value. On counter underflow this bit will be reset to zero causing the count to halt unless auto-reload is set. |
| 2 | AR | auto-reload, if 1 the max count will automatically be reloaded into the current count register when it underflows. |
| 3 | XC | external clock, if 1 the counter is clocked by an external clock source. The external clock source must be of lower frequency than the clock supplied to the PIT. The PIT contains edge detectors on the external clock source and counting occurs on the detection of a positive edge on the clock source.  This bit is forced to 0 for timers 4 to 31. |
| 4 | GE | gating enable, if 1 an external gate signal will also be required to be active high for the counter to count, otherwise if 0 the external gate is ignored. Gating the counter using the external gate may allow pulse-width measurement. This bit is forced to 0 for timers 4 to 31. |
| 5 to 63 | ~ | not used, reserved |
|  |  |  |

#### Current Count

This register reflects the current count value for the timer. The value in this register will change by counting downwards whenever a count signal is active. The current count may be automatically reloaded at underflow if the auto reload bit (bit #2) of the control byte is set. The current count may also be force loaded to the max count by setting the load bit (bit #0) of the counter control byte.

#### Max Count

This register holds onto the maximum count for the timer. It is loaded by software and otherwise does not change. When the counter underflows the current count may be automatically reloaded from the max count register.

#### On Time

The on-time register determines the output pulse width of the timer. The timer output is low until the on-time value is reached, at which point the timer output switches high. The timer output remains high until the counter reaches zero at which point the timer output is reset back to zero. So, the on time reflects the length of time the timer output is high. The timer output is low for max count minus the on-time clock cycles.

#### Underflow Status

The underflow status register contains a record of which timers underflowed.

Writing the underflow register clears the underflows and disable further interrupts where bits are set in the incoming data. Interrupt processing should read the underflow register to determine which timers underflowed, then write back the value to the underflow register.

#### Synchronization Register

The synchronization register allows all the timers to be updated simultaneously. Values written to timer registers do not take effect until the synchronization register is written. The synchronization register must be written with a ‘1’ bit in the bit position corresponding to the timer to update. For instance, writing all one’s to the sync register will cause all timers to be updated. The synchronization register is write-only and reads as zero.

#### Interrupt Enable Register

Each bit of the interrupt enable register enables the interrupt for the corresponding timer. Interrupts must also be globally enabled by the interrupt enable bit in the config space for interrupts to occur. A ‘1’ bit enables the interrupt, a ‘0’ bit value disables it.

#### Temporary Register

This is merely a register that may be used to hold values temporarily.

#### Output Status

The output status register reflects the current status of the timers output (high or low). This register is read-only.

#### Gate Register

The internal gate register is used to temporarily halt or resume counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn on all timers where there is a ‘1’ bit in the value and turn off all timers where there is a ‘0’ bit in the value.

#### Gate On Register

The internal gate ‘on’ register is used to resume counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn on all timers where there is a ‘1’ bit in the value. Where there is a ‘0’ in the value the timer will not be affected. This register reads as zero.

#### Gate Off Register

The internal gate ‘off’ register is used to halt counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn off all timers where there is a ‘1’ bit in the value. Where there is a ‘0’ in the value the timer will not be affected. This register reads as zero.

### Programming

The PIT is a memory mapped i/o device. The PIT is programmed using 64-bit load and store instructions (LDO and STO). Byte loads and stores (LDB, STB) may be used for control register access. It must reside in the non-cached address space of the system.

### Interrupts

The core is configured use interrupt signal #29 by default. This may be changed with the CFG\_IRQ\_LINE parameter. Interrupts may be globally disabled by writing the interrupt disable bit in the config space with a ‘1’. Individual interrupts may be enabled or disabled by the setting of the interrupt enable register in the I/O space.

# Glossary

## ABI

An acronym for application binary interface. An ABI is a description of the interface between software and hardware, or between software modules. It includes things like the expected register usage by the compiler. Some registers hardware has specific requirements for are noted in the ABI, for instance r0 may always be zero or it may be a usable register. The stack pointer may need to be a specific register. A good ABI is an aid to guaranteeing that software works when coming from multiple sources.

## AMO

AMO stands for atomic memory operation. An atomic memory operation typically reads then writes to memory in a fashion that may not be interrupted by another processor. Some examples of AMO operations are swap, add, and, and or. AMO operations are typically passed from the CPU to the memory controller and the memory controller performs the operation.

## Assembler

A program that translates mnemonics and operands into machine code OR a low-level language used by programmers to conveniently translate programs into machine code. Compilers are often capable of generating assembler code as an output.

## ATC

ATC stands for address translation cache. This buffer is used to cache address translations for fast memory access in a system with an mmu capable of performing address translations. The address translation cache is more commonly known as the TLB.

## Base Pointer

An alternate term for frame pointer. The frame or base pointer is used by high-level languages to access variables on the stack.

## Burst Access

A burst access is several bus accesses that occur rapidly in a row in a known sequence. If hardware supports burst access the cycle time for access to the device is drastically reduced. For instance, dynamic RAM memory access is fast for sequential burst access, and somewhat slower for random access.

## BTB

An acronym for Branch Target Buffer. The branch target buffer is used to improve the performance of a processing core. The BTB is a table that stores the branch target from previously executed branch instructions. A typical table may contain 1024 entries. The table is typically indexed by part of the branch address. Since the target address of a branch type instruction may not be known at fetch time, the address is speculated to be the address in the branch target buffer. This allows the machine to fetch instructions in a continuous fashion without pipeline bubbles. In many cases the calculated branch address from a previously executed instruction remains the same the next time the same instruction is executed. If the address from the BTB turns out to be incorrect, then the machine will have to flush the instruction queue or pipeline and begin fetching instructions from the correct address.

## Card Memory

A card memory is a memory reserved to record the location of pointer stores in a garbage collection system. The card memory is much smaller than main memory; there may be card memory entry for a block of main memory addresses. Card memory covers memory in 128 to 512-byte sized blocks. Usually, a byte is dedicated to record the pointer store status even though a bit would be adequate, for performance reasons. The location of card memory to update is found by shifting the pointer value to the right some number of bits (7 to 9 bits) and then adding the base address of the table. The update to the card memory needs to be done with interrupts disabled.

## Commit

As in commit stage of processor. This is the stage where the processor is dedicated or committed to performing the operation. There are no prior outstanding exceptions or flow control changes to prevent the instruction from executing. The instruction may execute in the commit stage, but registers and memory are not updated until the retire stage of the processor.

## Decimal Floating Point

Floating point numbers encoded specially to allow processing as decimal numbers. Decimal floating point allows processing every-day decimal numbers rounding in the same manner as would be done by hand.

## Decode

The stage in a processor where instructions are decoded or broken up into simpler control signals. For instance, there is often a register file write signal that must be decoded from instructions that update the register file.

## Diadic

As in diadic instruction. An instruction with two operands.

## Endian

Computing machines are often referred to as big endian or little endian. The endian of the machine has to do with the order bits and bytes are labeled. Little endian machines label bits from right to left with the lowest bit at the right. Big endian machines label bits from left to right with the lowest numbered bit at the left.

## FIFO

An acronym standing for ‘first-in first-out’. Fifo memories are used to aid data transfer when the rate of data exchange may have momentary differences. Usually when fifos transfer data the average data rate for input and output is the same. Data is stored in a buffer in order then retrieved from the buffer in order. Uarts often contain fifos.

## FPGA

An acronym for Field Programmable Gate Array. FPGA’s consist of a large number of small RAM tables, flip-flops, and other logic. These are all connected with a programmable connection network. FPGA’s are ‘in the field’ programmable, and usually re-programmable. An FPGA’s re-programmability is typically RAM based. They are often used with configuration PROM’s so they may be loaded to perform specific functions.

## Floating Point

A means of encoding numbers into binary code to allow processing. Floating point numbers have a range within which numbers may be processed, outside of this range the number will be marked as infinity or zero. The range is usually large enough that it is not a concern for most programs.

## Frame Pointer

A pointer to the current working area on the stack for a function. Local variables and parameters may be accessed relative to the frame pointer. As a program progresses a series of “frames” may build up on the stack. In many cases the frame pointer may be omitted, and the stack pointer used for references instead. Often a register from the general register file is used as a frame pointer.

## HDL

An acronym that stands for ‘Hardware Description Language’. A hardware description language is used to describe hardware constructs at a high level.

## HLL

An acronym that stands for “High Level Language”

## Instruction Bundle

A group of instructions. It is sometimes required to group instructions together into bundle. For instance, all instructions in a bundle may be executed simultaneously on a processor as a unit. Instructions may also need to be grouped if they are oddball in size for example 41 bits, so that they can be fit evenly into memory. Typically, a bundle has some bits that are global to the bundle, such as template bits, in addition to the encoded instructions.

## Instruction Pointers

A processor register dedicated to addressing instructions in memory. It is also often called a program counter. The program counter got its name because it usually increments (or counts) automatically after an instruction is fetched. In early machines in some rare cases the program counter did not count in a sequential binary fashion, but instead used other forms of a counter such as a grey counter or linear feedback shift register. In some machines the program counter addresses bundles of instructions rather than individual instructions. This is common with some stack machines where multiple instructions are packed into a memory word.

## Instruction Prefix

An instruction prefix applies to the following instruction to modify its operation. An instruction prefix may be used to add more bits to a following immediate constant, or to add additional register fields for the instruction. The prefix essentially extends the number of bits available to encode instructions. An instruction prefix usually locks out interrupts between the prefix and following instruction.

## Instruction Modifier

An instruction modifier is similar to an instruction prefix except that the modifier may apply to multiple following instructions.

## ISA

An acronym for Instruction Set Architecture. The group of instructions that an architecture supports. ISA’s are sometimes categorized at extreme edges as RISC or CISC. RTF64 falls somewhere in between with features of both RISC and CISC architectures.

## JIT

An acronym standing for Just-In-Time. JIT compilers typically compile segments of a program just before usage, and hence are called JIT compilers.

## Keyed Memory

A memory system that has a key associated with each page to protect access to the page. A process must have a matching key in its key list in order to access the memory page. The key is often 20 bits or larger. Keys for pages are usually cached in the processor for performance reasons. The key may be part of the paging tables.

## Linear Address

A linear address is the resulting address from a virtual address after segmentation has been applied.

## Machine Code

A code that the processing machine is able execute. Machine code is lowest form of code used for processing and is not usually delt with by programmers except in debugging cases. While it is possible to assemble machine code by hand usually a tool called an assembler is used for this purpose.

## Milli-code

A short sequence of code that may be used to emulate a higher-level instruction. For instance, a garbage collection write barrier might be written as milli-code. Milli-code may use an alternate link register to return to obtain better performance.

## Monadic

An instruction with just a single operand.

## Opcode

A short form for operation code, a code that determines what operation the processor is going to perform. Instructions are typically made up of opcodes and operands.

## Operand

The data that an opcode operates on, or the result produced by the operation. Operands are often located in registers. Inputs to an operation are referred to as source operands, the result of an operation is a destination operand.

## Physical Address

A physical address is the final address seen by the memory system after both segmentation and paging have been applied to a virtual address. One can think of a physical address as one that is “physically” wired to the memory.

## Physical Memory Attributes (PMA)

Memory usually has several characteristics associated with it. In the memory system there may be several different types of memory, rom, static ram, dynamic ram, eeprom, memory mapped I/O devices, and others. Each type of memory device is likely to have different characteristics. These characteristics are called the physical memory attributes. Physical memory attributes are associated with address ranges that the memory is located in. There may be a hardware unit dedicated to verifying software is adhering to the attributes associated with the memory range. The hardware unit is called a physical memory attributes checker (PMA checker).

## Posits

An alternate representation of numbers.

## Program Counter

A processor register dedicated to addressing instructions in memory. It is also often and perhaps more aptly called an instruction pointer. The program counter got its name because it usually increments (or counts) automatically after an instruction is fetched. In early machines in some rare cases the program counter did not count in a sequential binary fashion, but instead used other forms of a counter such as a grey counter or linear feedback shift register. In some machines the program counter addresses bundles of instructions rather than individual instructions. This is common with some stack machines where multiple instructions are packed into a memory word.

## RAT

Anacronym for Register Alias Table. The RAT stores mappings of architectural registers to physical registers.

## Retire

As in retire an instruction. This is the stage in processor in which the machine state is updated. Updates include the register file and memory. Buffers used for instruction storage are freed.

## ROB

An acronym for ReOrder Buffer. The re-order buffer allows instructions to execute out of order yet update the machine’s state in order by tracking instruction state and variables. In FT64 the re-order buffer is a circular queue with a head and tail pointers. Instructions at the head are committed if done to the machine’s state then the head advanced. New instructions are queued at the buffer’s tail as long as there is room in the queue. Instructions in the queue may be processed out of the order that they entered the queue in depending on the availability of resources (register values and functional units).

## RSB

An acronym that stands for return stack buffer. A buffer of addresses used to predict the return address which increases processor performance. The RSB is usually small, typically 16 entries. When a return instruction is detected at time of fetch the RSB is accessed to determine the address of the next instruction to fetch. Predicting the return address allows the processing core to continuously fetch instructions in a speculative fashion without bubbles in the pipeline. The return address in the RSB may turn out to be detected as incorrect during execution of the return instruction, in which case the pipeline or instruction queue will need to be flushed and instructions fetched from the proper address.

## SIMD

An acronym that stands for ‘Single Instruction Multiple Data’. SIMD instructions are usually implemented with extra wide registers. The registers contain multiple data items, such as a 128-bit register containing four 32-bit numbers. The same instruction is applied to all the data items in the register at the same time. For some applications SIMD instructions can enhance performance considerably.

## **Stack Pointer**

A processor register dedicated to addressing stack memory. Sometimes this register is assigned by convention from the general register pool. This register may also sometimes index into a small dedicated stack memory that is not part of the main memory system. Sometimes machines have multiple stack pointers for different purposes, but they all work on the idea of a stack. For instance, in Forth machines there are typically two stacks, one for data and one for return addresses.

## Telescopic Memory

A memory system composed of layers where each layer contains simplified data from the topmost layer downwards. At the topmost layer data is represented verbatim. At the bottom layer there may be only a single bit to represent the presence of data. Each layer of the telescopic memory uses far less memory than the layer above. A telescopic memory could be used in garbage collection systems. Normally however the extra overhead of updating multiple layers of memory is not warranted.

## TLB

TLB stands for translation look-aside buffer. This buffer is used to store address translations for fast memory access in a system with an mmu capable of performing address translations.

## Trace Memory

A memory that traces instructions or data. As instructions are executed the address of the executing instruction is stored in a trace memory. The trace memory may then be dumped to allow debugging of software. The trace memory may compress the storage of addresses by storing branch status (taken or not taken) for consecutive branches rather than storing all addresses. It typically requires only a single bit to store the branch status. However, even when branches are traced, periodically the entire address of the program executing is stored. Often trace buffers support tracing thousands of instructions.

## Triadic

An instruction with three operands.

## Vector Chaining

Vector chaining is a form of pipelining used with vector processors. A CPU that supports vector chaining can begin processing additional vector instructions before previous ones are complete. The processing of vector instructions is overlapped.

## Vector Length (VL register)

The vector length register controls the maximum number of elements of a vector that are processed. The vector length register may not be set to a value greater than the number of elements supported by hardware. Vector registers often contain more elements than are required by program code. It would be wasteful to process all elements when only a few are needed. To improve the processing performance only the elements up to the vector length are examined.

## Vector Mask (VM)

A vector mask is used to restrict which elements of a vector are processed during a vector operation. A one bit in a mask register enables the processing for that element, a zero bit disables it. The mask register is commonly set using a vector set operation.

## Virtual Address

The address before segmentation and paging has been applied. This is the primary type of address a program will work with. Different programs may use the same virtual address range without being concerned about data being overwritten by another program. Although the virtual address may be the same the final physical addresses used will be different.

## Writeback

A stage in a pipelined processing core where the machine state is updated. Values are ‘written back’ to the register file.

# Miscellaneous

## Reference Material

Below is a short list of some of the reading material the author has studied. The author has downloaded a fair number of documents on computer architecture from the web. Too many to list.

*Modern Processor Design Fundamentals of Superscalar Processors by John Paul Shen, Mikko H. Lipasti. Waveland Press, Inc.*

*Computer Architecture A Quantitative Approach, Second Edition, by John L Hennessy & David Patterson, published by Morgan Kaufman Publishers, Inc. San Franciso, California* is a good book on computer architecture. There is a newer edition of the book available.

Memory Systems Cache, DRAM, Disk by Bruce Jacob, Spencer W. Ng., David T. Wang, Samuel Rodriguez, Morgan Kaufman Publishers

PowerPC Microprocessor Developer’s Guide, SAMS publishing. 201 West 103rd Street, Indianapolis, Indiana, 46290

80386/80486 Programming Guide by Ross P. Nelson, Microsoft Press

Programming the 286, C. Vieillefond, SYBEX, 2021 Challenger Drive #100, Alameda, CA 94501

Tech. Report UMD-SCA-2000-02 ENEE 446: Digital Computer Design — An Out-of-Order RiSC-16

Programming the 65C816, David Eyes and Ron Lichty, Western Design Centre Inc.

Microprocessor Manuals from Motorola, and Intel,

The SPARC Architecture Manual Version 8, SPARC International Inc, 535 Middlefield Road. Suite210 Menlo Park California, CA 94025

The SPARC Architecture Manual Version 9, SPARC International Inc, Sab Jose California, PTR Prentice Hall, Englewood Cliffs, New Jersey, 07632

The MMIX processor: [5](http://mmix.cs.hm.edu/doc/instructions-en.html)

RISCV 2.0 Spec, Andrew Waterman, Yunsup Lee, David Patterson, Krste Asanovi´c CS Division, EECS Department, University of California, Berkeley [{waterman|yunsup|pattrsn|krste}@eecs.berkeley.edu](mailto:%7bwaterman|yunsup|pattrsn|krste%7d@eecs.berkeley.edu)

The Garbage Collection Handbook, Richard Jones, Antony Hosking, Eliot Moss published by CRC Press 2012

RISC-V Cryptography Extensions Volume I Scalar & Entropy Source Instructions See github.com/riscv/riscv-crypto for more information.

## Trademarks

IBM® is a registered trademark of International Business Machines Corporation. Intel® is a registered trademark of Intel Corporation. HP® is a registered trademark of Hewlett-Packard Development Company. "SPARC® is a registered trademark of SPARC International, Inc.

# WISHBONE Compatibility Datasheet

The Qupls core now uses the FTA bus which is not compatible with WISHBONE. Many signals serve a similar function to those on the WISHBONE bus so they are listed here. A bus bridge is required to interface FTA bus to WISHBONE as WISHBONE is a synchronous bus and FTA is asynchronous.

|  |  |  |
| --- | --- | --- |
| WISHBONE Datasheet  WISHBONE SoC Architecture Specification, Revision B.3 | | |
|  |  | |
| Description: | Specifications: | |
| General Description: | Central processing unit (CPU core) | |
| Supported Cycles: | MASTER, READ / WRITE  MASTER, READ-MODIFY-WRITE  MASTER, BLOCK READ / WRITE, BURST READ (FIXED ADDRESS) | |
| Data port, size:  Data port, granularity:  Data port, maximum operand size:  Data transfer ordering:  Data transfer sequencing | 128 bit  8 bit  128 bit  Little Endian  any (undefined) | |
| Clock frequency constraints: | tm\_clk\_i must be >= 10MHz | |
| Supported signal list and cross reference to equivalent WISHBONE signals | Signal Name:  Resp.ack\_i  Req.adr\_o(31:0)  clk\_i  resp.dat(127:0)  req.dat(127:0)  req.cyc  req.stb  req.wr  req.sel(7:0)  req.cti(2:0)  req.bte(1:0) | WISHBONE Equiv.  ACK\_I  ADR\_O()  CLK\_I  DAT\_I()  DAT\_O()  CYC\_O  STB\_O  WE\_O  SEL\_O  CTI\_O  BTE\_O |
| Special Requirements: |  | |

# FTA Bus

## Overview

The FTA bus is an asynchronous bus meaning it does not wait for responses before beginning the next bus cycle. It is a request and response bus. Requests are outgoing from a bus master and incoming to a bus slave. Responses are output by a bus slave and input by a bus master. FTA bus includes standard signals for address, data, and control. These signals should be like those found on many other busses.

## Bus Tags

The bus has tagged transactions; there is an id tag associated with each bus transaction. The id tag contains identifiers for the core, channel, and transaction. The core is a core number for a multi-core CPU. Channel selects a particular channel in the core which may for instance be a data channel or an instruction channel. Finally, the transaction id identifies the specific transaction. Incoming responses are matched against transactions that were outgoing. For instance, a bus master may issue a burst request for four bus transactions to fill a cache line. Each transaction will have an id associated with it. When the slave receives the transactions it sends back responses for each of the four requests with ids that match those in the request. The slave does not necessarily send back responses in the same order. Transaction requests from the master may not arrive in order.

\*An id tag of all zeros is illegal – it represents the bus available state.

## Single Cycle

The bus operates on a single cycle basis. Transaction requests and responses are routed through the bus network as the bus is available and are present for only a single clock cycle. Bus bridges may buffer the transactions for a short period of time.

## Retry

If the bus is unavailable the retry response signal is asserted to the master. The master must retry the transaction.

## Signal Description

Following is a signal description for requests and responses for a 128-bit data version of the bus. Signal values have been chosen so that a value of zero represents a bus idle state. If nothing is on the bus it will be all zeros.

### Requests

|  |  |  |  |
| --- | --- | --- | --- |
| Signal | Width | Description |  |
| Om | 2 | Operating mode |  |
| Cmd | 5 | Command for bus controller or memory controller |  |
| Bte | 3 | Burst type |  |
| Cti | 3 | Cycle type |  |
| Blen | 6 | Burst length -1 (0=1 to 63=64) |  |
| sz | 4 | Transfer size |  |
| Segment | 3 | Code, data, or stack |  |
| Cyc | 1 | Bus cycle is valid |  |
| Stb | 1 | Data strobe |  |
| We | 1 | Write enable |  |
| Asid | 16 | Address space id |  |
| Vadr | 32/64 | Virtual address |  |
| Padr | 32/64 | Physical address |  |
| Sel | 16 | Byte lane selects |  |
| Data1 | 128 | First data item |  |
| Data2 | 128 | Second data item |  |
| Tid | 13 | Transaction id |  |
| Csr | 1 | Clear or set address reservation |  |
| Pl | 8 | Privilege level |  |
| Pri | 4 | Transaction priority (higher is better) |  |
| Cache | 4 | Transaction cacheability |  |
|  |  |  |  |

### Responses

|  |  |  |  |
| --- | --- | --- | --- |
| Signal | Width | Description |  |
| Tid | 13 | Transaction id |  |
| Stall | 1 | Stall pipeline |  |
| Next | 1 | Advance to next transaction |  |
| Ack | 1 | Request acknowledgement (data is available) |  |
| Rty | 1 | Retry transaction |  |
| Err | 1 | An error occurred |  |
| Pri | 4 | Transaction priority |  |
| Adr | 32/64 | Physical address |  |
| Dat | 128 | Response data |  |

### Om

Operating mode, this corresponds to the operating mode of the CPU. Some devices are limited to specific modes.

### Cmd

Command for memory controller. This is how the memory controller knows what to do with the data.

|  |  |  |
| --- | --- | --- |
| Oridinal |  |  |
| 0 | CMD\_NONE | No command |
| 1 | CMD\_LOAD | Perform a sign extended data load operation |
| 2 | CMD\_LOADZ | Perform a zero extended data load operation |
| 3 | CMD\_STORE | Perform a data store operation |
| 4 | CMD\_STOREPTR | Perform a pointer store operation |
| 7 | CMD\_LEA | Load the effective address |
| 10 | CMD\_DCACHE\_LOAD | Perform load operation intended for data cache |
| 11 | CMD\_ICACHE\_LOAD | Perform load operation intended for instruction cache |
| 13 | CMD\_CACHE | Issue a cache control command |
| 16 | CMD\_SWAP | AMO swap operation |
| 18 | CMD\_MIN | AMO min operation |
| 19 | CMD\_MAX | AMO max operation |
| 20 | CMD\_ADD | AMO add operation |
| 22 | CMD\_ASL | AMO left shift operation |
| 23 | CMD\_LSR | AMO right shift operation |
| 24 | CMD\_AND | AMO and operation |
| 25 | CMD\_OR | AMO or operation |
| 26 | CMD\_EOR | AMO exclusive or operation |
| 28 | CMD\_MINU | AMO unsigned minimum operation |
| 29 | CMD\_MAXU | AMO unsigned maximum operation |
| 31 | CMD\_CAS | AMO compare and swap |
| Others |  | reserved |

### BTE

Burst type extension.

|  |  |
| --- | --- |
| Ordinal |  |
| 0 | Linear |
| 1 | Wrap 4 |
| 2 | Wrap 8 |
| 3 | Wrap 16 |
| 4 | Wrap 32 |
| 5 | Wrap 64 |
| 6 | Wrap 128 |
| 7 | reserved |

### CTI

Cycle Type Indicator

|  |  |  |
| --- | --- | --- |
| Ordinal |  | Comment |
| 0 | Classic |  |
| 1 | fixed | Constant data address |
| 2 | Incr | Incrementing data address |
| 3 | erc | Record errors on write |
| 4 | Irqa | Interrupt acknowledge |
| 7 | Eob | End of burst |
| others |  | reserved |

Normally write cycles do not send a response back to the master. The ERC cycle type indicates that the master wants a response back from a write operation.

### Blen

Burst length, this is the number of transactions in the burst minus one. There is a maximum of 64 transactions. With a 128-bit bus this is 1024 bytes of data.

### Sz

Transfer size.

|  |  |  |
| --- | --- | --- |
| Ordinal |  | Transfer size |
| 0 | Nul | Nothing is transferred |
| 1 | Byt | A single byte |
| 2 | Wyde | Two bytes |
| 3 | Tetra | Four bytes |
| 4 | Penta | Five bytes |
| 5 | Octa | Eight bytes |
| 6 | Hexi | Sixteen bytes |
| 10 | vect | A vector 64 bytes (512 bit bus) |
| Others |  | Reserved |

### Segment

The memory segment associated with the transfer.

|  |  |
| --- | --- |
| Ordinal |  |
| 0 | data |
| 6 | stack |
| 7 | code |
| others | reserved |

### TID

Transaction ID. This is made up of three fields.

|  |  |
| --- | --- |
| Size | Use |
| 6 | Core number |
| 3 | Channel |
| 4 | Tran id |

### Cache

Cache-ability of transaction. A transaction may be non-cacheable meaning as it progresses through the cache hierarchy it does not store data in the cache. It only stores data when it reaches the final memory destination.

|  |  |  |
| --- | --- | --- |
| Ordinal |  |  |
| 0 | NC\_NB | Non cacheable, non bufferable |
| 1 | NON\_CACHEABLE |  |
| 2 | CACHEABLE\_NB | Cacheable, non bufferable |
| 3 | CACHEABLE |  |
| 8 | WT\_NO\_ALLOCATE | Write-through without allocating |
| 9 | WT\_READ\_ALLOCATE |  |
| 10 | WT\_WRITE\_ALLOCATE |  |
| 11 | WT\_READWRITE\_ALLOCATE |  |
| 12 | WB\_NO\_ALLOCATE | Write-back without allocating |
| 13 | WB\_READ\_ALLOCATE |  |
| 14 | WB\_WRITE\_ALLOCATE |  |
| 15 | WB\_READWRITE\_ALLOCATE |  |