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### Thor2023

# Nomenclature

The ISA refers to primitive object sizes following the convention suggested by Knuth of using Greek.

|  |  |  |  |
| --- | --- | --- | --- |
| Number of Bits |  | Instructions | Comment |
| 8 | byte | LDB, STB | UTF8 usage |
| 16 | wyde | LDW, STW |  |
| 24 | char | LDC, STC | UTF24 usage |
| 32 | tetra | LDT, STT |  |
| 40 | penta | LDP, STP | Instruction size |
| 64 | octa | LDO, STO |  |
| 96 |  | LDN, STN |  |

The register used to address instructions is referred to as the instruction pointer or IP register. The instruction pointer is a synonym for instruction pointer or PC register.

## Endian

Thor2023 is a little-endian machine. The difference between big endian and little endian is in the ordering of bytes in memory. Bits are also numbered from lowest to highest for little endian and from highest to lowest for big endian.

Shown is an example of a 32-bit word in memory.

Little Endian:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Address | 3 | 2 | 1 | 0 |
| Byte | 3 | 2 | 1 | 0 |

Big Endian:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Address | 3 | 2 | 1 | 0 |
| Byte | 0 | 1 | 2 | 3 |

For Thor2023 the root opcode is in byte zero of the instruction and bytes are shown from right to left in increasing order. As the following table shows.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Address 3 | Address 2 | Address 1 | | Address 0 | |
| Byte 3 | Byte 2 | Byte 1 | | Byte 0 | |
|  |  |  |  | ▼ | |
| 31 24 | 23 16 | 15 8 | | 7 5 | 4 0 |
| Constant8 | Raspec8 | Rtspec8 | | Sz3 | Opcode5 |

# Programming Model

## Register File

### Rn – General Purpose Registers

The register file contains 64 96-bit general purpose registers. The register file is *unified*; register may hold integer or floating-point values. The stack pointer is banked with a separate stack pointer for each operation mode.

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | ABI | ABI Usage |  |
| 0 | 0 | Always zero |  |
| 1 | A0 | First argument / return value register |  |
| 2 | A1 | Second argument / return value register |  |
| 3 | T0 | Temporary register, caller save |  |
| 4 | T1 | Temporary register |  |
| 5 | T2 | Temporary register |  |
| 6 | T3 | Temporary register |  |
| 7 | T4 | Temporary register |  |
| 8 | T5 | Temporary register |  |
| 9 | T6 | Temporary register |  |
| 10 | T7 | Temporary register |  |
| 11 | T8 | Temporary register |  |
| 12 | T9 | Temporary register |  |
| 13 | S0 | Saved register, register variables |  |
| 14 | S1 | Saved register |  |
| 15 | S2 | Saved register |  |
| 16 | S3 | Saved register |  |
| 17 | S4 | Saved register |  |
| 18 | S5 | Saved register |  |
| 19 | S6 | Saved register |  |
| 20 | S7 | Saved register |  |
| 21 | S8 | Saved register |  |
| 22 | S9 | Saved register |  |
| 23 | A2 | Third argument register |  |
| 24 | A3 | Argument register |  |
| 25 | A4 | Argument register |  |
| 26 | A5 | Argument register |  |
| 27 | A6 | Argument register |  |
| 28 | A7 | Argument register |  |
| 29 | A8 | Argument register |  |
| 30 | A9 | Argument register |  |
| 31 |  |  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| 32 | M0 | Vector mask |  |
| 33 | M1 | Vector mask |  |
| 34 | M2 | Vector mask |  |
| 35 | M3 | Vector mask |  |
| 36 | M4 | Vector mask |  |
| 37 | M5 | Vector mask |  |
| 38 | M6 | Vector mask |  |
| 39 | M7 | Vector mask |  |
| 40 |  |  |  |
| 41 |  |  |  |
| 42 |  |  |  |
| 43 |  |  |  |
| 44 |  |  |  |
| 45 |  |  |  |
| 46 |  |  |  |
| 47 |  |  |  |
| 48 |  |  |  |
| 49 |  |  |  |
| 50 |  |  |  |
| 51 |  |  |  |
| 52 |  |  |  |
| 53 | PC | Program counter / Status Register |  |
| 54 | SC | Stack canary; a LOAD does CCHK |  |
| 55 | LC | Loop counter |  |
| 56 | LR0 | Subroutine link register #0; branch subroutine specific |  |
| 57 | LR1 | Subroutine link register #1 |  |
| 58 | LR2 | Subroutine link register #2 |  |
| 59 | LR3 | Subroutine link register #3 |  |
| 60 | GP1 | Global Pointer #1 |  |
| 61 | GP0 | Global Pointer #0 |  |
| 62 | FP | Frame Pointer |  |
| 63 | SP | Stack Pointer |  |
| 63 | ASP | Application Stack pointer |  |
| 63 | SSP | System Stack pointer |  |

|  |  |  |  |
| --- | --- | --- | --- |
|  | AC | Application Control Register |  |

## Predicate Registers

The original Thor machine had 16 four-bit dedicated predicate registers. Thor2023 by contrast stores predicate conditions in general purpose registers. Any GPR may be used to hold values used in predication. Original Thor predicates were a prefix byte containing the predicate register and condition present for every instruction. This has been superseded using the predicate instruction modifier, PRED, which allows up to eight following instructions to be predicated in the same manner. The PRED modifier is more storage efficient than predicating every instruction with predicate bits as most instructions do not require predication.

## Mask Registers (m0 to m7)

Mask registers are used to mask off vector operations so that a vector instruction doesn’t perform the operation on all elements of the vector. Vector instructions (loads and stores) that don’t explicitly specify a mask register assume the use of mask register zero (m0). Mask registers are a subset of the general-purpose register array, allowing instructions that operate on GPRs to operate on the mask registers.

*Thor2022 had dedicated mask registers leading to additional instructions required to manipulate them.*

|  |  |  |
| --- | --- | --- |
| Register | Tag | Usage |
| m0 | 88 | contains all ones by convention |
| m1 | 89 |  |
| m2 | 90 |  |
| m3 | 91 |  |
| m4 | 92 |  |
| m5 | 93 |  |
| m6 | 94 |  |
| m7 | 95 |  |

## Vector Length (VL register)

The vector length register controls how many elements of a vector are processed. The vector length register may not be set to a value greater than the number of elements supported by hardware. After the vector length is set a SYNC instruction should be used to ensure that following instructions will see the updated version of the length register.

Vector length has register tag #87.

|  |  |
| --- | --- |
| 15 8 | 7 0 |
| 0 | Elements7..0 |

### Code Address Registers

Many architectures have registers dedicated to addressing code. Almost every modern architecture has a program counter or instruction pointer register to identify the location of instructions. Many architectures also have at least one link register or return address register holding the address of the next instruction after a subroutine call. There are also dedicated branch address registers in some architectures. These are all code addressing registers.

*The original Thor lumped these registers together in a code address register array.*

#### LRn – Link Registers

There are four registers in the Thor2023 architecture reserved for subroutine linkage. These registers are used to store the address of the calling instruction. They may be used to implement fast returns for several levels of subroutines or to used to call milli-code routines. The jump to subroutine, [JSR](#_JSR_–_Jump), and branch to subroutine, [BSR](#_BSR_–_Branch), instructions update a link register. The return from subroutine,. [RTS](#_RTS_–_Return), instruction may reload the program counter with an offset from the value contained in a link register. Typically, this is used to return to the next instruction.

#### PC – Program Counter

This register points to the currently executing instruction. The program counter increments as instructions are fetched, unless overridden by another flow control instruction.

### LC - Loop Counter

The loop counter register is used in counted loops along the decrement and branch, [DBcc](#_DBcc_–_Decrement), instruction.

### SR - Status Register

The processor status register holds bits controlling the overall operation of the processor. The status register is not accessible in user mode.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 24 | 23 21 | 20 16 | 15 |  | 13 12 | 11 | 10 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| CPL | ~ | ~ | T |  | OM |  | IPL |  |  | D | D | AR | | RT | |

CPL is the current privilege level the processor is operating at.

T indicates that trace mode is active.

S indicates the processor is in supervisor mode.

AR: Address Range indicates the number of address bits in use. 0 = near or short (32-bit) addressing is in use. When short addressing is in use only the low order 32-bit are significant and stored or loaded to or from the stack.

IPL is the interrupt mask level

RT specifies the return type for an [RTI](#_RTI_–_Return) instruction.

#### Decimal Mode

Setting the ‘D’ flag bit 5 in the SR register sets the processor in decimal operating mode. Arithmetic operations will use BCD numbers for both source and destination operands.

Decimal mode, ‘D’ flag bit 4, may also be applied to floating-point which will use decimal floating-point operations instead of binary.

### Special Purpose Registers

#### [U/S/H/M]\_IE (0x?004)

This register contains interrupt enable bits. The register is present at all operating levels. Only enable bits at the current operating level or lower are visible and may be set or cleared. Other bits will read as zero and ignore writes. Only the lower four bits of this register are implemented. The bits have individual bit set / clear capability using the CSRRS, CSRRC instructions.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 63 4 | 3 | 2 | 1 | 0 |
| ~ | mie | hie | sie | uie |

#### [U/S/H/M]\_CAUSE (CSR- 0x?006)

This register contains a code indicating the cause of an exception or interrupt. The break handler will examine this code to determine what to do. Only the low order 16 bits are implemented. The high order bits read as zero and are not updateable.

#### [U/S/H/M]\_SCRATCH – CSR 0x?041

This is a scratchpad register. Useful when processing exceptions. There is a separate scratch register for each operating mode.

#### S\_PTBR (CSR 0x1003)

This register contains the base address of the page table, which must be a multiple of 65536. Also included in this register is table parameters depth and type. Register tag #152.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 63 12 | 11 | 10 8 | 7 6 | 5 | 4 | 3 1 | 0 |
| Page Table Address67..16 | ~ | Levels | AL2 | ~ | S | ~ | Type |

Type: 0 = inverted page table, 1 = page table

S: 1=software managed TLB miss, 0 = hardware table walking

Levels are ignored for the inverted page table.

AL2: TLB entry replacement algorithm, 0=fixed,1=LRU,2=random,3=reserved

#### S\_ASID (CSR 0x101F)

This register contains the address space identifier (ASID) or memory map index (MMI). The ASID is used in this design to select (index into) a memory map in the paging tables. Only the low order eight bits of the register are implemented.

#### S\_KEYS (CSR 0x1020 to 0x1027)

These eight registers contain the collection of keys associated with the process for the memory lot system. Each key is twenty-four bits in size. All eight registers are searched in parallel for keys matching the one associated with the memory page. Keyed memory enhances the security and reliability of the system.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  | 23 0 |
| 1020 |  |  | key0 |
| 1021 |  |  | key1 |
| … |  |  | … |
| 1027 |  |  | key7 |

#### M\_CORENO (CSR 0x3001)

This register contains a number that is externally supplied on the coreno\_i input bus to represent the hardware thread id or the core number.

#### M\_TICK (CSR 0x3002)

This register contains a tick count of the number of clock cycles that have passed since the last reset. Note that this register should not be used for precise timing as the processor’s clock frequency may vary for performance and power reasons. The TIME CSR may be used for wall-clock timing as it has its own timing source.

#### M\_SEED (CSR 0x3003)

This register contains a random seed value based on an external entropy collector. The most significant bit of the state is a busy bit.

|  |  |  |
| --- | --- | --- |
| 63 60 | 59 16 | 15 0 |
| State4 | ~44 | seed16 |

|  |  |
| --- | --- |
| State4 Bit |  |
| 0 | dead |
| 1 | test |
| 2 | valid, the seed value is valid |
| 3 | Busy, the collector is busy collecting a new seed value |

#### M\_BADADDR (CSR 0x3007)

This register contains the effective address for a load / store operation that caused a memory management exception or a bus error. Note that the address of the instruction causing the exception is available in the EIP register.

#### M\_BAD\_INSTR (CSR 0x300B)

This register contains a copy of the exceptioned instruction.

#### M\_RGN0\* to M\_RGN7\* (CSR 0x3080 to CSR 0x30FF)

This group of registers contains attributes of the corresponding region.

#### M\_RGNx\_START (CSR 0x3080 + x \* 16)

This register contains the start address for region number x.

#### M\_RGNx\_END (CSR 0x3081 + x \* 16)

This register contains the end address for region number x.

#### M\_RGNx\_PMT (CSR 0x3082 + x \* 16)

This register contains the address of the page management table, PMT, for region number x.

#### M\_RGNx\_CTA (CSR 0x3083 + x \* 16)

This register contains the address of the card table for region number x.

#### M\_RGNx\_ATTR (CSR 0x3084 + x \* 16)

This register contains the memory attributes of region number x.

#### M\_RGN\_START (CSR 0x3088)

This read-only register contains the start address of the region corresponding to the physical address set in the MN\_RGN\_PHYS CSR.

#### M\_RGN\_END (CSR 0x3088)

This read-only register contains the end address of the region corresponding to the physical address set in the MN\_RGN\_PHYS CSR.

#### M\_RGN\_PMT (CSR 0x3089)

This read-only register contains the address of the PMT for the region corresponding to the physical address set in the MN\_RGN\_PHYS CSR.

#### M\_RGN\_CTA (CSR 0x308A)

This read-only register contains the address of the card table for the region corresponding to the physical address set in the MN\_RGN\_PHYS CSR.

#### M\_RGN\_ATTR (CSR 0x308B)

This read-only register contains the attributes for the region corresponding to the physical address set in the MN\_RGN\_PHYS CSR.

#### M\_RGN\_PHYS (CSR 0x308E)

Set this register to the physical address to lookup the region information. The region number corresponding to the physical address will be updated in the M\_RGN\_NUM register.

#### M\_RGN\_NUM (CSR 0x308F)

This register is set to the region number for the physical address set by the M\_RGN\_PHYS CSR.

#### M\_IOS – IO Select Register (CSR 0x3100)

The location of IO is determined by the contents of the IOS control register. The select is for a 1MB region. This address is a virtual address. The low order 16 bits of this register should be zero and are ignored.

|  |  |
| --- | --- |
| 63 16 | 15 0 |
| Virtual Address67..20 | 016 |

#### SC - Stack Canary

This special purpose register is available in the general register file as register 54. The stack canary register is used to alleviate issues resulting from buffer overflows on the stack. The canary register contains a random value which remains consistent throughout the run-time of a program. In the right conditions, the canary register is written to the stack during the function’s prolog code. In the function’s epilog code, the value of the canary on stack is checked to ensure it is correct, if not a check exception occurs.

#### AV – Application Vector Table Address

This register holds the address of the applications vector table. The vector table must be 16-byte aligned.

|  |
| --- |
| 63 0 |
| App Vector Table Address67..4 |

#### VB – Vector Base Register

The vector base register provides the location of the vector table. The vector table must be octa aligned. On reset the VBR is loaded with zero. There is a separate vector base register for each operating mode.

|  |  |  |
| --- | --- | --- |
| 63 3 | 2 | 1 0 |
| Vector Table Address63..3 | ~ | ~ |

# Operating Modes

The core operates in one of four basic modes: application/user mode, supervisor mode, hypervisor mode or machine mode. Machine mode is switched to when an interrupt or exception occurs, or when debugging is triggered. On power-up the core is running in machine mode. An RTI instruction must be executed to leave machine mode after power-up.

A subset of instructions is limited to machine mode.

|  |  |
| --- | --- |
| Mode Bits | Mode |
| 0 | User / App |
| 1 | Supervisor |
| 2 | Hypervisor |
| 3 | Machine |

Tags

|  |  |
| --- | --- |
| Tag |  |
| 0 | Untagged |
| 1 | Address Pointer – 20 bit size + 64 bit pointer   |  |  | | --- | --- | | Subtype |  | | 0 | Unused | | 1 | Return address | | 2 | Frame Pointer | | 3 | Pointer | | 4 to 7 | Unassigned | |  |  | |
| 2 | Integer 96 bits |
| 3 | Integer 64 - bits |
| 4 | Integer 32 - bits |
| 5 | Integer 16 - bits |
| 6 | Integer 8 - bits |
| 8 | Float 96 bits |
| 9 | Float 64 bits |
| 10 | Float 32 bits |
| 11 | Float 16-bits |
| 12 | Float 8-bits |
| 16 | String Descriptor – 24 bit length, 64 bit virtual address pointer |
| 17 | Character data, three 32-bit characters |
| 18 | Character data, four 24-bit characters |
| 19 | Character data, 12 8-bit characters |
|  |  |
| 63 | Instructions 40-bit parcels |

# Exceptions

## External Interrupts

There is little difference between an externally generated exception and an internally generated one. An externally caused exception will set the exception cause code for the currently fetched instruction.

There are eight priority interrupt levels for external interrupts. When an external interrupt occurs the mask level is set to the level of the current interrupt. A subsequent interrupt must exceed the mask level to be recognized.

## Effect on Machine Status

The operating mode is always switched to machine mode on exception. It is up to the machine mode code to redirect the exception to a lower operating mode when desired. Further exceptions at the same or lower interrupt level are disabled automatically. Machine mode code must enable interrupts at some point.

## Exception Stack

The status register, program counter, and predicate group register are pushed onto an internal stack when an exception occurs. This stack is at least 16 entries deep to allow for nested interrupts and multiply nested traps and exceptions.

Exception Table

|  |  |
| --- | --- |
| Vector | Usage |
| 0 | Reset value for system stack pointer |
| 1 | Reset value for program counter |
| 2 | Bus Error |
| 3 | Address Error |
| 4 | Unimplemented Instruction |
| 5 |  |
| 6 |  |
| 7 |  |
| 8 | Privilege Violation |
| 9 | Instruction trace |
| 10 |  |
| 11 | Stack Canary |
| 12 to 23 | reserved |
| 24 | Spurious interrupt |
| 25 | Auto vector #1 |
| 26 | Auto vector #2 |
| 27 | Auto vector #3 |
| 28 | Auto vector #4 |
| 29 | Auto vector #5 |
| 30 | Auto vector #6 |
| 31 | Auto vector #7 |
| 32 | Breakpoint (BRK) |
| 33 to 63 | Trap #1 to 31 |
|  | Applications Usage |
| 64 | Divide by zero |
| 65 | Overflow |
| 65 to 511 | Unassigned usage |
|  |  |

## Reset

Reset is treated as an exception. The reset routine should exit using an RTI instruction. The status register should be setup appropriately for the return.

The core begins executing instructions at address $00…00. All registers are in an undefined state.

## Precision

Exceptions in Thor2023 are precise. They are processed according to program order of the instructions. If an exception occurs during the execution of an instruction, then an exception field is set in the pipeline buffer. The exception is processed when the instruction commits which happens in program order. If the instruction was executed in a speculative fashion, then no exception processing will be invoked unless the instruction makes it to the commit stage.

# Memory Management

## Bank Swapping

About the simplest form of memory management is a single bank register that selects the active memory bank. This is the mechanism used on many early microcomputers. The bank register may be an eight bit I/O port supplying control over some number of upper address bits used to access memory.

## The Page Map

The next simplest form of memory management is a single table map of virtual to physical addresses. The page map is often located in a high speed dedicated memory. An example of a mapping table is the 74LS612 chip. It may map four address bits on the input side to twelve address bits on the output side. This allows a physical address range eight bits greater than the virtual address range. A more complicated page map is something like the MC6829 MMU. It may map 2kB pages in a 2MB physical address space for up to four different tasks.

## Regions

In any processing system there are typically several different types of storage assigned to different physical address ranges. These include memory mapped I/O, MMIO, DRAM, ROM, configuration space, and possibly others. Thor2023 has a region table that supports up to eight separate regions.

The region table is a list of region entries. Each entry has a start address, an end address, an access type field, and a pointer to the PMT, page management table. To determine legal access types, the physical address is searched for in the region table, and the corresponding access type returned. The search takes place in parallel for all eight regions.

Once the region is identified the access rights for a particular page within the region can be found from the PMT corresponding to the region.

## PMA - Physical Memory Attributes Checker

### Overview

The physical memory attributes checker is a hardware module that ensures that memory is being accessed correctly according to its physical attributes.

Physical memory attributes are stored in an eight-entry region table. This table includes the address range the attributes apply to and the attributes themselves. Address ranges are resolved only to bit four of the address. Meaning the granularity of the check is 16 bytes.

Most of the entries in the table are hard-coded and configured when the system is built. However, they may be modified at the address range $F…F9F0xxx.

Physical memory attributes checking is applied in all operating modes.

The region table is accessible as a set of CSRs using the CSR instructions.

### Region Table Description

|  |  |  |  |
| --- | --- | --- | --- |
| CSR | Bits |  |  |
| 0x3080 | 64 | start | start address bits 4 to 67 of the physical address range |
| 0x3081 | 64 | nd | end address bits 4 to 67 of the physical address range |
| 0x3082 | 64 | pmt | associated PMT address |
| 0x3083 | 64 | cta | card table address |
| 0x3084 | 19 | at | memory attributes |
| 0x3085 to 0x308F | … | … | not used |
| 0x3090 to 0x30FF | … | … | 7 more register sets |

### PMT Address

The PMT address specifies the location of the associated PMT.

### CTA – Card Table Address

The card table address is used during the execution of the store pointer, STPTR instruction to locate the card table.

### Attributes

|  |  |  |
| --- | --- | --- |
| Bitno |  |  |
| 0 | X | may contain executable code |
| 1 | W | may be written to |
| 2 | R | may be read |
| 3 | C | may be cached |
| 4-6 | G | granularity   |  |  | | --- | --- | | G |  | | 0 | byte accessible | | 1 | wyde accessible | | 2 | tetra accessible | | 3 | octa accessible | | 4 | hexi accessible | | 5 to 7 | reserved | |
| 7 | ~ | reserved |
| 8-15 | T | device type (rom, dram, eeprom, I/O, etc) |
| 16-18 | S | number of times to shift address to right and store for telescopic STPTR stores. |

## Page Management Table - PMT

### Overview

For the first translation of a virtual to physical address, after the physical page number is retrieved from the TLB, the region is determined, and the page management table is referenced to obtain the access rights to the page. PMT information is loaded into the TLB entry for the page translation. The PMT contains an assortment of information most of which is managed by software. Pieces of information include the key needed to access the page, the privilege level, and read-write-execute permissions for the page. The table is organized as rows of access rights table entries (PMTEs). There are as many PMTEs as there are pages of memory in the region.

For subsequent virtual to physical address translations PMT information is retrieved from the TLB.

As the page is accessed in the TLB, the TLB may update the PMT.

### Location

The page management table is in main memory and may be accessed with ordinary load and store instructions. The PMT address is specified by the region table.

The PMT is implemented as a dual-read-write port RAM that allows hardware to update it at high speed during a memory access. The current PMT can provide information for 16384 pages. These pages may be DRAM, ROM, MMIO or other types.

## PMTE Description

There is a wide assortment of information that goes in the page management table. To accommodate all the information an entry size of 128-bits was chosen.

Page Management Table Entry

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | N | M | ~9 | | C | E | AL2 | ~16 |
| ACL16 | | | | | | | | Share Count16 |
| Access Count32 | | | | | | | | |
| PL8 | | | | Key24 | | | | |

### Access Control List

The ACL field is a reference to an associated access control list.

### Share Count

The share count is the number of times the page has been shared to processes. A share count of zero means the page is free.

### Access Count

This part uses the term ‘access count’ to refer to the number of times a page is accessed. This is usually called the reference count, but that phrase is confusing because reference counting may also refer to share counts. So, the phrase ‘reference count’ is avoided. Some texts use the term reference count to refer to the share count. Reference counting is used in many places in software and refers to the number of times something is referenced.

Every time the page of memory is accessed, the access count of the page is incremented. Periodically the access count is aged by shifting it to the right one bit.

The access count may be used by software to help manage the presence of pages of memory.

### Key

The access key is a 24-bit value associated with the page and present in the key ring of processes. The keyset is maintained in the keys CSRs. The key size of 20 bits is a minimum size recommended for security purposes. To obtain access to the page it is necessary for the process to have a matching key OR if the key to match is set to zero in the PMTE then a key is not needed to access the page.

### Privilege Level

The current privilege level is compared with the privilege level of the page, and if access is not appropriate then a privilege violation occurs. For data access, the current privilege level must be at least equal to the privilege level of the page. If the page privilege level is zero anybody can access the page.

### N

indicates a conforming page of executable code. Conforming pages may execute at the current privilege level. In which case the PL field is ignored.

### M

indicates if the page was modified, written to, since the last time the M bit was cleared. Hardware sets this bit during a write cycle.

### E

indicates if the page is encrypted.

### AL

indicates the compression algorithm used.

### C

The C indicator bit indicates if the page is compressed.

## Page Tables

### Intro

Page tables are part of the memory management system used map virtual addresses to real physical addresses. There are several types of page tables. Hierarchical page tables are probably the most common. Almost all page tables map only the upper bits of a virtual address, called a page. The lower bits of the virtual address are passed through without being altered. The page size often 4kB which means the low order 12-bits of a virtual address will be mapped to the same 12-bits for the physical address.

### Hierarchical Page Tables

Hierarchical page tables organize page tables in a multi-level hierarchy. They can map the entire virtual address range. At the topmost level a register points to a page directory, that page directory points to a page directory at a lower level until finally a page directory points to a page containing page table entries. To map an entire 64-bit virtual address range approximately five levels of tables are required.
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### Inverted Page Tables

An inverted page table is a table used to store address translations for memory management. The idea behind an inverted page table is that there is a fixed number of pages of memory no matter how it is mapped. It should not be necessary to provide for a map of every possible address, only addresses that correspond to real pages of memory. Each page of memory can be allocated only once. It is either allocated or it is not. Compared to a non-inverted paged memory management system where tables are used to map potentially the entire address space an inverted page table uses less memory. There is typically only a single inverted page table supporting all applications in the system. This is a different approach than a non-inverted page table which may provide separate page tables for each process.

### The Simple Inverted Page Table

The simplest inverted page table contains only a record of the virtual address mapped to the page, and the index into the table is used as the physical page number. There are only as many entries in the inverted page table as there are physical pages of memory. A translation can be made by scanning the table for a matching virtual address, then reading off the value of the table index. The attraction of an inverted page table is its small size compared to the typical hierarchical page table. Unfortunately, the simplest inverted page table is not practical when there are thousands or millions of pages of memory. It simply takes too long to scan the table. The alternative solution to scanning the table is to hash the virtual address to get a table index directly.

![Diagram of Inverted Page Table
](data:image/png;base64,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)

### Hashed Page Tables

#### Hashed Table Access

Hashes are great for providing an index value immediately. The issue with hash functions is that they are just a hash. It is possible that two different virtual address will hash to the same value. What is then needed is a way to deal with these hash collisions. There are a couple of different methods of dealing with collisions. One is to use a chain of links. The chain has each link in the chain pointing the to next page table entry to use in the event of a collision. The hash page table is slightly more complicated then as it needs to store links for hash chains. The second method is to use open addressing. Open addressing calculates the next page table entry to use in the event of a collision. The calculation may be linear, quadratic or some other function dreamed up. A linear probe simply chooses the next page table entry in succession from the previous one if no match occurred. Quadratic probing calculates the next page table entry to use based on squaring the count of misses.

### Shared Memory

Another memory management issue to deal with is shared memory. Sometimes applications share memory with other apps for communication purposes, and to conserve memory space where there are common elements. With a hierarchical paged memory management system, it is easy to share memory, just modify the page table entry to point to the same physical memory as is used by another process. With an inverted page table having only a single entry for each physical page is not sufficient to support shared memory. There needs to be multiple page table entries available for some physical pages but not others because multiple virtual addresses might map to the same physical address. One solution would be to have multiple buckets to store virtual addresses in for each physical address. However, this would waste a lot of memory because much of the time only a single mapped address is needed. There must be a better solution. Rather than reading off the table index as the physical page number, the association of the virtual and physical address can be stored. Since we now need to record the physical address multiple times the simple mechanism of using the table index as the physical page number cannot be used. Instead, the physical page number needs to be stored in the table in addition to the virtual page number.

That means a table larger than the minimum is required. A minimally sized table would contain only one entry for each physical page of memory. So, to allow for shared memory the size of the table is doubled. This smells like a system configuration parameter.

### Specifics: Thor2023 Page Tables

### Thor2023 Hash Page Table Setup

#### Hash Page Table Entries - HPTE

We have determined that a page table entry needs to store both the physical page number and the virtual page number for the translations. To keep things simple, the page table stores only the information needed to perform an address translation. Other bits of information are stored in a secondary table called the page management table, PMT. The author did a significant amount of juggling around the sizes of various fields, mainly the size of the physical and virtual page numbers. Finally, the author decided on a 128-bit HPTE format.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 26 | 25 | 24 | 23 21 | 20 | 19 | 15 0 | |
| V | BC5 | G | ~ | RWX 3 | A | PPN19..0 | | |
| ASID15..0 | | | | | | | | VPN15..0 |
| PPN51..20 | | | | | | | | |
| VPN47..16 | | | | | | | | |

Fields Description

|  |  |
| --- | --- |
| V | translation Valid |
| G | global translation |
| PPN | Physical page number |
| VPN | Virtual page number |
| RWX | readable, writeable, executable |
| ASID | address space identifier |
| BC | bounce count |
| M | modified |
| A | accessed |

The page table does not include everything needed to manage pages of memory. There is additional information such as share counts and privilege levels to take care of, but this information is better managed in a separate table.

The virtual to physical address mapping is for an 64kB page.

#### Page Table Groups – PTG

We want the search for translations to be fast. That means being able to search in parallel. So, PTEs are stored in groups that are searched in parallel for translations. This is sometimes referred to as a clustered table approach. Access to the group should be as fast as possible. There are also hardware limits to how many entries can be searched at once while retaining a high clock rate. So, the convenient size of 1024 bits was chosen as the amount of memory to fetch.

A page table group then contains eight page-table entries. All entries in the group are searched in parallel for a match. Note that the entries are searched as the PTG is loaded, so that the PTG group load may be aborted early if a matching PTE is found before the load is finished.

|  |
| --- |
| 127 0 |
| PTE0 |
| PTE1 |
| PTE2 |
| PTE3 |
| PTE4 |
| PTE5 |
| PTE6 |
| PTE7 |

#### Size of Page Table

There are several conflicting elements to deal with, with regards to the size of the page table. Ideally, the page table is small enough to fit into the block RAM resources available in the FPGA. So, about 1/3 of the block RAMs available are dedicated to MMU use. At the same time a multiple of the number of physical pages of memory should be supported to support page sharing and swapping pages to secondary storage. To support swapping pages, double the number of physical entries were chosen. To support page sharing, double that number again. Therefore, a minimum size of a page table would contain at least four times the number of physical pages for entries. By setting the size of the page table instead of the size of pages, it can be worked backwards how many pages of memory can be supported.

For a system using 512k block RAM to store PTEs. 512k / 32 = 16384 entries. 16384 / 4 = 4096 physical pages. Since the RAM size is 512MB, each page would be 512MB/4096 = 128kB. Since half the pages may be in secondary storage, 1GB of address range is available.

Since there are 16,384 entries in the table and they are grouped into groups of eight, there are 2048 PTGs. To get to a page table group fast a hash function is needed then that returns a 11-bit number.

#### Hash Function

The hash function needs to reduce the size of a virtual address down to a 11-bit number. The asid should be considered part of the virtual address. Including the asid an address is 76 bits. The first thing to do is to throw away the lowest fourteen bits as they pass through the MMU unaltered. We now have 62-bits to deal with. We can probably throw away some high order bits too, as a process is not likely to use the full 64-bit address range.

The hash function chosen uses the asid combined with virtual address bits 18 to 28 and bits 29 to 39. This should space out the PTEs according to the asid. Address bits 16 and 17 select one of four address ranges. the PTG supports eight PTEs. The translations where address bits 16 and 17 are involved are likely consecutive pages that would show up in the same PTG. The hash is the asid exclusively or’d with address bis 18 to 28 exclusively or’d with address bits 29 to 39.

#### Collision Handling

Quadratic probing of the page table is used when a collision occurs. The next PTG to search is calculated as the hash plus the square of the miss count. On the first miss the PTG at the hash plus one is searched. Next the PTG at the hash plus four is searched. After that the PTG at the hash plus nine is searched, and so on.

#### Finding a Match

Once the PTG to be searched is located using the hash function, which PTE to use needs to be sorted out. The match operation must include both the virtual address bits and the asid, address space identifier, as part of the test for a match. It is possible that the same virtual address is used by two or more different address spaces, which is why it needs to be in the match.

#### Locality of Reference

The page table group may be cached in the system read cache for performance. It is likely that the same PTG group will be used multiple times due to the locality of reference exhibited by running software.

#### Access Rights

To avoid duplication of data the access rights are stored in another table called the PMT for access rights table. The first time a translation is loaded the access rights are looked-up from the PMT. A bit is set in the TLB entry indicating that the access rights are valid. On subsequent translations the access rights are not looked up, but instead they are read from values cached in the TLB.

#### Location of Page Table

Thor2023’s hash page table is in the physical address space at $FFAxxxxx. It is a specially dedicated block RAM memory which has two sides. One side is updateable and readable via the load hexi-byte pair and store hexi-byte pair LDHP, STHP instructions. The other side is updateable and readable in terms of page groups by the hash page table control logic.

### Thor2023 Hierarchical Page Table Setup

#### Page Table Entries - PTE

For hierarchical tables the structure is like that of hashed page tables except that there is no need to store the virtual address or the ASID. We know the virtual address because it is what is being translated and there is no chance of collisions unlike the hash table. Since there is a separate page table for each process the ASID does not need to be stored in it. The structure is 64 bits in size. This allows 8192 PTEs to fit into an 64kB page.

There are three types of page table entries. The first type, 0, is a pointer to a 64kB page of memory, the second type, 1, is a pointer to a 256B page of I/O, and the third type, 2, is an entry that points to lower-level page tables. The type is determined by the ‘Ty’ bits in the PTE. PTE’s that point to lower-level page tables are sometimes called page table pointers, PTPs.

#### Page Table Entry Format – PTE

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL3 | ~ | Ty | M | RWX3 | A | PPN19..0 |
| PPN51..20 | | | | | | | |

##### Type 0 – memory page pointer

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL3 | ~ | 0 | M | RWX3 | A | PPN19..0 |
| PPN51..20 | | | | | | | |

##### Type 1 – I/O page pointer

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL3 | ~ | 1 | ~ | RWX3 | ~ | IOPN27..8 |
| IOPN7..0 | | | | | IOPN51..28 | | |

##### Type 1- page table pointer

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL3 | ~ | 2 | ~ | ~3 | ~ | PPN19..0 |
| PPN51..20 | | | | | | | |

|  |  |  |
| --- | --- | --- |
| Field | Size | Purpose |
| PPN | 52 | Physical page number |
| A | 1 | 1=accessed |
| X | 1 | 1=executable |
| W | 1 | 1=writeable |
| R | 1 | 1=readable |
| M | 1 | 1=modified |
| V | 1 | 1 if entry is valid, otherwise 0 |
| T | 1 | 0=page pointer,1 = table pointer |
| LVL | 3 | the page table level of the entry pointed to |

#### Super Pages

The hierarchical page table allows “super pages” to be defined. These pages bypass lower levels of page tables by using an entry at a high level to represent a block containing a large number of pages. If the page level is greater than zero and the PTE is marked as a pointer to a memory page then it is pointing to a super page. A super page pointer contains both a pointer to the block of pages and a super page length field. The length field is provided to restrict memory access to an address range between the super page pointer and the super page pointer plus the number of pages specified in the length. A typical use would be to point to the system ROM which may be several megabytes and yet shorter than the maximum size of the super page.

For example, a system ROM is located 512 MB before the end of physical memory. The ROM is only 1MB in size. So, it is desired to setup a super page pointer to the ROM and restrict access to a single megabyte. The PTE for this would look like:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | 13 | ~2 | 0 | M | 53 | A | 0x1FF9 | 0x00f11 |
| 0xFFFFFFFF32 | | | | | | | | |

##### 512MB pages

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | 13 | ~2 | 0 | M | RWX3 | A | PPN19..11 | PC11 |
| PPN51..20 | | | | | | | | |

##### 64GB pages

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | 23 | ~2 | 0 | M | RWX3 | A | PC19..0 | |
| PPN51..22 | | | | | | | | PC21..20 |

#### MMU Cache

To improve the performance of PDE lookups. The MMU has a small fully associative cache for PDE lookups.

## TLB – Translation Lookaside Buffer

### Overview

A simple page map is limited in the translations it can perform because of its size. The solution to allowing more memory to be mapped is to use main memory to store the translations tables.

However, if every memory access required two or three additional accesses to map the address to a final target access, memory access would be quite slow, slowed down by a factor or two or three, possibly more. To improve performance, the memory mapping translations are stored in another unit called the TLB standing for Translation Lookaside Buffer. This is sometimes also called an address translation cache ATC. The TLB offers a means of address virtualization and memory protection. A TLB works by caching address mappings between a real physical address and a virtual address used by software. The TLB deals with memory organized as pages. Typically, software manages a paging table whose entries are loaded into the TLB as translations are required.

The TLB is a cache specialized for address translations. Thor2023’s TLB is quite large being five way associative with 1024 entries per way. This choice of size was based on the minimum number of block RAMs that could be used to implement the TLB. On a TLB miss the page table is searched for a translation and if found the translation is stored in one of the ways of the TLB. The way selected is determined either randomly or in a least-recently-used fashion as one of the first four ways. The fifth way may not be updated automatically by a page table search, it must be updated by software.

### Size / Organization

The TLB has 1024 entries per set. The size was chosen as it is the size of one block ram for 32-bit data in the FPGA. This is quite a large TLB. Many systems use smaller TLBs. Typically, systems vary between 64 and 1024 entries. There is not really a need for such a large one, however it is available.

The TLB is organized as a five-way set associative cache. The fifth way may only be updated by software. The fifth way allows translations to be stored that will not be overwritten.

### TLB Entries - TLBE

Closely related to page table entries are translation look-aside buffer, TLB, entries. TLB entries have more fields to provide access counting and keyed access. The additional field are populated from the page management table, PMT.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL3 | ~2 | T | M | RWX3 | A | PPN19..0 | | | | |
| PPN51..20 | | | | | | | | | | | |
| AS15..0 | | | | | | | | Virtual Page Number17..10 | ~2 | G | BC5 |
| VPN49..18 | | | | | | | | | | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | N | M | ~9 | | C | E | AL2 | ~16 |
| ACL16 | | | | | | | | Share Count16 |
| Access Count32 | | | | | | | | |
| PL8 | | | | Key24 | | | | |

|  |
| --- |
| PTE Address31..0 |
|  |

The TLB entry also contains pointers to the PTE and PMT entries used to update the TLB. The TLB needs this information to be able to update those structures in memory.

### What is Translated?

The TLB processes addresses including both instruction and data addresses for all modes of operation. It is known as a *unified* TLB.

### Page Size

Because the TLB caches address translations it can get away with a much smaller page size than the page map can for a larger memory system. 4kB is a common size for many systems. There are some indications in contemporary documentation that a larger page size would be better. In this case the TLB uses 64kB. For a 512MB system (the size of the memory in the test system) there are 8192 64kB pages.

### Management

The TLB unit may be updated by either software or hardware. This is selected in the page table base register. If software miss handling is selected when a translation miss occurs, an exception is generated to allow software to update the TLB. It is left up to software to decide how to update the TLB. There may be a set of hierarchical page tables in memory, or there could be a hash table used to store translations.

### Accessing the TLB

A TLB entry contains too much information to be updated with a single register write. Since the information must also be updated atomically to ensure correct operation, the TLB update occurs in an indirect fashion. First holding registers are loaded with the desired values, then all the holding registers are written to the TLB in a single atomic cycle. The TLB is addressed in the physical memory space in the address range $F…FE000xx. There are seven buckets which must be filled with TLB info using STO instructions. Then address $F…FE00038 is written to causing the TLB to be updated.

The low order bits of the bucket six determine which way to update in the TLB if the algorithm is a fixed or LRU way algorithm. Otherwise, a way to update will be selected randomly. The data is octa-byte aligned. When the LRU algorithm is active the most recently used entry is placed in way #0. It may be desirable to bump out entry #3 and replace it with the new entry for LRU operation.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Bucket | 63 32 | 31 16 | 15 | 14 5 | 4 3 | 2 0 |
| 00 | PTE63..0 | | | | | |
| 08 | PTE127..64 | | | | | |
| 10 | PMT63..0 | | | | | |
| 18 | PMT127..64 | | | | | |
| 20 |  | PTE Address | | | | |
| 28 |  | PMT Address | | | | |
| 30 |  | | 0 | Entry Num10 | ~2 | way3 |
| 38 |  | | | | | |

#### Example TLB Update Routine

|  |  |
| --- | --- |
| \_TLBMap:  ldo a0,0[sp]  ldo a1,8[sp]  ldo a2,16[sp]  ldo a3,24[sp]  ldo a4,32[sp]  ldo a5,40[sp]  ldo a6,48[sp]  ; <lock TLB update semaphore>  sto a1,0xFFE00000 # PTE value  sto a2,0xFFE00008 # PTE value  sto a3,0xFFE00010 # PMT value  sto a4,0xFFE00018 # PMT value  sto a5,0xFFE00020 # PTE address  sto a6,0xFFE00028 # PMT address  sto a0,0xFFE00030 # entry number  sto r0,0xFFE00038 # triggers a TLB update  ; <unlock TLB update semaphore>  add sp,sp,56  rts |  |

### TLB Entry Replacement Policies

The TLB supports three algorithms for replacement of entries with new entries on a TLB miss. These are fixed replacement (0), least recently used replacement (1) and random replacement (2). The replacement method is stored in the AL2 bits of the page table base register.

For fixed replacement, the way to update must be specified by a software instruction. Least recently used replacement, LRU, rotates the most recent address translation to the first way and updates by over-writing the value in the third way. Random replacement chooses a way to replace at random.

### Flushing the TLB

The TLB maintains the address space (ASID) associated with a virtual address. This allows the TLB translations to be used without having to flush old translations from the TLB during a task switch.

### Reset

On a reset the TLB is preloaded with translations that allow access to the system ROM.

#### Global Bit

In addition to the ASID the TLB entries contain a bit that indicates that the translation is a global translation and should be present in every address space.

## IO Address Resolver

The IO address resolver resolves a virtual address down to a finer resolution than memory pages for access to IO devices. IO pages are 256B in size compared to a memory page of 64kB.

The IOAR contains 4096 entries which contain the lower 32-bits of the physical address for IO devices. The low order eight bits of the address pass through the MMU unchanged. Virtual address bits 8 to 19 index a 4096-entry table used to lookup the physical address.

### IOAR Entry Format – IOARE

|  |  |  |  |
| --- | --- | --- | --- |
| V | RWX3 | ~4 | IOPN23..0 |

# Instruction Set

## Overview

Thor was a variable length instruction set with instructions varying in length from one to eight bytes. Thor2023 is primarily a fixed length instruction with provision for additional instruction words used for constants. Reducing the variety of instruction sizes makes implementation of decoders more economical.

# Instruction Descriptions

## Opcode Maps

### Major Opcode

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  TRAP | 1 | 2  {R2} | 3  {CSR} | 4  ADDI | 5  CMPI | 6  MULI | 7  DIVI |
|  | 8  ANDI | 9  ORI | 10  EORI | 11  CHK | 12  {FLT2} | 13  {BIT} | 14  {SHIFT} | 15  FMA |
| 1x | 16  LOAD | 17  LOADZ | 18  STORE | 19  BMAP | 20  FADDI | 21  FCMPI | 22  FMULI | 23  FDIVI |
|  | 24  JSR, JMP | 25  CMPXCHG | 26  {AMO} | 27 | 28  Bcc | 29  DBcc | 30 | 31  PFX / NOP |

### {R2} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  CNTLZ | 1 | 2  CNTPOP | 3  ABS | 4  ADD | 5  CMP | 6  MUL | 7  DIV |
|  | 8  AND | 9  OR | 10  EOR | 11 | 12 | 13  CHRNDX | 14  CLMUL | 15  SQRT |
| 1x | 16  DIF | 17  PTRDIF | 18  REVBIT | 19  BMAP | 20 | 21 | 22  SM4ED | 23  SM4KS |
|  | 24  JMP / JSR | 25 | 26  AES64DS | 27  AES64DSM | 28  AES64ES | 29  AES64ESM | 30  AES64KS1I | 31  AES64KS2 |
| 2x | 32  PRED | 33  CARRY | 34  VMASK | 35  ATOM | 36  ROUND | 37 | 38 | 39 |
|  | 40  V2BITS | 41  BITS2V | 42  VEX | 43  VEINS | 44  VGNDX | 45 | 46 | 47 |
| 3x | 48  MIN | 49  MAX | 50  BMM | 51  MUX | 52 | 53  AES64IM | 54  SM3P0 | 55  SM3P1 |
|  | 56  SHA256  SIG0 | 57  SHA256  SIG1 | 58  SHA256  SUM0 | 59  SHA256  SUM1 | 60  SHA512  SIG0 | 61  SHA512  SIG1 | 62  SHA512  SUM0 | 63  SHA512  SUM1 |

### {SHIFT}

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  ASL | 1  ASR | 2  LSL | 3  LSR | 4  ROL | 5  ROR | 6 | 7 |
|  | 8  ZXB | 9  SXB | 10 | 11 | 12 | 13 | 14 | 15 |
| 1x | 16  VSHLV | 17  VSHRV | 18 | 19 | 20 | 21 | 22 | 23 |
|  | 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 |
| 2x | 32  ASLI | 33  ASRI | 34  LSLI | 35  LSRI | 36  ROLI | 37  RORI | 38 | 39 |
|  | 40  ZXBI | 41  SXBI | 42 | 43 | 44 | 45 | 46 | 47 |
| 3x | 48  VSHLVI | 49  VSHRVI | 50 | 51 | 52 | 53 | 54 | 55 |
|  | 56 | 57 | 58 | 59 | 60 | 61 | 62 | 63 |

### {FLT2} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  FSCALEB | 1  {FLT1} | 2  FMIN | 3  FMAX | 4  FADD | 5  FCMP | 6  FMUL | 7  FDIV |
|  | 8  FSEQ | 9  FSLT | 10  FSLE | 11  FSNE | 12 | 13 | 14  FNXT | 15  FREM |
| 1x | 16 |  |  |  |  |  |  |  |
|  | 24 |  |  |  |  |  |  |  |

### {FLT1} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0 | 1 | 2  FOTI | 3  ITOF | 4 | 5 | 6  FSIGN | 7  FSIG |
|  | 8  FSQRT | 9  FS2D | 10  FS2T | 11  FD2T | 12 | 13 | 14  ISNAN | 15  FINITE |
| 1x | 16 | 17 | 18 | 19 | 20 | 21  FTRUNC | 22 | 23  FRES |
|  | 24 | 25  FD2S | 26  FT2S | 27  FT2D | 28 | 29 | 30  FCLASS | 31 |
| 2x | 32  FABS | 33 | 34  FNEG | 35 | 36 | 37 | 38 | 39 |
|  | 40 |  |  |  |  |  |  |  |
| 3x | 48 |  |  |  |  |  |  |  |
|  | 56 |  |  |  |  |  |  |  |

### {AMO} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  SWAP | 1 | 2  MIN | 3  MAX | 4  ADD | 5 | 6  ASL | 7  LSR |
|  | 8  AND | 9  OR | 10  EOR | 11 | 12  MINU | 13  MAXU | 14 | 15  CAS |
| 1x | 16  SWAPI | 17 | 18  MIN | 19  MAX | 20  ADDI | 21 | 22  ASLI | 23  LSRI |
|  | 24  ANDI | 25  ORI | 26  EORI | 27 | 28  MINU | 29  MAXU | 30 | 31  CAS |

Operand Swapping

Many instructions allow first and second source operands to be swapped. This is indicated by the swap ‘S’ bit in the instruction. This is particularly useful for instructions that are non-commutative like SUB and DIV.

Operand Swap

|  |  |
| --- | --- |
| **Operand Order** | **S** |
| Normal | 0 |
| 1st and 2nd Swapped | 1 |

### Operand Sizes

Many instructions support four different operand sizes: byte, wyde, tetra and octa. The operand size is selected by suffixing the mnemonic with ‘b’ for byte, ‘w’ for wyde, ‘t’ for tetra and ‘o’ for octa.

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .c | 24-bit |
| 5 | .p | 40-bit Penta |
| 6 | .n | 96-bit |
| 7 |  | reserved |

## Arithmetic Operations

### Representations

#### Int:96

|  |
| --- |
| 95 0 |
| 96 bits |

#### Int:64

|  |
| --- |
| 63 0 |
| 64 bits |

#### Int:40

|  |
| --- |
| 39 0 |
| 40 bits |

#### Int:32

|  |
| --- |
| 31 0 |
| 32 bits |

#### Int:16

|  |
| --- |
| 15 0 |
| 16 bits |

#### Int:8

|  |
| --- |
| 7 0 |
| 8 bits |

### ABS – Absolute Value

**Description:**

This instruction computes the absolute value of the contents of the source operand and places the result in Rt.

**Supported Operand Sizes:** .b, .w, .t, .o

**Integer Instruction Format: R2**

**ABS Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 36 | ~2 | 0 | 0 | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

If Ra < 0

Rt = -Ra

else

Rt = Ra

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### ADD - Addition

**Description:**

Add two source operands and place the sum in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values unless the decimal mode flag is set in which case values are treated as BCD numbers. This instruction may be used with the [CARRY](#_CARRY) modifier to perform extended precision addition.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra + Rb or Rt = Ra + Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**ADD Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 46 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**ADD Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 45 |

**Clock Cycles: 1**

### AND – Bitwise And

**Description:**

Bitwise ‘and’ two source operands and place the result in the target register. The one’s complement of operands may be used by setting the appropriate ‘S’ bit in the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Clock Cycles: 1**

**Operation:**

Rt = Ra & Rb or Rt = Ra & Imm

**Instruction Formats:**

**AND Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**AND Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 85 |

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### BMAP – Byte Map

**Description:**

First the target register is cleared, then bytes are mapped from the 12-byte source Ra into bytes in the target register. This instruction may be used to permute the bytes in register Ra and store the result in Rt. This instruction may also pack bytes, wydes or tetras. The map is determined by the low order 48-bits of register Rb or a 48-bit immediate constant. Bytes which are not mapped will end up as zero in the target register.

**Instruction Formats:**

**BMAP Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 196 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**BMAP Rt,Ra,Imm48**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 23 | 22 | | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | S | ~9 | Sa | | Ra6 | St | Rt6 | V | Sz3 | 195 |
| Immediate31..0 | | | | | | | | | 03 | 315 |
| ~16 | | | | Imm47..32 | | | | | 13 | 315 |

**Clock Cycles: 1**

**Operation:**

**Vector Operation**

**Execution Units:** First Integer ALU

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CHK – Check Register Against Bounds

**Description**:

A register is compared to two values. If the register is outside of the bounds defined by Rb and an immediate value then an exception will occur. Ra must be greater than or equal to Rb and Ra must be less than the immediate.

**Instruction Formats:**

**CHK Ra, Rb, Cn – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 12 | 11 9 | 8 | 7 5 | 4 0 |
| ~ | Vc | Rc6 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | ~ | ~3 | Cn3 | V | Sz3 | 115 |

**Clock Cycles: 1**

|  |  |
| --- | --- |
| cn3 | exception when not |
| 0 | Ra >= Rb and Ra < Rc |
| 1 | Ra >= Rb and Ra <= Rc |
| 2 | Ra > Rb and Ra < Rc |
| 3 | Ra > Rb and Ra <= Rc |
| 4 | not (Ra >= Rb and Ra < Rc) |
| 5 | not (Ra >= Rb and Ra <= Rc) |
| 6 | not (Ra > Rb and Ra < Rc) |
| 7 | not (Ra > Rb and Ra <= Rc) |

**CHKI Ra, Imm, Cn**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 12 | 11 9 | 8 | 7 5 | 4 0 |
| Imm11..4 | 1 | Vb | Sb | Rb6 | Sa | Ra6 | Imm3..0 | Cn3 | V | Sz3 | 115 |

**Clock Cycles: 1**

|  |  |
| --- | --- |
| cn3 | exception when not |
| 0 | Ra >= Rb and Ra < Imm |
| 1 | Ra >= Rb and Ra <= Imm |
| 2 | Ra > Rb and Ra < Imm |
| 3 | Ra > Rb and Ra <= Imm |
| 4 | not (Ra >= Rb and Ra < Imm) |
| 5 | not (Ra >= Rb and Ra <= Imm) |
| 6 | not (Ra > Rb and Ra < Imm) |
| 7 | not (Ra > Rb and Ra <= Imm) |

**Clock Cycles**: 1

**Execution Units:** Integer ALU

**Exceptions**: bounds check

**Notes:**

The system exception handler will typically transfer processing back to a local exception handler.

### CLMUL – Carry-less Multiply

**Description**:

Compute the low order product bits of a carry-less multiply.

**Instruction Formats:**

**CLMUL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 46 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 4**

**CLMUL Rt,Ra,Imm8**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 46 | ~2 | 1 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 4**

**Exceptions**: none

**Execution Units: First** Integer ALU

Operations

Rt = Ra \* Rb

**Vector Operation**

for x = 0 to VL - 1

if (Vm[x]) Vt[x] = Va[x] \* Vb[x]

else if (z) Vt[x] = 0

else Vt[x] = Vt[x]

**Exceptions**: none

### CMP - Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as signed and unsigned integers.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = Ra ? Rb or Rt = Ra ? Imm or Rt = Imm ? Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**ADD Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 56 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**ADD Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 55 |

**Clock Cycles: 1**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal |  |
| 1 | LT | < less than |  |
| 2 | LE | <= less than or equal |  |
| 3 | LO / CS | < unsigned less than |  |
| 4 | LS | <= unsigned less than or equal |  |
| 5 | AND | And |  |
| 6 | OR | Or |  |
| 7 | T | 1 |  |
| 8 | NE | < > not equal |  |
| 9 | GE | >= greater than or equal |  |
| 10 | GT | > greater than |  |
| 11 | HS / CC | unsigned greater than or equal |  |
| 12 | HI | unsigned greater than |  |
| 13 | NAND | nand |  |
| 14 | NOR | Nor |  |
| 15 | SR | Branch subroutine |  |

### CNTLZ – Count Leading Zeros

**Description:**

This instruction counts the number of consecutive zero bits beginning at the most significant bit towards the least significant bit.

**Supported Operand Sizes:** .b, .w, .t, .o

**Integer Instruction Format: R1**

**CNTLZ Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 06 | ~2 | 0 | 0 | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CNTPOP – Count Population

**Description:**

This instruction counts the number of bits set in a register.

**Supported Operand Sizes:** .b, .w, .t, .o

**Integer Instruction Format: R1**

**CNTPOP Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 26 | ~2 | 0 | 0 | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CSR – Control and Special Registers Operations

**Description:**

Perform an operation on a CSR.

|  |  |  |
| --- | --- | --- |
| **Operation** | **Op3** |  |
| Read CSR | 0 |  |
| Write CSR | 1 |  |
| Or to CSR (set bits) | 2 |  |
| And complement to CSR (clear bits) | 3 |  |
| Exclusive Or to CSR (flip bits) | 4 |  |

**Supported Operand Sizes:** N/A

|  |  |  |
| --- | --- | --- |
| **Regno** |  |  |
| $000 | reserved | Not used |
| $002 | sr | Status register (privileged) |
| $120 | Tick | Tick count (read only) |
| $121 | Coreno | Core number ( read only) (privileged) |
| $127 |  |  |

**Instruction Formats:**

**OR Rt, Ra, CSR**

**ANDC Rt, Ra, CSR**

**EOR Rt, Ra, CSR**

**CSR Rt,Ra,#Regno12**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 3938 | 37 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Regno13..8 | S | Regno7..0 | Sa | Ra6 | St | Rt6 | V | Op3 | 35 |

**Clock Cycles: 1**

**CSR Rt, #Regno12, #Imm**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 3938 | 37 32 | 31 | 30 23 | 22 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Regno13..8 | S | Regno7..0 | Imm7 | St | Rt6 | V | Op3 | 35 |

### DIVS – Signed Division

**Description:**

Divide source dividend operand by divisor operand and place the quotient in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra / Rb or Rt = Ra / Imm or Rt = Imm / Ra

**Instruction Formats:**

**DIVS Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 76 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 100**

**DIVS Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 75 |

**Clock Cycles: 100**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### DIVU – Unsigned Division

**Description:**

Divide source dividend operand by divisor operand and place the sum in the target register. All registers are integer registers. Arithmetic is unsigned twos-complement values.

Immediate mode is not available for this instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra / Rb or Rt = Ra / Imm or Rt = Imm / Ra

**Instruction Formats:**

**DIVU Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 76 | 12 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 100**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### EOR – Bitwise Exclusive Or

**Description:**

Bitwise exclusive ‘or’ two source operands and place the sum in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = Ra ^ Rb or Rt = Ra ^ Imm

**Instruction Formats:**

**EOR Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 106 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**EOR Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 105 |

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### ENOR – Bitwise Exclusive Nor

**Description:**

Bitwise exclusive ‘nor’ two source operands and place the result in the target register.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = ~(Ra ^ Rb) or Rt = ~(Ra ^ Imm)

**Instruction Formats:**

**ENOR Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 106 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**ENOR Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 105 |

**Clock Cycles: 1**

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### PFX – Constant Postfix

**Description:**

The PFX instruction postfix is used to build large constants for use in the preceding instruction as the immediate constant for the instruction. There are three postfix instructions which extend the constant from different bit locations. They should be used in the order PFX0, PFX1. A postfix may be omitted if the omitted bits match what would be included.

Postfixes are normally caught at the decode stage and do not progress further in the pipeline. They are treated as a NOP instruction.

**Supported Operand Sizes:** N/A

**Instruction Format:**

This format extends the constant from bit 0 with the 32 bits specified in the instruction and sign extends the value to the width of the constant prefix buffer.

|  |  |  |
| --- | --- | --- |
| 39 8 | 7 5 | 4 0 |
| Immediate32 | 03 | 315 |

**Instruction Format:**

This format extends the previous constant value by 32 bits beginning at bit 32 and sign extends the value to the width of the machine.

|  |  |  |
| --- | --- | --- |
| 39 8 | 7 5 | 4 0 |
| Immediate32 | 13 | 315 |

**Instruction Format:**

This format extends the previous constant value by 32 bits beginning at bit 64 and sign extends the value to the width of the machine.

|  |  |  |
| --- | --- | --- |
| 39 8 | 7 5 | 4 0 |
| Immediate32 | 23 | 315 |

### MULS – Multiply Signed

**Description:**

Multiply two source operands and place the sum in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values. The ‘S’ flag indicates to perform an unsigned multiply.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra \* Rb or Rt = Ra \* Imm

**Instruction Formats:**

**MULS Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 66 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 12**

**MULS Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 65 |

**Clock Cycles: 12**

**Clock Cycles:** 12

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### MULU – Unsigned Multiplication

**Description:**

Multiply two source operands and place the product in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values. The ‘S’ flag indicates to perform an unsigned multiply. Unsigned multiply can be used during index calculations.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra \* Rb or Rt = Ra \* Imm

**Instruction Formats:**

**MULU Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 66 | ~2 | 1 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 12**

**MULU Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | 1 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 65 |

**Clock Cycles: 12**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### NAND – Bitwise And and Invert

**Description:**

Bitwise ‘nand’ two source operands and place the result in the target register.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Clock Cycles: 1**

**Operation:**

Rt = ~(Ra & Rb)

**Instruction Formats:**

**NAND Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**NAND Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 85 |

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### NOR – Bitwise Or and Invert

**Description:**

Bitwise ‘or’ two source operands invert the result and place the result in the target register. All registers are integer registers.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = ~(Ra | Rb)

**Instruction Formats:**

**NOR Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 96 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**NOR Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 95 |

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### OR – Bitwise Or

**Description:**

Bitwise ‘or’ two source operands and place the sum in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = Ra | Rb or Rt = Ra | Imm

**Instruction Formats:**

**OR Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 96 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**OR Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 95 |

**Clock Cycles: 1**

**Clock Cycles:** 2

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### REVBIT – Reverse Bit Order

**Description:**

This instruction reverses the order of bits in Ra and stores the result in Rt.

**Integer Instruction Format: R2**

**REVBIT Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 186 | ~2 | 0 | 0 | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

**Execution Units:** I

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### SQRT – Square Root

**Description:**

This instruction computes the square root value of the contents of the source operand and places the result in Rt.

**Supported Operand Sizes:** .b, .w, .t, .o

**Integer Instruction Format: R2**

**SQRT Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 156 | ~2 | 0 | 0 | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = SQRT(Ra)

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

## Floating-Point Operations

### Precision

Floating point operations are always performed at the greatest precision available. Lower precision formats are available for storage.

For decimal floating-point three storage formats are supported. 96-bit triple precision, 64-bit double precision, and 32-bit single precision values.

### Representations

#### Binary Floats

Triple Precision, Float:96

The core uses a 96-bit triple precision binary floating-point representation.

*96-bit values are more compact than 128-bit ones which reduces the amount of hardware required and data being transferred. They have enough significant digits for a wide variety of applications. 64-bit values are not sufficient for some applications. The question then is how much larger of a representation to use. 80-bits is popular, offering about 19 significant digits which is good for a wide variety of applications. 96-bit floats offer about 24 significant digits.*

|  |  |  |
| --- | --- | --- |
| 95 | 94 80 | 79 0 |
| S | Exponent15 | Significand80 |

Double Precision, Float:64

|  |  |  |
| --- | --- | --- |
| 63 | 62 52 | 51 0 |
| S | Exponent11 | Significand52 |

Single Precision, Float:32

|  |  |  |
| --- | --- | --- |
| 31 | 30 23 | 22 0 |
| S | Exponent8 | Significand23 |

Half Precision, Float:16

|  |  |  |
| --- | --- | --- |
| 15 | 14 10 | 9 0 |
| S | Exponent5 | Significand10 |

#### Decimal Floats

The core uses a 96-bit densely packed decimal triple precision floating-point representation.

|  |  |  |  |
| --- | --- | --- | --- |
| 95 | 94 90 | 89 80 | 79 0 |
| S | Combo5 | Exponent10 | Significand80 |

The significand stores 25 densely packed decimal digits. One whole digit before the decimal point.

The exponent is a power of ten as a binary number with an offset of 1535. Range is 10-1535 to 101536

64-bit double precision decimal floating point:

|  |  |  |  |
| --- | --- | --- | --- |
| 63 | 62 58 | 57 50 | 49 0 |
| S | Combo5 | Exponent8 | Significand50 |

The significand stores 16 DPD digits. One whole digit before the decimal point.

32-bit single precision decimal floating point:

|  |  |  |  |
| --- | --- | --- | --- |
| 31 | 30 26 | 25 20 | 19 0 |
| S | Combo5 | Exponent6 | Significand20 |

The significand store 7 DPD digits. One whole digit before the decimal point.

### Rounding Modes

#### Binary Float Rounding Modes

|  |  |
| --- | --- |
| Rm3 | Rounding Mode |
| 000 | Round to nearest ties to even |
| 001 | Round to zero (truncate) |
| 010 | Round towards plus infinity |
| 011 | Round towards minus infinity |
| 100 | Round to nearest ties away from zero |
| 101 | Reserved |
| 110 | Reserved |
| 111 | Use rounding mode in float control register |

#### Decimal Float Rounding Modes

|  |  |
| --- | --- |
| Rm3 | Rounding Mode |
| 000 | Round ceiling |
| 001 | Round floor |
| 010 | Round half up |
| 011 | Round half even |
| 100 | Round down |
| 101 | Reserved |
| 110 | Reserved |
| 111 | Use rounding mode in float control register |

### Operand Sizes

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | Reserved |
| 1 | .h | 16-bit half |
| 2 | .s | 32-bit single |
| 3 | .d | 64-bit double |
| 4 |  | Reserved |
| 5 |  | Reserved |
| 6 | .t | 96-bit triple |
| 7 |  | reserved |

### FABS – Absolute Value

**Description:**

This instruction computes the absolute value of the contents of the source operand and places the result in Rt. The sign bit of the value is cleared. No rounding occurs.

**Integer Instruction Format: R1**

**FABS Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 15 | ~3 | 0 | 0 | 0 | 326 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**Operation:**

FPt = Abs(FPa)

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FADD –Float Addition

**Description:**

Add two source operands and place the sum in the target register. All registers values are treated as 96-bit floating-point values. An immediate value is converted to 96-bit triple precision from half, single, or double precision.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra + Rb or Rt = Ra + Imm

**Clock Cycles:** 8

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FADD Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 45 | Rm3 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**FADD Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |

**FADD Rt,Ra,Imm32**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~8 | S | ~8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |
| Immediate32 | | | | | | | | 03 | 315 |

**FADD Rt,Ra,Imm64**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~8 | S | ~8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |
| Immediate31..0 | | | | | | | | 03 | 315 |
| Immediate63..32 | | | | | | | | 13 | 315 |

**FADD Rt,Ra,Imm64**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~8 | S | ~8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |
| Immediate31..0 | | | | | | | | 03 | 315 |
| Immediate63..32 | | | | | | | | 13 | 315 |
| Immediate95..64 | | | | | | | | 23 | 315 |

### FCMP - Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as floating-point values. This instruction may compare against lower precision immediate values to conserve code space.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra ? Rb or Rt = Ra ? Imm or Rt = Imm ? Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FCMP Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 55 | ~3 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**FCMP Rt,Ra,Imm13**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 215 |

**Clock Cycles: 1**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt bit | Mnem. | Meaning | Test |
|  |  | **Float Compare Results** |  |
| 0 | EQ | equal | !nan & eq |
| 1 | NE | not equal | !eq |
| 2 | GT | greater than | !nan & !eq & !lt & !inf |
| 3 | UGT | Unordered or greater than | Nan || (!eq & !lt & !inf) |
| 4 | GE | greater than or equal | Eq || (!nan & !lt & !inf) |
| 5 | UGE | Unordered or greater than or equal | Nan || (!lt || eq) |
| 6 | LT | Less than | Lt & (!nan & !inf & !eq) |
| 7 | ULT | Unordered or less than | Nan | (!eq & lt) |
| 8 | LE | Less than or equal | Eq | (lt & !nan) |
| 9 | ULE | unordered less than or equal | Nan | (eq | lt) |
| 10 | GL | Greater than or less than | !nan & (!eq & !inf) |
| 11 | UGL | Unordered or greater than or less than | Nan | !eq |
| 12 | ORD | Greater than less than or equal / ordered | !nan |
| 13 | UN | Unordered | Nan |
| 14 |  |  |  |
| 15 |  |  |  |

### FDIV –Float Division

**Description:**

Divide two source operands and place the quotient in the target register. All registers values are treated as 96-bit floating-point values.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra / Rb or Rt = Ra / Imm or Rt = Imm / Ra

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FDIV Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 75 | Rm3 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 150**

**FDIV Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 235 |

**Clock Cycles: 150**

### FMUL –Float Multiplication

**Description:**

Multiply two source operands and place the product in the target register. All registers values are treated as 96-bit floating-point values.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra \* Rb or Rt = Ra \* Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FDIV Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 65 | Rm3 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 8**

**FDIV Rt,Ra,Imm13**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 225 |

**Clock Cycles: 8**

### FNEG – Negate Value

**Description:**

This instruction computes the negative value of the contents of the source operand and places the result in Rt. The sign bit of the value is inverted. No rounding occurs.

**Integer Instruction Format: R1**

**FNEG Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 15 | ~3 | 0 | 0 | 0 | 346 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**Operation:**

Rt = -Ra

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FSCALEB –Scale Exponent

**Description:**

Add the source operand to the exponent.

**Supported Operand Sizes:**

**Operation:**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSCALEB Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 04 | 03 | 0 | Vb | Sb | Rb6 | Va | Sa | Ra6 | Vt | St | Rt6 | Sz3 | 125 |

**Clock Cycles: 1**

**FSCALEB Rt, Ra, #Imm – Immediate**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 33 | 32 | 31 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 04 | 13 | 0 | Imm8 | Va | Sa | Ra6 | Vt | St | Rt6 | Sz3 | 125 |

|  |  |  |  |
| --- | --- | --- | --- |
| ~16 | Immediate15..0 | 03 | 315 |

**Clock Cycles: 1**

### FSUB –Float Subtraction

**Description:**

Subtract two source operands and place the difference in the target register. All registers values are treated as 88-bit floating-point values. This is an alternate mnemonic for the [FADD](#_FADD_–Float_Addition) instruction where the second source operand, Rb is assumed negated.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra + -Rb or Rt = Ra + -Imm

**Clock Cycles:** 8

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSUB Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 45 | Rm3 | 0 | Vb | 1 | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 8**

**FSUB Rt,Ra,Imm13**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |

**Clock Cycles: 8**

s

### FTRUNC – Truncate Fraction

**Description:**

This instruction truncates off the fractional portion of the number leaving only the integer portion. No rounding occurs.

**Integer Instruction Format: R1**

**FTRUNC Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 15 | ~3 | 0 | 0 | 0 | 216 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**Operation:**

Rt = Trunc(Ra)

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

## String Operations

### Representations

#### Strings

|  |  |  |
| --- | --- | --- |
| 95 92 | 91 64 | 63 0 |
| Typ | Length28 | Pointer64 |

#### UTF8 Chars

|  |
| --- |
| 95 0 |
| 12 characters |

#### UTF24 Chars

|  |
| --- |
| 95 0 |
| 4 characters |

### CHRNDX – Character Index

**Description:**

This instruction searches Ra, which is treated as an array of characters, for a character value specified by Rb and places the index of the character into the target register Rt. If the character is not found -1 is placed in the target register. A common use would be to search for a null byte. The index result may vary from -1 to +11 for UTF8 characters or -1 to +3 for UTF24 characters. The index of the first found byte is returned (closest to zero).

**Supported Operand Sizes:** .b, .c

**Instruction Formats:**

**CHRNDX Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 136 | ~ | 0 | Vb | Sb | Rb6 | Va | Sa | Ra6 | Vt | St | Rt6 | Sz3 | 25 |

**Clock Cycles: 1**

**CHRNDX Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 136 | ~ | 1 | Imm8 | Va | Sa | Ra6 | Vt | St | Rt6 | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = Index of (Rb in Ra)

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

## Bit Manipulation Operations

### CLR – Clear Bit Field

**Description:**

A bit field in the source operand is cleared and the result placed in the target register. The specified bit to clear is modulo the operand size.

**Supported Operand Sizes:** .b, .w, .t, .o

**Flag Updates:** none

**Operation:**

Rt = Ra &~bit Rb or Ra = Ra &~bit imm

**Instruction Formats:**

**CLR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 04 | ~5 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**Clock Cycles: 1**

**CLR Rt, Ra,Offs7,Wid4**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 84 | Wid6 | Offs7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**Clock Cycles: 1**

**CLR Rt, Ra,Imm8,Imm8**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 32 | 31 | 30 | 29 23 | | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 84 | ~4 | ~ | ~ | ~7 | | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |
| ~16 | | | | | Width8 | | | Offset8 | | | 03 | 315 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### COM – Complement Bit Field

**Description:**

A bit in the source operand is changed and placed in the target register. The specified bit to change is modulo the operand size.

**Supported Operand Sizes:** .b, .w, .t, .o

**Flag Updates: none**

**Operation:**

Rt[Rb] = ~Ra[Rb] or Rt[Imm] = ~Ra[Imm]

**Instruction Formats:**

**COM Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 35 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 24 | ~5 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**COM Rt, Ra,Offs7,Wid6**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 35 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 104 | Wid6 | Offs7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**COM Rt, Ra,Imm8,Imm8**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 104 | ~2 | ~ | ~ | ~7 | | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |
| ~16 | | | | | Width8 | | | Offset8 | | | 03 | 315 |

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### SET – Set Bit Field

**Description:**

A bit in the source operand is set and placed in the target register.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra | bit Rb or Rt = Ra or Bit[Imm]

**Instruction Formats:**

**SET Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 14 | ~5 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**SET Rt, Ra,Offs7,Wid6**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 94 | Wid6 | Offs7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**SET Rt, Ra,Offset8,Width8**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 3532 | 31 | 30 | 29 23 | | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 94 | ~4 | ~ | ~ | ~7 | | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |
| ~16 | | | | | Width8 | | | Offset8 | | | 03 | 315 |

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### EXTS – Extract Signed Bit Field

**Description:**

Extract a bit field from the source operand and place the bit field in the target register. The field is sign extended.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra[Rb] or Rt = Ra[Imm]

**Instruction Formats:**

**EXTS Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 54 | ~5 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**Clock Cycles: 1**

**EXTS Rt, Ra,Offs7,Wid6**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 134 | Wid6 | Offs7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**EXTS Rt, Ra,Offset8,Width8**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 3532 | 31 | 30 | 29 23 | | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 134 | ~4 | ~ | ~ | ~7 | | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |
| ~16 | | | | | Width8 | | | Offset8 | | | 03 | 315 |

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### EXTU – Extract Bit Field

**Description:**

Extract a bit field from the source operand and place the bit field in the target register. The field is zero extended.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra[Rb] or Rt = Ra[Imm]

**Instruction Formats:**

**EXTU Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 44 | ~5 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**Clock Cycles: 1**

**EXTU Rt, Ra,Offs7,Wid6**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 35 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 124 | Wid6 | Offs7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |

**EXTU Rt, Ra,Offset8,Width8**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 36 | 3532 | 31 | 30 | 29 23 | | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 124 | ~4 | ~ | ~ | ~7 | | Sa | Ra6 | St | Rt6 | V | Sz3 | 135 |
| ~16 | | | | | Width8 | | | Offset8 | | | 03 | 315 |

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

## Shift and Rotate Operations

### ASL – Arithmetic Shift Left

**Description:**

Shift the first source operand to the left by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. The least significant bit is filled with the value of ‘N’ specified in the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra << Rb or Rt = Ra << Imm

**Instruction Formats:**

**ASL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 06 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ASL Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 326 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### ASR – Arithmetic Shift Right

**Description:**

Shift the first source operand to the right, preserving the sign bit, by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Ra >> Rb or Rt = Ra >> Imm

**Instruction Formats:**

**ASR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 16 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ASR Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 336 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### SBX – Sign Bit Extend

**Description:**

Sign extend a value beginning at a specified bit to the width of the register and place the result in the target register. All registers are integer registers.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

**Instruction Formats:**

**SXB Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 96 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**SXB Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 416 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### LSL – Logical Shift Left

**Description:**

Shift the first source operand to the left by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. Fill the least significant bit with the value specified by ‘N’ in the instruction.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Ra << Rb or Rt = Ra << Imm

**Instruction Formats:**

**LSL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 26 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**LSL Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 346 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### LSR – Logical Shift Right

**Description:**

Shift the first source operand to the right by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. Fill the least significant bit with the value specified by ‘N’ in the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra >> Rb or Rt = Ra >> Imm

**Instruction Formats:**

**LSR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 36 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**LSR Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 356 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### ROL – Rotate Left

**Description:**

Rotate the first source operand to the left by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. The least significant bit is set to the value of the most significant bit exclusively or’d with the value ‘N’ from the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra << Rb or Rt = Ra << Imm

**Instruction Formats:**

**ROL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 46 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ROL Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 366 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### ROR – Rotate Right

**Description:**

Rotate the first source operand through the carry to the right by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. The most significant bit is set to the value of the least significant bit exclusively or’d with the value ‘N’ from the instruction.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Ra >> Rb or Rt = Ra >> Imm

**Instruction Formats:**

**ROR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 56 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ROR Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 376 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### VSHLV – Shift Vector Left

**Description**

Elements of the vector are transferred upwards to the next element position. The first is loaded with the value zero. This is also called a slide operation.

**Instruction Formats:**

**VSHLV Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 166 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**VSHLV Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 486 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Operation**

Amt = Rb

For x = VL-1 to Amt

Vt[x] = Va[x-amt]

For x = Amt-1 to 0

Vt[x] = 0

**Exceptions:** none

### VSHRV – Shift Vector Right

**Description**

Elements of the vector are transferred downwards to the next element position. The last is loaded with the value zero. This is also called a slide operation.

**VSHLR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 176 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**VSHLR Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 496 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Operation**

Amt = Rb

For x = 0 to VL-Amt

Vt[x] = Va[x+amt]

For x = VL-Amt +1 to VL-1

Vt[x] = 0

**Exceptions:** none

### ZBX – Zero Bit Extend

**Description:**

Zero extend a value beginning at a specified bit to the width of the register and place the result in the target register. All registers are integer registers.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Zero Extend(Ra)

**Instruction Formats:**

**ZXB Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ZXB Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 406 | ~2 | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

## Flow Control Instructions

### Bcc – Conditional Branch

Bcc Pn, label

**Description:**

Branch if the predicate condition is met. The displacement is relative to the address of the branch instruction. The branch range is +/- 8MB.

**Instruction Format:**

|  |  |  |  |
| --- | --- | --- | --- |
| 39 16 | 15 10 | 9 5 | 4 0 |
| Disp23..0 | Rn6 | Cond5 | 285 |

|  |  |  |  |
| --- | --- | --- | --- |
| Cond5 | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal |  |
| 1 | LT | < less than |  |
| 2 | LE | <= less than or equal |  |
| 3 | LO / CS | < unsigned less than |  |
| 4 | LS | <= unsigned less than or equal |  |
| 5 | LEZ | <= 0 |  |
| 6 | Z | 0 |  |
| 7 | LTZ / MI | < 0 |  |
| 8 | NE | < > not equal |  |
| 9 | GE | >= greater than or equal |  |
| 10 | GT | > greater than |  |
| 11 | HS / CC | unsigned greater than or equal |  |
| 12 | HI | unsigned greater than |  |
| 13 | GEZ | >= 0 |  |
| 14 | NZ | Not 0 |  |
| 15 | GTZ | >0 |  |
| Cond5 | Mnem. | Meaning | Test |
|  |  | **Float Compare Results** |  |
| 16 | EQ | equal | !nan & eq |
| 17 | NE | not equal | !eq |
| 18 | GT | greater than | !nan & !eq & !lt & !inf |
| 19 | UGT | Unordered or greater than | Nan || (!eq & !lt & !inf) |
| 20 | GE | greater than or equal | Eq || (!nan & !lt & !inf) |
| 21 | UGE | Unordered or greater than or equal | Nan || (!lt || eq) |
| 22 | LT | Less than | Lt & (!nan & !inf & !eq) |
| 23 | ULT | Unordered or less than | Nan | (!eq & lt) |
| 24 | LE | Less than or equal | Eq | (lt & !nan) |
| 25 | ULE | unordered less than or equal | Nan | (eq | lt) |
| 26 | GL | Greater than or less than | !nan & (!eq & !inf) |
| 27 | UGL | Unordered or greater than or less than | Nan | !eq |
| 28 | ORD | Greater than less than or equal / ordered | !nan |
| 29 | UN | Unordered | Nan |
| Cond5 | Mnem. | Meaning | Test |
| 30 | TW | Three-way branch |  |
| 31 | SR | Branch subroutine |  |

**Clock Cycles: 4**

### BRA – Unconditional Branch

**Description:**

Unconditionally branch to a new program address. The displacement is relative to the address of the branch instruction. The branch range is +/- 8MB.

**Instruction Format:**

|  |  |  |  |
| --- | --- | --- | --- |
| 39 16 | 15 10 | 9 5 | 4 0 |
| Disp23..0 | 06 | 65 | 285 |

**Clock Cycles: 3**

### BRK – Breakpoint

**Description:**

Execute the breakpoint exception. This is a form of the TRAP instruction.

**Instruction Format:**

|  |  |
| --- | --- |
| 39 5 | 4 0 |
| 0 | 05 |

### BSR – Branch to Subroutine

**Description:**

Branch to a subroutine placing the address of the next instruction in a register. The displacement is relative to the address of the branch instruction. The branch range is +/- 8MB.

**Instruction Format:**

|  |  |  |  |
| --- | --- | --- | --- |
| 39 16 | 15 10 | 9 5 | 4 0 |
| Disp23..0 | Rt6 | 315 | 285 |

**Clock Cycles: 3**

### BTW – Branch Three-way

BTW Pn, labelLT, labelEQ, labelGT

**Description:**

Branch one of three ways. If the EQ bit is set, branch to the EQ label, otherwise if the LT bit is set, branch to the LT label, otherwise branch to the GT label. The displacement is relative to the address of the branch instruction. The branch range is +/- 128B, about 25 instructions.

**Instruction Format:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 32 | 31 24 | 23 16 | 15 10 | 9 5 | 4 0 |
| DispLT7..0 | DispEQ7..0 | DispGT7..0 | Rn6 | 305 | 285 |

### DBcc – Decrement and Branch

DBcc Rn, label

**Description:**

Decrement the loop counter and branch if the condition is false and the loop counter is not equal to minus one. The displacement is relative to the address of the branch instruction. The branch range is +/- 8MB.

**Instruction Format:**

|  |  |  |  |
| --- | --- | --- | --- |
| 39 16 | 15 10 | 9 5 | 4 0 |
| Disp23..0 | Rn6 | Cond5 | 295 |

### JMP – Jump to Address

**Description:**

Compute the effective address and jump to it. If Ra=53 then the program counter is used. If the indirection bit ‘I’ of the instruction is set then load the address from memory specified by the effective address and jump to it.

**Operation:**

PC = Ra + Rb or PC = Ra + Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**JMP d(Ra, Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 246 | Op2 | 0 | 0 | Sb | Rb6 | Sa | Ra6 | 0 | 06 | 0 | Sc3 | 25 |

**Clock Cycles: 1**

**JMP Imm16 (Ra)**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | 0 | Imm7..0 | Sa | Ra6 | 0 | 06 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

**JMP [d(Ra, Rb)]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 246 | Op2 | 1 | 0 | Sb | Rb6 | Sa | Ra6 | 0 | 06 | 0 | Sc3 | 25 |

**Clock Cycles: 1**

**JMP [Imm16 (Ra)]**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | 1 | Imm7..0 | Sa | Ra6 | 0 | 06 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

|  |  |
| --- | --- |
| Op2 |  |
| 0 | Load PC LSBs |
| 1 | Add to PC |
|  |  |
|  |  |

### JSR – Jump to Subroutine

**Description:**

Compute the effective address and jump to it. The address of the instruction is stored in a register. If Ra=53 then the program counter is used.

**Flag Updates:**

None.

**Operation:**

Rt = PC

PC = Ra + Rb or PC = Ra + Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**JSR (Ra, Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 246 | ~2 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 0 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**JSR Imm16 (Ra)**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 245 |

**Clock Cycles: 1**

### NOP – No Operation

NOP

**Description:**

This instruction does not perform any operation. Ty3 0 to 3 indicates a postfix instruction, and these codes should not be used for other NOPs.

**Instruction Format:**

|  |  |  |
| --- | --- | --- |
| 39 8 | 7 5 | 4 0 |
| Payload32 | Ty3 | 315 |

### RTE – Return From Exception

**Instruction Formats:**

**RTE #Rpt**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 31 | 3029 | 28 | 27 | 26 21 | 20 | 19 14 | 13 | 12 7 | 6 5 | 4 0 |
| 46 | ~3 | ~2 | 0 | ~ | ~6 | ~ | ~6 | R6 | Rpt6 | D2 | 15 |

**Field Description:**

Rpt7 is the number of bytes to skip past the return address. This is to allow inline subroutine arguments. Up to 128 bytes may be skipped over. For externally triggered interrupts this field should be zero.

D2 specifies the number of internal stack entries to unstack. It may be used to perform a multi-level return. Legal values for D are 1,2 or 3. In most cases a single entry is unstacked. If two entries are unstack a two-up level return will occur.

**Operation:**

Optionally pop the status register, condition code group register, and program counter from the internal stack. Add Rpt tetras to the program counter, and Arg tetras to the stack pointer. If returning from an application trap the status register is not popped from the stack.

### TRAP – Trap

**Description:**

Execute trap. The data field is loaded into the specified target register, Rt. The trap number to execute comes from the contents of register Ra or an immediate value encoded in the instruction. The trap number must be between 1 and 511. Trap numbers below 64 are reserved for the system. Trap numbers 64 and above may be used by applications.

Traps below 64 will use the vector base register to lookup the location of the service routine. Traps above 64 will use the application control register to lookup the location of the service routine.

**Instruction Format:**

**TRAP Rt, Ra, #Data**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| Imm14..8 | 0 | Imm7..0 | Va | Sa | Ra6 | 0 | 0 | Rt6 | 03 | 05 |

**TRAP Rt, #Vec, #Data**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 24 | 23 16 | 15 | 14 | 13 8 | 76 | 5 | 4 0 |
| Imm14..8 | 1 | Imm7..0 | Vec8 | 0 | 0 | Rt6 | ~2 | V9 | 05 |

**Clock Cycles: 1**

**Operation:**

The program counter and the status register are pushed on an internal stack. Next the vector is fetched from the exception vector table and jumped to.

## Memory Operations

### AMADD - Addition

**Description:**

Atomically add source operand register Rb to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMADD Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 45 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMADD Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 205 | aq | rl | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMAND – Bitwise And

**Description:**

Bitwise ‘And’ source operand register Rb to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMAND Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 85 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMAND Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 245 | aq | rl | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMASL – Arithmetic Shift Left

**Description:**

Atomically shift left source operand from memory by Rb and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMASL Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 65 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMASL Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 225 | aq | rl | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMEOR – Bitwise Exclusive Or

**Description:**

Bitwise exclusive ‘Or’ source operand register Rb to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMEOR Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 105 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMEOR Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 265 | aq | rl | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMLSR – Logical Shift Right

**Description:**

Atomically shift right source operand from memory by Rb and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMLSR Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 75 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMLSR Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 235 | aq | rl | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMMIN - Minimum

**Description:**

If Rb is less than the value from memory, store Rb to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra. Values are treated as signed two’s complement integers. This operation is performed in an atomic fashion.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMMIN Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 25 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMMINU - Minimum

**Description:**

If Rb is less than the value from memory, store Rb to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra. Values are treated as unsigned integers. This operation is performed in an atomic fashion.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMMINU Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 125 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMOR – Bitwise Or

**Description:**

Bitwise ‘Or’ source operand register Rb to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMOR Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 95 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMOR Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 255 | aq | rl | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### CMPXCHG – Compare and Exchange

**Description:**

If the contents of the addressed memory cell is equal to the contents of Rb then a value is stored to memory from the source register Rc. The original contents of the memory cell are loaded into register Rt. The memory address is contained in register Ra. The memory address must be properly aligned. If the operation was successful then Rt and Rb will be the same value. The compare and swap operation is an atomic operation; no other access is allowed between the load and potential store operation.

**Supported Operand Sizes:** .t, .o, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .c | 24-bit |
| 5 | .p | 40-bit |
| 6 | .n | 96-bit |
| 7 |  | reserved |

**Instruction Formats: CMPXCHG**

**CMPXCHG Rt, Rb, Rc, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~ | Vc | Rc6 | Sc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 255 |

**Clock Cycles:**

Notes:

### FLOAD Rn,<ea>

**Description:**

Load register Rt from floating-point source. The source value is converted to the machine width; 96-bit triple precision.

**Supported Operand Sizes:** .b, .w, .t, .o, .p, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | reserved |
| 1 | .h | 16-bit half |
| 2 | .s | 32-bit single |
| 3 | .d | 64-bit double |
| 4 |  | Reserved |
| 5 |  | Reserved |
| 6 | .t | 96-bit triple |
| 7 |  | reserved |

**Instruction Formats: NDXL**

**FLOAD Rt, d(Rb,Rc\*Sc) – indexed**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | St | Rt6 | D6..0 | V | Sz3 | 165 |

**Clock Cycles:**

Notes:

### FSTORE Ra,<ea>

**Description:**

Store register Ra to destination. The register is converted from triple precision to the storage precision.

**Supported Operand Sizes:** .h, .s, .d, .t

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | Reserved |
| 1 | .h | 16-bit half |
| 2 | .s | 32-bit single |
| 3 | .d | 64-bit double |
| 4 |  | Reserved |
| 5 |  | reserved |
| 6 | .t | 96-bit triple |
| 7 |  | reserved |

**Instruction Formats: NDXS**

**STORE Ra, d(Rb, Rc\*Sc) – Indexed**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | Sa | Ra6 | D6..0 | V | Sz3 | 185 |

**Clock Cycles:**

Notes:

### LOAD Rn,<ea>

**Description:**

Load register Rt from source. The source value is sign extended to the machine width. Loading register r54, the stack canary placeholder, will cause a check trap if the value loaded is not equal to the current value of the stack canary register.

**Supported Operand Sizes:** .b, .w, .t, .o, .p, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .c | 24-bit |
| 5 | .p | 40-bit |
| 6 | .n | 96-bit |
| 7 |  | group |

**Instruction Formats: NDXL**

**LOAD Rt, d(Rb,Rc\*Sc) – indexed**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | St | Rt6 | D6..0 | V | Sz3 | 165 |

**Clock Cycles:**

Notes:

### LOADG Gn,<ea>

**Description:**

Load group of five registers from source.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Gn | Registers |  | Gn | Registers |
| 0 | R0 to R4 |  | 8 | R40 to R44 |
| 1 | R5 to R9 |  | 9 | R45 to R49 |
| 2 | R10 to R14 |  | 10 | R50 to R54 |
| 3 | R15 to R19 |  | 11 | R55 to R59 |
| 4 | R20 to R24 |  | 12 | R60 to R64 |
| 5 | R25 to R29 |  | 13 | ASP, SSP, HSP, MSP |
| 6 | R30 to R34 |  |  |  |
| 7 | R35 to R39 |  |  |  |

**Supported Operand Sizes:** .b, .w, .l

**Instruction Formats: NDXL**

**LOADG Gt, d(Rb,Rc\*Sc) – indexed**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 2120 | 19 16 | 15 8 | 7 5 | 4 0 |
| Vc | Rc6 | Sc | Vb | Sb | Rb6 | Vt | ~ | ~2 | Gt4 | D7..0 | 73 | 165 |

**Clock Cycles:**

Notes:

### LOADZ Rn,<ea>

**Description:**

Load register Rt from source. The source value is zero extended to the machine width. Loading register r54, the stack canary placeholder, will cause a check trap if the value loaded is not equal to the current value of the stack canary register.

**Supported Operand Sizes:** .b, .w, .t, .o, .p, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .c | 24-bit |
| 5 | .p | 40-bit |
| 6 | .n | 96-bit |
| 7 |  | reserved |

**Instruction Formats: NDXL**

**LOAD Rt, d(Rb,Rc\*Sc) – indexed**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| ~ | Vc | Rc6 | Sc | Vb | Sb | Rb6 | St | Rt6 | D6..0 | V | Sz3 | 175 |

**Clock Cycles:**

Notes:

### STORE Ra,<ea>

**Description:**

Store register Ra to destination.

**Supported Operand Sizes:** .b, .w, .t, .o, .p, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .c | 24-bit |
| 5 | .p | 40-bit |
| 6 | .n | 96-bit |
| 7 |  | group |

**Instruction Formats: NDXS**

**STORE Ra, d(Rb, Rc\*Sc) – Indexed**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | Sa | Ra6 | D6..0 | V | Sz3 | 185 |

**Clock Cycles:**

Notes:

### STOREG Gt,<ea>

**Description:**

Store register group to destination. The destination is a 512 bit / 64 byte aligned region of memory.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Gn | Registers |  | Gn | Registers |
| 0 | R0 to R4 |  | 8 | R40 to R44 |
| 1 | R5 to R9 |  | 9 | R45 to R49 |
| 2 | R10 to R14 |  | 10 | R50 to R54 |
| 3 | R15 to R19 |  | 11 | R55 to R59 |
| 4 | R20 to R24 |  | 12 | R60 to R64 |
| 5 | R25 to R29 |  | 13 | ASP, SSP, HSP, MSP |
| 6 | R30 to R34 |  |  |  |
| 7 | R35 to R39 |  |  |  |

**Supported Operand Sizes:** .b, .w, .l

**Instruction Formats: NDXS**

**STOREG Ga, d(Rb, Rc\*Sc) – Indexed**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 2120 | 19 16 | 15 8 | 7 5 | 4 0 |
| Vc | Rc6 | Sc | Vb | Sb | Rb6 | Va | ~ | ~2 | Ga4 | D7..0 | 73 | 185 |

**Clock Cycles:**

Notes:

Compare and Exchange

|  |
| --- |
| ATOM a0,“AAAAAA”  LOAD a0,[a3]  CMP t0,a0,a1  PEQ t0,”TTF”  STORE a2,[a3]  LDI a0,1  LDI a0,0 |

Load add and store:

|  |
| --- |
| ATOM “AAA”  LOAD a0,[a2]  ADD t0,a0,a1  STORE t0,[a2] |

Load or and store

|  |
| --- |
| ATOM “AAA”  LOAD a0,[a2]  OR t0,a0,a1  STORE t0,[a2] |

Load and complement and store

|  |
| --- |
| ATOM “AAA”  LOAD a0,[a2]  AND t0,a0,~a1  STORE t0,[a2] |

## Vector Specific Instructions

### V2BITS

**Description**

Convert Boolean vector to bits. A bit specified by Rb or an immediate of each vector element is copied to the bit corresponding to the vector element in the target register. The target register is a scalar register. Usually, Rb would be zero so that the least significant bit of the vector is copied.

A typical use is in moving the result of a vector compare operation into a mask register.

**Instruction Format: R2**

**V2BITS Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 406 | 0 | 0 | 0 | 0 | Rb6 | Va | Sa | Ra6 | 0 | St | Rt6 | Sz3 | 25 |

**Clock Cycles: 1**

**V2BITS Rt, Ra, #bit – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 406 | 1 | 0 | 0 | Imm7 | Va | Sa | Ra6 | 0 | St | Rt6 | Sz3 | 25 |

**Clock Cycles: 1**

**Operation**

For x = 0 to VL-1

Rt.bit[x] = Ra[x].bit[Rb]

**Exceptions:** none

**Example:**

|  |
| --- |
| cmp v1,v2,v3 ; compare vectors v2 and v3  v2bits m1,v1,#8 ; move NE status to bits in m1  vmask “11100000”  add v4,v5,v6 ; perform some masked vector operations  muls v7,v8,v9  add v7,v7,v4 |

## Cryptographic Accelerator Instructions

### AES64DS – Final Round Decryption

**Description**:

Perform the final round of decryption for the AES standard. Registers Rb, Ra represent the entire AES state.

**Integer Instruction Format: R3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 50h7 | m3 | z | ~2 | ~6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

1 clock cycle / N clock cycles (N = vector length)

**Operation:**

Rt = Ra & Rb

**Exceptions:** none

### AES64DSM – Middle Round Decryption

**Description**:

Perform a middle round of decryption for the AES standard. Registers Rb, Ra represent the entire AES state.

**Integer Instruction Format: R3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 51h7 | m3 | z | ~2 | ~6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

1 clock cycle / N clock cycles (N = vector length)

**Operation:**

Rt = Ra & Rb

**Exceptions:** none

### AES64ES – Final Round Encryption

**Description**:

Perform the final round of encryption for the AES standard. Registers Rb, Ra represent the entire AES state.

**Integer Instruction Format: R3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 52h7 | m3 | z | ~2 | ~6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

1 clock cycle / N clock cycles (N = vector length)

**Operation:**

Rt = Ra & Rb

**Exceptions:** none

### AES64ESM – Middle Round Encryption

**Description**:

Perform a middle round of encryption for the AES standard. Registers Rb, Ra represent the entire AES state.

**Integer Instruction Format: R3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 53h7 | m3 | z | ~2 | ~6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

1 clock cycle / N clock cycles (N = vector length)

**Operation:**

Rt = Ra & Rb

**Exceptions:** none

### SHA256SIG0

**Description:**

Implements the Sigma0 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R2

**SHA256SIG0 Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 566 | ~ | 0 | 0 | 0 | 06 | Va | Sa | Ra6 | Vt | St | Rt6 | 63 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = sign extend(ror32(Ra,7) ^ ror32(Ra,18) ^ (Ra32 >> 3))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SIG1

**Description:**

Implements the Sigma1 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R2

**SHA256SIG1 Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 576 | ~ | 0 | 0 | 0 | 06 | Va | Sa | Ra6 | Vt | St | Rt6 | 63 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = sign extend(ror32(Ra,17) ^ ror32(Ra,19) ^ (Ra32 >> 10))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SUM0

**Description:**

Implements the Sum0 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R2

**SHA256SUM0 Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 586 | ~ | 0 | 0 | 0 | 06 | Va | Sa | Ra6 | Vt | St | Rt6 | 63 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = sign extend(ror32(Ra,2) ^ ror32(Ra,13) ^ ror32(Ra, 22))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SUM1

**Description:**

Implements the Sum1 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R2

**SHA256SUM1 Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 596 | ~ | 0 | 0 | 0 | 06 | Va | Sa | Ra6 | Vt | St | Rt6 | 63 | 25 |

**Operation:**

Rt = sign extend(ror32(Ra,6) ^ ror32(Ra,11) ^ ror32(Ra, 25))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SIG0

**Description:**

Implements the Sigma0 transformation function used in the SHA2-512 hash function.

**Instruction Format:** R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 34h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

**Clock Cycles:** 1

**Operation:**

Rt = ror64(Ra,1) ^ ror64(Ra, 8) ^ (Ra >> 7)

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SIG1

**Description:**

Implements the Sigma1 transformation function used in the SHA2-512 hash function.

**Instruction Format:** R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 35h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

**Clock Cycles:** 1

**Operation:**

Rt = ror64(Ra,19) ^ ror64(Ra, 61) ^ (Ra >> 6)

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SUM0

Description:

Instruction Format: R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 36h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

### SHA512SUM1

Description:

Instruction Format: R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 37h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

### SM3P0

Description:

Instruction Format: R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 38h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

### SM3P1

Description:

Instruction Format: R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 39h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

### SM4ED

**Description:**

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 56h7 | m3 | z | Tc2 | Rc6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

### SM4KS

**Description:**

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 57h7 | m3 | z | Tc2 | Rc6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

## Modifiers

### ATOM

**Description:**

Treat the following sequence of instructions as an “atom”. Rt specifies the register results are to be written to.

Disable interrupts for the following instructions.

|  |  |  |
| --- | --- | --- |
| MASK Modifier  Scope | Mask Bit |  |
| 0,1 | Instruction zero |
| 2,3 | Instruction one |
| 4,5 | Instruction two |
| 6,7 | Instruction three |
| 8,9 | Instruction four |
| 10,11 | Instruction five |
| 12,13 | Instruction six |
| 14,15 | Instruction seven |

|  |  |
| --- | --- |
| Mask Bit | Meaning |
| 00 | No action |
| 01 | Disable interrupts |
| 10 | Disable interrupts and lock bus |
| 11 | Reserved |

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 24 | 23 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 356 | ~2 | Imm15..8 | Imm7..0 | St | Rt6 | V | Sz3 | 25 |

**Assembler Syntax:**

**Example:**

|  |
| --- |
| ATOM “LLLLAA”  LOAD a0,[a3]  CMP t0,a0,a1  PEQ t0,”TTF”  STORE a2,[a3]  LDI a0,1  LDI a0,0 |

|  |
| --- |
| ATOM “LLLL”  LOAD a1,[a3]  ADD t0,a0,a1  MOV a0,a1  STORE t0,[a3] |

### CARRY

**Description:**

Apply the carry modifier to following instructions according to a bit mask. This modifier may be used to perform extended precision addition. It may also be used to retrieve the high order multiplier bits or the divide remainder. Note that carry input is not available for the first instruction under the modifier’s shadow. Generating carry output for the eight instruction is discarded. Note that postfixes do not count as instructions.

|  |  |  |
| --- | --- | --- |
| Carry Modifier  Scope | Mask Bit |  |
| 0,1 | Instruction zero |
| 2,3 | Instruction one |
| 4,5 | Instruction two |
| 6,7 | Instruction three |
| 8,9 | Instruction four |
| 10,11 | Instruction five |
| 12,13 | Instruction six |
| 14,15 | Instruction seven |

|  |  |  |
| --- | --- | --- |
| Mask Bit | Letter | Meaning |
| 00 | N | No carry in or out |
| 01 | I | Use carry in |
| 10 | O | Generate carry out |
| 11 | C | Use carry in and generate carry out |

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 336 | ~ | 0 | Imm15..0 | ~ | 0 | Rn6 | ~3 | 25 |

**Assembler Syntax:**

Specifying carry input / output capability for following instructions consists of a map using one of four characters: ‘I’ for input only, ‘O’ for output only, ‘C’ for both input and output and ‘N’ for neither input or output. A character is present in a string for each following instruction in sequence.

**Example:**

|  |
| --- |
| CARRY ”OCCCCINN” ; first generate carry out, second to fifth use carry in and out, sixth use carry in, seven and eight ignore carry.  ADD r6,r3,r7 ; ‘O’ gen carry  ADD r6,r6,#1234 ; ‘C’ carry in and carry out  ADD r6,r2,r1 ; ‘C’ carry in and carry out  ADD r6,r6,#456 ; ‘C’ carry in and carry out  ADD r7,r6,#456 ; ‘C’ carry in and carry out  ADD r8,r7,#987 ; ‘I’ carry in  MUL r8,r9,r10 ; ‘N’ no carry in or out |

### VMASK

**Description:**

Apply the vector masking to following instructions according to a bit mask. Note that postfixes do not count as instructions.

|  |  |  |
| --- | --- | --- |
| MASK Modifier  Scope | Mask Bit |  |
| 0 to 2 | Instruction zero |
| 3 to 5 | Instruction one |
| 6 to 8 | Instruction two |
| 9 to 11 | Instruction three |
| 12 to 14 | Instruction four |
| 15 to 17 | Instruction five |
| 18 to 20 | Instruction six |
| 21 to 23 | Instruction seven |

**Instruction Format:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 8 | 7 5 | 4 0 |
| 346 | ~ | 1 | Imm23..0 | ~3 | 25 |

**Assembler Syntax:**

Specifying the mask register for following instructions consists of a map using single digit numeric characters between ‘0’ and ‘7’. A character is present in a string for each following instruction in sequence.

**Example:**

|  |
| --- |
| VMASK ”12345000”  ADD v6,v3,v7 ; vector mask reg #1  ADD v6,v6,#1234 ; vector mask reg #2  ADD v6,v2,v1 ; vector mask reg #3  ADD v6,v6,#456 ; vector mask reg #4  ADD v7,v6,#456 ; vector mask reg #5  ADD v8,v7,#987 ; vector mask reg #0  MUL v8,v9,v10 ; vector mask reg #0 |

### PRED

**Description:**

Apply the predicate to following instructions according to a bit mask. The predicate may be applied to a maximum of eight instructions. Note that postfixes do not count as instructions.

|  |  |  |
| --- | --- | --- |
| Pred Modifier  Scope | Mask Bit |  |
| 0,1 | Instruction zero |
| 2,3 | Instruction one |
| 4,5 | Instruction two |
| 6,7 | Instruction three |
| 8,9 | Instruction four |
| 10,11 | Instruction five |
| 12,13 | Instruction six |
| 14,15 | Instruction seven |

|  |  |
| --- | --- |
| Mask Bit | Meaning |
| 00 | Always execute (ignore predicate) |
| 01 | Execute only if predicate is true |
| 10 | Execute only if predicate is false |
| 11 | Always execute (ignore predicate) |

**Instruction Format:**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 16 | 15 10 | 9 5 | 4 0 |
| 326 | ~ | 1 | Imm15..0 | Rn6 | Cond5 | 25 |

**Assembler Syntax:**

The predicate condition is part of the mnemonic. ‘PEQ’ predicates logic if the equals flag in the register containing flags is set. Other conditions work in a similar fashion. After the instruction mnemonic the register containing the predicate flags is specified. Next a character string containing ‘T’ for True, ‘F’ for false, or ‘I’ for ignore for the next eight instructions is present.

**Example:**

|  |
| --- |
| PEQ r2,”TTTFFFII” ; next three execute if true, three after execute if false, two after always execute  MUL r3,r4,r5 ; executes if True  ADD r6,r3,r7 ; executes if True  ADD r6,r6,#1234 ; executes if True  DIV r3,r4,r5 ; executes if FALSE  ADD r6,r2,r1 ; executes if FALSE  ADD r6,r6,#456 ; executes if FALSE  MUL r8,r9,r10 ; always executes |

### ROUND

**Description:**

Set the rounding mode for following instructions according to a bit mask. Note that postfixes do not count as instructions.

|  |  |  |
| --- | --- | --- |
| ROUND Modifier  Scope | Mask Bit |  |
| 0 to 2 | Instruction zero |
| 3 to 5 | Instruction one |
| 6 to 8 | Instruction two |
| 9 to 11 | Instruction three |
| 12 to 14 | Instruction four |
| 15 to 17 | Instruction five |
| 18 to 20 | Instruction six |
| 21 to 23 | Instruction seven |

**Instruction Format:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 8 | 7 5 | 4 0 |
| 366 | ~ | 1 | Imm23..0 | ~3 | 25 |

**Assembler Syntax:**

**Example:**

# MPU Hardware

## PIC – Programmable Interrupt Controller

### Overview

The programmable interrupt controller manages interrupt sources in the system and presents an interrupt signal to the cpu. The PIC may be used in a multi-CPU system as a shared interrupt controller. The PIC can guide the interrupt to the specified core. If two interrupts occur at the same time the controller resolves which interrupt the cpu sees. While the CPU’s interrupt input is only level sensitive the PIC may process interrupts that are either level or edge sensitive. the PIC is a 32-bit I/O device.

### System Usage

There is just a single interrupt controller in the system. It supports 31 different interrupt sources plus a non-maskable interrupt source.

The PIC is located at an address determined by BAR0 in the configuration space.

### Priority Resolution

Interrupts have a fixed priority relationship with interrupt #1 having the highest priority and interrupt #31 the lowest. Note that interrupt priorities are only effective when two interrupts occur at the same time.

### Config Space

A 256-byte config space is supported. Most of the config space is unused. The only configuration is for the I/O address of the register set.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Regno | Width | R/W | Moniker | Description |  |  |
| 000 | 32 | RO | REG\_ID | Vendor and device ID |  |  |
| 004 | 32 | R/W |  |  |  |  |
| 008 | 32 | RO |  |  |  |  |
| 00C | 32 | R/W |  |  |  |  |
| 010 | 32 | R/W | REG\_BAR0 | Base Address Register |  |  |
| 014 | 32 | R/W | REG\_BAR1 | Base Address Register |  |  |
| 018 | 32 | R/W | REG\_BAR2 | Base Address Register |  |  |
| 01C | 32 | R/W | REG\_BAR3 | Base Address Register |  |  |
| 020 | 32 | R/W | REG\_BAR4 | Base Address Register |  |  |
| 024 | 32 | R/W | REG\_BAR5 | Base Address Register |  |  |
| 028 | 32 | R/W |  |  |  |  |
| 02C | 32 | RO |  | Subsystem ID |  |  |
| 030 | 32 | R/W |  | Expansion ROM address |  |  |
| 034 | 32 | RO |  |  |  |  |
| 038 | 32 | R/W |  | Reserved |  |  |
| 03C | 32 | R/W |  | Interrupt |  |  |
| 040 to  0FF | 32 | R/W |  | Capabilities area |  |  |

REG\_BAR0 defaults to $FEE20001 which is used to specify the address of the controller’s registers in the I/O address space.

The controller will respond with a memory size request of 0MB (0xFFFFFFFF) when BAR0 is written with all ones. The controller contains its own dedicated memory and does not require memory allocated from the system.

Parameters

CFG\_BUS defaults to zero

CFG\_DEVICE defaults to six

CFG\_FUNC defaults to zero

Config parameters must be set correctly. CFG device and vendors default to zero.

### Registers

The PIC contains 40 registers spread out through a 256 byte I/O region. All registers are 32-bit and only 32-bit accessible. There are two different means to control interrupt sources. One is a set of registers that works with bit masks enabling control of multiple interrupt sources at the same time using single I/O accesses. The other is a set of control registers, one for each interrupt source, allowing control of interrupts on a source-by-source basis.

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | Access | Moniker | Purpose |
| 00 | R | CAUSE | interrupt cause code for currently interrupting source |
| 04 | RW | RE | request enable, a 1 bit indicates interrupt requesting is enabled for that interrupt, a 0 bit indicates the interrupt request is disabled. |
| 08 | W | ID | Disables interrupt identified by low order five data bits. |
| 0C | W | IE | enables interrupt identified by low order five data bits |
| 10 |  |  | reserved |
| 14 | W | RSTE | resets the edge-sense circuit for edge sensitive interrupts, 1 bit for each interrupt source. This register has no effect on level sensitive sources. This register automatically resets to zero. |
| 18 | W | TRIG | software trigger of the interrupt specified by the low order five data bits. |
| 20 | W | ESL | The low bit for edge sensitivity selection. ESL and ESH combine to form a two bit select of the edge sensitivity.   |  |  | | --- | --- | | ESH,EHL | Sensitivity | | 00 | level sensitive interrupt | | 01 | positive edge sensitive | | 10 | negative edge sensitive | | 11 | either edge sensitive | |
| 24 | W | ESH | The high bit for edge sensitivity selection |
| 80 | RW | CTRL0 | control register for interrupt #0 |
| 84 | RW | CTRL1 | control register for interrupt #1 |
| … |  | … |  |
| FC | RW | CTRL31 | control register for interrupt #31 |

### Control Register

All the control registers are identical for all interrupt sources, so only the first control register is described here.

|  |  |  |
| --- | --- | --- |
| Bits |  |  |
| 0 to 7 | CAUSE | The cause code associated with the interrupt; this register is copied to the cause register when the interrupt is selected. |
| 8 to 10 | IRQ | This register determines which signal lines of the cpu are activated for the interrupt. Signal lines are typically used to resolve priority. |
| 16 | IE | This is the interrupt enable bit, 1 enables the interrupt, 0 disables it. This is the same bit reflected in the RE register. |
| 17 | ES | This bit controls edge sensitivity for the interrupt 0 = level, 1 = pos. edge sensitive. This same bit is present in the ESL register. |
| 18 |  | reserved |
| 19 | IRQAR | Respond to an IRQ Ack cycle |
| 20 to 23 |  | reserved |
| 24 to 29 | CORE | Core number to select for interrupt processing |
| 30 to 31 |  | reserved |

## PIT – Programmable Interval Timer

### Overview

Many systems have at least one timer. The timing device may be built into the cpu, but it is frequently a separate component on its own. The programmable interval timer has many potential uses in the system. It can perform several different timing operations including pulse and waveform generation, along with measurements. While it is possible to manage timing events strictly through software it is quite challenging to perform in that manner. A hardware timer comes into play for the difficult to manage timing events. A hardware timer can supply precise timing. In the test system there are two groups of four timers. Timers are often grouped together in a single component. The PIT is a 64-bit peripheral. The PIT while powerful turns out to be one of the simpler peripherals in the system.

### System Usage

One programmable timer component, which may include up 32 timers, is used to generate the system time slice interrupt and timing controls for system garbage collection. The second timer component is used to aid the paged memory management unit. There are free timing channels on the second timer component.

Each PIT is given a 64kB-byte memory range to respond to for I/O access. As is typical for I/O devices part of the address range is not decoded to conserve hardware.

PIT#1 is located at $FFFFFFFFFFEE4xxxx

PIT#2 is located at $FFFFFFFFFFEE5xxxx

### Config Space

A 256-byte config space is supported. Most of the config space is unused. The only configuration is for the I/O address of the register set and the interrupt line used.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Regno | Width | R/W | Moniker | Description |  |  |
| 000 | 32 | RO | REG\_ID | Vendor and device ID |  |  |
| 004 | 32 | R/W |  |  |  |  |
| 008 | 32 | RO |  |  |  |  |
| 00C | 32 | R/W |  |  |  |  |
| 010 | 32 | R/W | REG\_BAR0 | Base Address Register |  |  |
| 014 | 32 | R/W | REG\_BAR1 | Base Address Register |  |  |
| 018 | 32 | R/W | REG\_BAR2 | Base Address Register |  |  |
| 01C | 32 | R/W | REG\_BAR3 | Base Address Register |  |  |
| 020 | 32 | R/W | REG\_BAR4 | Base Address Register |  |  |
| 024 | 32 | R/W | REG\_BAR5 | Base Address Register |  |  |
| 028 | 32 | R/W |  |  |  |  |
| 02C | 32 | RO |  | Subsystem ID |  |  |
| 030 | 32 | R/W |  | Expansion ROM address |  |  |
| 034 | 32 | RO |  |  |  |  |
| 038 | 32 | R/W |  | Reserved |  |  |
| 03C | 32 | R/W |  | Interrupt |  |  |
| 040 to  0FF | 32 | R/W |  | Capabilities area |  |  |

REG\_BAR0 defaults to $FEE40001 which is used to specify the address of the controller’s registers in the I/O address space. Note for additional groups of timers the REG\_BAR0 must be changed to point to a different I/O address range. Note the core uses only bits determined by the address mask in the address range comparison. It is assumed that the I/O address select input, cs\_io, will have bits 24 and above in its decode and that a 64kB page is required for the device, matching the MMU page size.

The controller will respond with a mask of 0x00FF0000 when BAR0 is written with all ones.

Parameters

CFG\_BUS defaults to zero

CFG\_DEVICE defaults to four

CFG\_FUNC defaults to zero

CFG\_ADDR\_MASK defaults to 0x00FF0000

CFG\_IRQ\_LINE defaults to 29

Config parameters must be set correctly. CFG device and vendors default to zero.

### Parameters

NTIMER: This parameter controls the number of timers present. The default is eight. The maximum is 32.

BITS: This parameter controls the number of bits in the counters. The default is 48 bits. The maximum is 64.

PIT\_ADDR: This parameter sets the I/O address that the PIT responds to. The default is $FEE40001.

PIT\_ADDR\_ALLOC: This parameter determines which bits of the address are significant during decoding. The default is $00FF0000 for an allocation of 64kB. To compute the address range allocation required, ‘or’ the value from the register with $FF000000, complement it then add 1.

### Registers

The PIT has 134 registers addressed as 64-bit I/O cells. It occupies 2048 consecutive I/O locations. All registers are read-write except for the current counts which are read-only. All registers all 64-bit accessible; all 64 bits must be read or written. Values written to registers do not take effect until the synchronization register is written.

Note the core may be configured to implement fewer timers in which case timers that are not implemented will read as zero and ignore writes. The core may also be configured to support fewer bits per count register in which case the unimplemented bits will read as zero and ignore writes.

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | Access | Moniker | Purpose |
| 00 | R | CC0 | Current Count |
| 08 | RW | MC0 | Max count |
| 10 | RW | OT0 | On Time |
| 18 | RW | CTRL0 | Control |
| 20 to 7F8 | … | … | Groups of four registers for timer #1 to #63 |
| 800 | RW | USTAT | Underflow status |
| 808 | RZW | SYNC | Synchronization register |
| 810 | RW | IE | Interrupt enable |
| 818 | RW | TMP | Temporary register |
| 820 | RO | OSTAT | Output status |
| 828 | RW | GATE | Gate register |
| 830 | RZW | GATEON | Gate on register |
| 838 | RZW | GATEOFF | Gate off register |

#### Control Register

This register contains bits controlling the overall operation of the timer.

|  |  |  |
| --- | --- | --- |
| Bit |  | Purpose |
| 0 | LD | setting this bit will load max count into current count, this bit automatically resets to zero. |
| 1 | CE | count enable, if 1 counting will be enabled, if 0 counting is disabled and the current count register holds its value. On counter underflow this bit will be reset to zero causing the count to halt unless auto-reload is set. |
| 2 | AR | auto-reload, if 1 the max count will automatically be reloaded into the current count register when it underflows. |
| 3 | XC | external clock, if 1 the counter is clocked by an external clock source. The external clock source must be of lower frequency than the clock supplied to the PIT. The PIT contains edge detectors on the external clock source and counting occurs on the detection of a positive edge on the clock source.  This bit is forced to 0 for timers 4 to 31. |
| 4 | GE | gating enable, if 1 an external gate signal will also be required to be active high for the counter to count, otherwise if 0 the external gate is ignored. Gating the counter using the external gate may allow pulse-width measurement. This bit is forced to 0 for timers 4 to 31. |
| 5 to 63 | ~ | not used, reserved |
|  |  |  |

#### Current Count

This register reflects the current count value for the timer. The value in this register will change by counting downwards whenever a count signal is active. The current count may be automatically reloaded at underflow if the auto reload bit (bit #2) of the control byte is set. The current count may also be force loaded to the max count by setting the load bit (bit #0) of the counter control byte.

#### Max Count

This register holds onto the maximum count for the timer. It is loaded by software and otherwise does not change. When the counter underflows the current count may be automatically reloaded from the max count register.

#### On Time

The on-time register determines the output pulse width of the timer. The timer output is low until the on-time value is reached, at which point the timer output switches high. The timer output remains high until the counter reaches zero at which point the timer output is reset back to zero. So, the on time reflects the length of time the timer output is high. The timer output is low for max count minus the on-time clock cycles.

#### Underflow Status

The underflow status register contains a record of which timers underflowed.

Writing the underflow register clears the underflows and disable further interrupts where bits are set in the incoming data. Interrupt processing should read the underflow register to determine which timers underflowed, then write back the value to the underflow register.

#### Synchronization Register

The synchronization register allows all the timers to be updated simultaneously. Values written to timer registers do not take effect until the synchronization register is written. The synchronization register must be written with a ‘1’ bit in the bit position corresponding to the timer to update. For instance, writing all one’s to the sync register will cause all timers to be updated. The synchronization register is write-only and reads as zero.

#### Interrupt Enable Register

Each bit of the interrupt enable register enables the interrupt for the corresponding timer. Interrupts must also be globally enabled by the interrupt enable bit in the config space for interrupts to occur. A ‘1’ bit enables the interrupt, a ‘0’ bit value disables it.

#### Temporary Register

This is merely a register that may be used to hold values temporarily.

#### Output Status

The output status register reflects the current status of the timers output (high or low). This register is read-only.

#### Gate Register

The internal gate register is used to temporarily halt or resume counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn on all timers where there is a ‘1’ bit in the value and turn off all timers where there is a ‘0’ bit in the value.

#### Gate On Register

The internal gate ‘on’ register is used to resume counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn on all timers where there is a ‘1’ bit in the value. Where there is a ‘0’ in the value the timer will not be affected. This register reads as zero.

#### Gate Off Register

The internal gate ‘off’ register is used to halt counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn off all timers where there is a ‘1’ bit in the value. Where there is a ‘0’ in the value the timer will not be affected. This register reads as zero.

### Programming

The PIT is a memory mapped i/o device. The PIT is programmed using 64-bit load and store instructions (LDO and STO). Byte loads and stores (LDB, STB) may be used for control register access. It must reside in the non-cached address space of the system.

### Interrupts

The core is configured use interrupt signal #29 by default. This may be changed with the CFG\_IRQ\_LINE parameter. Interrupts may be globally disabled by writing the interrupt disable bit in the config space with a ‘1’. Individual interrupts may be enabled or disabled by the setting of the interrupt enable register in the I/O space.