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# Thor2023

# Preface

## Who This Book is For

This book describes the Thor2023 ISA. It is for anyone interested in instruction set architectures.

## Motivation

The author desired a CPU core supporting 128-bit floating-point operations for the precision. He also wanted a core he could develop himself. The simplest approach to supporting 128-bit floats is to use 128-bit wide registers, which leads to 128-bit wide busses in the CPU and just generally a 128-bit design. It is not the author’s goal to develop a 128-bit machine. There are good ways of obtaining 128-bit floating-point precision on 64-bit or even 32-bit machines, but it adds some complexity. Complexity is something the author must manage to get the project done and a flat 128-bit design would be simpler. Efficiency is being traded off for design simplicity. Some of the most efficient designs are 32-bit.

The processor presented here isn’t the smallest, most efficient, and fastest RISC processor. It’s also not a simple beginner’s example. Those weren’t my goals. Instead, it offers reasonable performance with an easy-to-understand state machine and hopefully design simplicity. It’s also designed around the idea of using a simple compiler. Some operations like multiply and divide could have been left out and supported with software generated by a compiler rather than having hardware support. But I was after a simple compiler design. There’s lots of room for expansion in the future. I chose a 64 bit design supporting 128-bit ops in part anticipating more than 4GB of memory available sometime down the road. A 64-bit architecture is doable in FPGA’s today, although it uses double or more the resources that a 32-bit design would.

## About the Author

First a warning: I’m an enthusiastic hobbyist like yourself, with a ton of experience. I’ve spent a lot of time at home doing research and implementing several soft-core processors, almost maniacally. One of the first cores I worked on was a 6502 emulation. I then went on to develop the Butterfly32 core. Later the Raptor64. I have about 25 years professional experience working on banking applications at a variety of language levels including assembler. So, I have some real-world experience developing complex applications. I also have a diploma in electronics engineering technology. Some of the cores I work on these days are too complex and too large to do at home on an inexpensive FPGA. I await bigger, better, faster boards yet to come. To some extent larger boards have arrived. The author is a bit wary of larger boards. Larger FPGAs increase build times by their nature.

# Nomenclature

There has been some mix-up in the naming of load and store instructions as computer systems have evolved. A while ago, a “word” referred to a 16-bit quantity. This is reflected in the mnemonics of instructions where move instructions are qualified with a “.w” for a 16-bit move. Some machines referred to 32-bits as a word. Times have changed and 64-bit workstations are now more common. In the author’s parlance a word refers to the word size of a machine, which may be 16, 32, 64 bits or some other size. What does “.w” or “.d”, and “.l” refer to? To some extent it depends on the architecture.

The ISA refers to primitive object sizes following the convention suggested by Knuth of using Greek.

|  |  |  |  |
| --- | --- | --- | --- |
| Number of Bits |  | Instructions | Comment |
| 8 | byte | LDB, STB | UTF8 usage |
| 16 | wyde | LDW, STW |  |
| 32 | tetra | LDT, STT |  |
| 64 | octa | LDO, STO |  |
| 128 | hexi | LDH, STH |  |

The register used to address instructions is referred to as the instruction pointer or IP register. The instruction pointer is a synonym for program counter or PC register.

## Colorization of Opcodes

Opcodes are shown in a colorized format. The colors are kept consistent between different types of opcode fields. The bits are not always in the same position. For instance, bits representing the instruction format code are colored in medium green. Colors for a typical opcode are shown below.

**NAND Rt, Ra, Rb – Instruction Format Bits**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**NAND Rt, Ra, Rb – Source Register Specifiers**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**NAND Rt, Ra, Rb – Target Register Specifier**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**NAND Rt, Ra, Rb – Opcode Type Bits**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**NAND Rt, Ra, Rb – Size Code Bits**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**AND Rt,Ra,Imm15 – Immediate Constant Bits**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 85 |

## Little Endian vs big Endian

One choice to make is whether the architecture is little endian or big endian. There’s a never-ending argument by computer folks as to which endian is better. In reality they are about the same or there wouldn’t be an argument. In a little-endian architecture, the least significant byte is stored at the lowest memory address. In a big-endian architecture the most significant byte is stored at the lowest memory address. The author is partial to little endian machines; it just seems more natural to him although he knows people who swear by the opposite. Whichever endian is chosen, often the machine has instructions(s) for converting from one endian to the other. The author does not bother with endian conversion; it’s a feature that he probably wouldn’t use. Some implementations even allow the endian of the machine to be set by the user. This seems like overkill to the author. The endian of data is important because some file types depend on data being in little or big-endian format. Thor is a little-endian machine.

## Endian

Thor2023 is a little-endian machine. The difference between big endian and little endian is in the ordering of bytes in memory. Bits are also numbered from lowest to highest for little endian and from highest to lowest for big endian.

Shown is an example of a 32-bit word in memory.

Little Endian:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Address | 3 | 2 | 1 | 0 |
| Byte | 3 | 2 | 1 | 0 |

Big Endian:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Address | 3 | 2 | 1 | 0 |
| Byte | 0 | 1 | 2 | 3 |

For Thor2023 the root opcode is in byte zero of the instruction and bytes are shown from right to left in increasing order. As the following table shows.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Address 3 | Address 2 | Address 1 | | Address 0 | |
| Byte 3 | Byte 2 | Byte 1 | | Byte 0 | |
|  |  |  |  | ▼ | |
| 31 24 | 23 16 | 15 8 | | 7 5 | 4 0 |
| Constant8 | Raspec8 | Rtspec8 | | Sz3 | Opcode5 |

# Block Diagram

![Diagram of MPU component
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# Programming Model

## Register File

### Rn – General Purpose Registers

The register file contains 64 128-bit general purpose registers.

The register file is *unified* and may hold either integer or floating-point values. The stack pointer, register 63, is banked with a separate stack pointer for each operation mode. Registers may be loaded or stored individually or in groups of eight 64-bit values.

Register r53 is special in that when read it refers to the program counter’s current value, used to form PC relative addresses. When written it refers to the stack canary register. Attempting to load the register from memory causes a stack canary check instead. The loaded value will be compared against the canary and an exception will occur if they differ.

Register r0 is special in that it always reads as a zero. Note that it may be inverted to read as -1 for some instructions.

#### Register ABI

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | ABI | Group Reg | ABI Usage |
| 0 | 0 | AG0 | Always zero |
| 1 | A0 | First argument / return value register |
| 2 | A1 | Second argument / return value register |
| 3 | A2 | Third argument register |
| 4 to 7 | A3 to A6 | Argument registers |
| 8 to 15 | T0 to T7 | TG0 | Temporary register, caller save |
| 16 to 31 | S0 to S15 | SG0, SG1 | Saved register, register variables |

|  |  |  |  |
| --- | --- | --- | --- |
| 32 to 39 | VM0 to VM7 | VMG | Vector mask |
| 40 to 43 | A7 to A10 | G5 | Argument register |
| 44 to 47 | T8 to T11 | Temporaries |
| 48 to 51 |  | G6 | unassigned |
| 52 | TS | Thread state pointer |
| 53 | PC / SC | Program counter; LOAD does canary check |
| 54 | CTA | Card table address |
| 55 | LC | Loop counter |
| 56 | LR0 | G7 | Subroutine link register #0; branch subroutine specific |
| 57 | LR1 | Subroutine link register #1; milli-code routines |
| 58 | LR2 | Subroutine link register #2 |
| 59 | LR3 | Subroutine link register #3 |
| 60 | GP1 | Global Pointer #1 (RO data segment) |
| 61 | GP0 | Global Pointer #0 (Data segment) |
| 62 | FP | Frame Pointer |
| 63 | SP | Stack Pointer |
| 63 | ASP |  | Application/User Stack pointer |
| 63 | SSP |  | Supervisor Stack pointer |
| 63 | HSP |  | Hypervisor Stack pointer |
| 63 | MSP |  | Machine stack pointer |

## Predicate Registers

The original Thor machine had 16 four-bit dedicated predicate registers. Thor2023 by contrast stores predicate conditions in general purpose registers. Any GPR may be used to hold values used in predication. Original Thor predicates were a prefix byte containing the predicate register and condition present for every instruction. This has been superseded using the predicate instruction modifier, [PRED](#_PRED), which allows up to eight following instructions to be predicated in the same manner. The PRED modifier is more storage efficient than predicating every instruction with predicate bits as most instructions do not require predication.

## Mask Registers (vm0 to vm7)

Mask registers are used to mask off vector operations so that a vector instruction doesn’t perform the operation on all elements of the vector. Vector instructions (loads and stores) that don’t explicitly specify a mask register assume the use of mask register zero (vm0). Mask registers are a subset of the general-purpose register array, allowing instructions that operate on GPRs to operate on the mask registers. Potentially any register could be used as a mask register, the compiler will assign a register as needed. Vm0 to vm7 are just a suggestion of registers to reserve for vector masking.

Mask register specification allows the mask register to be used in an inverted form. This can be applied to r0 which will then enable all lanes of execution.

*Thor2022 had dedicated mask registers leading to additional instructions required to manipulate them.*

|  |  |  |
| --- | --- | --- |
| Register | Tag | Usage |
| vm0 | 32 |  |
| vm1 | 33 |  |
| vm2 | 34 |  |
| vm3 | 35 |  |
| vm4 | 36 |  |
| vm5 | 37 |  |
| vm6 | 38 |  |
| vm7 | 39 |  |

## Vector Length (VL register)

The vector length register controls how many elements of a vector are processed. The vector length register may not be set to a value greater than the number of elements supported by hardware. After the vector length is set a SYNC instruction should be used to ensure that following instructions will see the updated version of the length register.

Vector length has register tag #87.

|  |  |
| --- | --- |
| 15 8 | 7 0 |
| 0 | Elements7..0 |

### Code Address Registers

Many architectures have registers dedicated to addressing code. Almost every modern architecture has a program counter or instruction pointer register to identify the location of instructions. Many architectures also have at least one link register or return address register holding the address of the next instruction after a subroutine call. There are also dedicated branch address registers in some architectures. These are all code addressing registers.

*The original Thor lumped these registers together in a code address register array. For Thor2023 some of these registers are now part of the general register file.*

It is possible to do an indirect method call using any register.

#### LRn – Link Registers

There are four registers in the Thor2023 architecture reserved for subroutine linkage. These registers are used to store the address after the calling instruction. They may be used to implement fast returns for several levels of subroutines or to used to call milli-code routines. The jump to subroutine, [JSR](#_JSR_–_Jump), and branch to subroutine, [BSR](#_BSR_–_Branch), instructions update a link register. The return from subroutine,. [RTS](#_RTS_–_Return), instruction is used to return to the next instruction.

#### PC – Program Counter

This register points to the currently executing instruction. The program counter increments as instructions are fetched, unless overridden by another flow control instruction. The program counter may be set to any byte address. There is no alignment restriction. It is possible to write position independent code, PIC, using PC relative addressing.

### LC - Loop Counter (reg 55)

The loop counter register is used in counted loops along the decrement and branch, [DBcc](#_DBcc_–_Decrement), instruction.

### SR - Status Register (CSR 0x?004)

The processor status register holds bits controlling the overall operation of the processor, state that needs to be saved and restored across interrupts. The bits have individual bit set / clear capability using the CSRRS, CSRRC instructions. Only the user interrupt enable bit is available in user mode, other bits will read as zero.

|  |  |  |
| --- | --- | --- |
| Bit |  | Usage |
| 0 | uie | User interrupt enable |
| 1 | sie | Supervisor interrupt enable |
| 2 | hie | Hypervisor interrupt enable |
| 3 | mie | Machine interrupt enable |
| 4 | die | Debug interrupt enable |
| 5 to 7 | ipl | Interrupt level |
| 8 | ssm | Single step mode |
| 9 | te | Trace enable |
| 10 to 11 | om | Operating mode |
| 12 to 13 | ps | Pointer size |
| 14 to 15 | ~ | reserved |
| 16 | mprv | memory privilege |
| 17 | ~ | reserved |
| 18 | dmi | ~~Decimal mode for integers~~ |
| 19 | dmf | ~~Decimal mode for float~~ |
| 20 to 23 | ~ | reserved |
| 24 to 31 | cpl | Current privilege level |

CPL is the current privilege level the processor is operating at.

T indicates that trace mode is active.

OM processor operating mode.

PS: indicates the size of pointers in use. This may be one of 32, 64 or 128 bits.

AR: Address Range indicates the number of address bits in use. 0 = near or short (32-bit) addressing is in use. When short addressing is in use only the low order 32-bit are significant and stored or loaded to or from the stack.

IPL is the interrupt mask level

RT specifies the return type for an [RTI](#_RTI_–_Return) instruction.

MPRV Memory Privilege, indicates to use previous operating mode for memory privileges

#### Decimal Mode

~~Setting the ‘D’ flag bit 5 in the SR register sets the processor in decimal operating mode. Arithmetic operations will use BCD numbers for both source and destination operands.~~

~~Decimal mode, ‘D’ flag bit 4, may also be applied to floating-point which will use decimal floating-point operations instead of binary.~~

Decimal mode is now handled on an instruction-by-instruction basis with bits in the instruction indicating when decimal mode is in use.

# Vector Programming Model

## Register File

### Vn – SIMD Registers

The SIMD register file contains 32 512-bit registers.

|  |  |  |
| --- | --- | --- |
| Regno | ABI | ABI Usage |
| 0 |  |  |
| 1 | VA0 | First argument / return value |
| 2 | VA1 | Second argument / return value |
| 3 | VA2 | Third argument |
| 4 to 15 | VT0 to VT11 |  |
| 16 to 27 | VS0 to VS11 |  |
| 28 to 31 | VA3 to VA6 |  |

### Vector Related CSRs

|  |  |  |
| --- | --- | --- |
| VGM |  | Global mask register |
| VRM |  | Restart mask register |
| VERR |  | Error mask register |
| VRGSZ |  | Vector register size |
| VED |  | Vector element descriptor |

The number of elements is limited to 128 as that is the width of a predicate register.

## Vector Global Mask Register (VGM)

The global mask register contains predicate bits indicating which vector elements are active. Vector elements of the target are updated only when the corresponding global mask bit is set. The global mask register takes the place of the vector length register in other architectures. Normally the global mask contains a right aligned bitmask of all ones up to the number of elements to be processed.

## Vector Restart Mask Register (VRM)

The restart mask register contains a bitmask indicating the vectors elements to be processed after a restart. The restart mask register is set to all ones at the end of a vector operation.

## Vector Error Mask Register (VERR)

The vector error mask register contains a bit for each vector element indicating if an error occurred.

## Vector Register Size (VRGSZ)

The vector register size register contains the length of a vector register in bytes. Only the low order eight bits of the register are implemented, other bits read as zero, and ignore writes.

## Vector Element Description Register (VED)

This register contains bits describing an element of a vector.

|  |  |  |  |
| --- | --- | --- | --- |
|  | 127 6 | 5 3 | 2 0 |
|  | ~ | OT3 | Size3 |

|  |  |  |
| --- | --- | --- |
| Size3 | Bits | Bytes |
| 0 | 8 | 1 |
| 1 | 16 | 2 |
| 2 | 32 | 4 |
| 3 | 64 | 8 |
| 4 | 128 | 16 |
| 5 | 256 | 32 |
| 6 | 512 | 64 |
| 7 |  | reserved |

|  |  |
| --- | --- |
| OT3 | Operand Type |
| 0 | Integer |
| 1 | Float |
| 2 | Decimal |
| 3 | Posit |
| 4 | Char |
| 5 to 7 | reserved |

### Special Purpose Registers

#### SC - Stack Canary (GPR 53)

This special purpose register is available in the general register file as register 53. The stack canary register is used to alleviate issues resulting from buffer overflows on the stack. The canary register contains a random value which remains consistent throughout the run-time of a program. In the right conditions, the canary register is written to the stack during the function’s prolog code. In the function’s epilog code, the value of the canary on stack is checked to ensure it is correct, if not a check exception occurs.

#### [U/S/H/M]\_IE (0x?004)

See status register.

This register contains interrupt enable bits. The register is present at all operating levels. Only enable bits at the current operating level or lower are visible and may be set or cleared. Other bits will read as zero and ignore writes. Only the lower four bits of this register are implemented. The bits have individual bit set / clear capability using the CSRRS, CSRRC instructions.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 63 4 | 3 | 2 | 1 | 0 |
| ~ | mie | hie | sie | uie |

#### [U/S/H/M]\_CAUSE (CSR- 0x?006)

This register contains a code indicating the cause of an exception or interrupt. The break handler will examine this code to determine what to do. Only the low order 12 bits are implemented. The high order bits read as zero and are not updateable.

#### U\_REPBUF - (CSR – 0x008)

This register contains information needed for the REP instruction that must be saved and restored during context switches and interrupts. Note that the loop counter should also be saved.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 127 112 | 121 48 | 47 44 | 43 | 42 40 | 39 8 | 7 | 6 0 |
| Resv | pc | Resv2 | V | ICnt | Limit | resv | Ins[15:9] |

Pc: (64 bits) the address of the instruction following the REP

V: REP valid bit, 1 only if a REP instruction is active

ICnt: the current instruction count, distance from REP instruction.

Limit: a 32-bit amount to compare the loop counter against.

Ins: bits 9 to 15 of the REP instruction which contains the instruction count of instruction included in the repeat and condition under which the repeat occurs.

#### [U/S/H/M]\_SCRATCH – CSR 0x?041

This is a scratchpad register. Useful when processing exceptions. There is a separate scratch register for each operating mode.

#### S\_PTBR (CSR 0x1003)

This register contains the base address of the page table, which must be a multiple of 16384. Also included in this register is table parameters depth and type. Register tag #152.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 95 14 | 13 12 | 11 8 | 7 6 | 5 4 | 3 | 2 1 | 0 |
| Page Table Address67..14 | ~2 | Levels | AL2 | ~2 | S | ~ | Type |

Type: 0 = inverted page table, 1 = page table

S: 1=software managed TLB miss, 0 = hardware table walking

Levels are ignored for the inverted page table. For a normal page table gives the top entry level.

AL2: TLB entry replacement algorithm, 0=fixed,1=LRU,2=random,3=reserved

#### S\_ASID (CSR 0x101F)

This register contains the address space identifier (ASID) or memory map index (MMI). The ASID is used in this design to select (index into) a memory map in the paging tables. Only the low order twelve bits of the register are implemented.

#### S\_KEYS (CSR 0x1020 to 0x1027)

These eight registers contain the collection of keys associated with the process for the memory lot system. Each key is twenty-four bits in size. All eight registers are searched in parallel for keys matching the one associated with the memory page. Keyed memory enhances the security and reliability of the system.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  | 23 0 |
| 1020 |  |  | key0 |
| 1021 |  |  | key1 |
| … |  |  | … |
| 1027 |  |  | key7 |

#### M\_CORENO (CSR 0x3001)

This register contains a number that is externally supplied on the coreno\_i input bus to represent the hardware thread id or the core number. It should be non-zero.

#### M\_TICK (CSR 0x3002)

This register contains a tick count of the number of clock cycles that have passed since the last reset. Note that this register should not be used for precise timing as the processor’s clock frequency may vary for performance and power reasons. The TIME CSR may be used for wall-clock timing as it has its own timing source.

#### M\_SEED (CSR 0x3003)

This register contains a random seed value based on an external entropy collector. The most significant bit of the state is a busy bit.

|  |  |  |
| --- | --- | --- |
| 63 60 | 59 16 | 15 0 |
| State4 | ~44 | seed16 |

|  |  |
| --- | --- |
| State4 Bit |  |
| 0 | dead |
| 1 | test |
| 2 | valid, the seed value is valid |
| 3 | Busy, the collector is busy collecting a new seed value |

#### M\_BADADDR (CSR 0x3007)

This register contains the address for a load / store operation that caused a memory management exception or a bus error. Note that the address of the instruction causing the exception is available in the EPC register.

#### M\_BAD\_INSTR (CSR 0x300B)

This register contains a copy of the exceptioned instruction.

#### M\_SEMA (CSR 0x300C)

This register contains semaphores. The semaphores are shared between all cores in the MPU.

#### M\_TVEC – CSR 0x3030 to 0x3034

These registers contain the address of the exception handling routine for a given operating level. TVEC[4] (0x3034) is used directly by hardware to form an address of the debug routine. The lower eight bits of TVEC[3] are not used. The lower bits of the exception address are determined from the operating level. TVEC[0] to TVEC[2] are used by the REX instruction.

A sync instruction should be used after modifying one of these registers to ensure the update is valid before continuing program execution.

|  |  |
| --- | --- |
| Reg # |  |
| 0x3030 | TVEC[0] – user mode |
| 0x3031 | TVEC[1] - supervisor mode |
| 0x3032 | TVEC[2] – hypervisor mode |
| 0x3033 | TVEC[3] – machine mode |
| 0x3034 | TVEC[4] - debug |

#### M\_SR\_STACK (CSR 0x303C to CSR 0x303D)

This pair of registers contains a stack of the status register which is pushed during exception processing and popped on return from interrupt. There are only eight slots as that is the maximum nesting depth for interrupts.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 127 96 | 95 64 | 63 32 | 31 0 |
| 0x303C | SR3 | SR2 | SR1 | SR0 |
| 0x303D | SR7 | SR6 | SR5 | SR4 |

#### M\_IOS – IO Select Register (CSR 0x3100)

The location of IO is determined by the contents of the IOS control register. The select is for a 1MB region. This address is a virtual address. The low order 16 bits of this register should be zero and are ignored.

|  |  |
| --- | --- |
| 63 16 | 15 0 |
| Virtual Address67..20 | 016 |

#### M\_EPC (CSR 0x3108 to 0x310F)

This set of registers contains the address stack for the program counter used in exception handling.

|  |  |
| --- | --- |
| Reg # | Name |
| 0x3108 | EIP0 |
| … |  |
| 0x310F | EIP7 |

#### AV – Application Vector Table Address

This register holds the address of the applications vector table. The vector table must be 16-byte aligned.

|  |
| --- |
| 63 0 |
| App Vector Table Address67..4 |

#### VB – Vector Base Register

The vector base register provides the location of the vector table. The vector table must be octa aligned. On reset the VBR is loaded with zero. There is a separate vector base register for each operating mode.

|  |  |  |
| --- | --- | --- |
| 63 3 | 2 | 1 0 |
| Vector Table Address63..3 | ~ | ~ |

# Operating Modes

The core operates in one of four basic modes: application/user mode, supervisor mode, hypervisor mode or machine mode. Machine mode is switched to when an interrupt or exception occurs, or when debugging is triggered. On power-up the core is running in machine mode. An RTI instruction must be executed to leave machine mode after power-up.

A subset of instructions is limited to machine mode.

|  |  |
| --- | --- |
| Mode Bits | Mode |
| 0 | User / App |
| 1 | Supervisor |
| 2 | Hypervisor |
| 3 | Machine |

# Exceptions

## External Interrupts

There is little difference between an externally generated exception and an internally generated one. An externally caused exception will set the exception cause code for the currently fetched instruction.

There are eight priority interrupt levels for external interrupts. When an external interrupt occurs the mask level is set to the level of the current interrupt. A subsequent interrupt must exceed the mask level to be recognized.

## Effect on Machine Status

The operating mode is always switched to machine mode on exception. It is up to the machine mode code to redirect the exception to a lower operating mode when desired. Further exceptions at the same or lower interrupt level are disabled automatically. Machine mode code must enable interrupts at some point.

## Exception Stack

The status register and program counter are pushed onto an internal stack when an exception occurs. This stack is at least 16 entries deep to allow for nested interrupts and multiply nested traps and exceptions.

Exception Table

|  |  |
| --- | --- |
| Vector | Usage |
| 0 | Reset value for system stack pointer |
| 1 | Reset value for program counter |
| 2 | Bus Error |
| 3 | Address Error |
| 4 | Unimplemented Instruction |
| 5 |  |
| 6 |  |
| 7 |  |
| 8 | Privilege Violation |
| 9 | Instruction trace |
| 10 |  |
| 11 | Stack Canary |
| 12 to 23 | reserved |
| 24 | Spurious interrupt |
| 25 | Auto vector #1 |
| 26 | Auto vector #2 |
| 27 | Auto vector #3 |
| 28 | Auto vector #4 |
| 29 | Auto vector #5 |
| 30 | Auto vector #6 |
| 31 | Auto vector #7 |
| 32 | Breakpoint (BRK) |
| 33 to 63 | Trap #1 to 31 |
|  | Applications Usage |
| 64 | Divide by zero |
| 65 | Overflow |
| 66 | Table Limit |
| 67 to 511 | Unassigned usage |
|  |  |

## Reset

Reset is treated as an exception. The reset routine should exit using an RTI instruction. The status register should be setup appropriately for the return.

The core begins executing instructions at address $00…00. All registers are in an undefined state.

## Precision

Exceptions in Thor2023 are precise. They are processed according to program order of the instructions. If an exception occurs during the execution of an instruction, then an exception field is set in the pipeline buffer. The exception is processed when the instruction commits which happens in program order. If the instruction was executed in a speculative fashion, then no exception processing will be invoked unless the instruction makes it to the commit stage.

# Memory Management

## Bank Swapping

About the simplest form of memory management is a single bank register that selects the active memory bank. This is the mechanism used on many early microcomputers. The bank register may be an eight bit I/O port supplying control over some number of upper address bits used to access memory.

## The Page Map

The next simplest form of memory management is a single table map of virtual to physical addresses. The page map is often located in a high-speed dedicated memory. An example of a mapping table is the 74LS612 chip. It may map four address bits on the input side to twelve address bits on the output side. This allows a physical address range eight bits greater than the virtual address range. A more complicated page map is something like the MC6829 MMU. It may map 2kB pages in a 2MB physical address space for up to four different tasks.

## Regions

In any processing system there are typically several different types of storage assigned to different physical address ranges. These include memory mapped I/O, MMIO, DRAM, ROM, configuration space, and possibly others. Thor2023 has a region table that supports up to eight separate regions.

The region table is a list of region entries. Each entry has a start address, an end address, an access type field, and a pointer to the PMT, page management table. To determine legal access types, the physical address is searched for in the region table, and the corresponding access type returned. The search takes place in parallel for all eight regions.

Once the region is identified the access rights for a particular page within the region can be found from the PMT corresponding to the region. Global access rights for the entire region are also specified in the region table. These rights are gated with value from the PMT and TLB to determine the final access rights.

## PMA - Physical Memory Attributes Checker

### Overview

The physical memory attributes checker is a hardware module that ensures that memory is being accessed correctly according to its physical attributes.

Physical memory attributes are stored in an eight-entry region table. Three bits in the PTE select an entry from this table. The operating mode of the CPU also determines which 32-bit set of attributes to apply for the memory region.

Most of the entries in the table are hard-coded and configured when the system is built. However, they may be modified at the address range $F…F9F0xxx.

Physical memory attributes checking is applied in all operating modes.

The region table is accessible as a memory mapped IO, MMIO, device.

### Region Table Description

|  |  |  |  |
| --- | --- | --- | --- |
| Reg | Bits |  |  |
| 00 | 128 | Pmt | associated PMT address |
| 01 | 128 | cta | Card table address |
| 02 | 128 | at | Four groups of 32-bit memory attributes, 1 group for each of user, supervisor, hypervisor and machine. |
| 03 | 128 | … | Not used |
| 04 to 1F |  | … | 7 more register sets |

#### PMT Address

The PMT address specifies the location of the associated PMT.

#### CTA – Card Table Address

The card table address is used during the execution of the store pointer, STPTR instruction to locate the card table.

#### Attributes

|  |  |  |
| --- | --- | --- |
| Bitno |  |  |
| 0 | X | may contain executable code |
| 1 | W | may be written to |
| 2 | R | may be read |
| 3 | ~ | reserved |
| 4-7 | C | Cache-ability bits |
| 8-10 | G | granularity   |  |  | | --- | --- | | G |  | | 0 | byte accessible | | 1 | wyde accessible | | 2 | tetra accessible | | 3 | octa accessible | | 4 | hexi accessible | | 5 to 7 | reserved | |
| 11 | ~ | reserved |
| 12-14 | S | number of times to shift address to right and store for telescopic STPTR stores. |
| 16-23 | T | device type (rom, dram, eeprom, I/O, etc) |
| 24-31 | ~ | reserved |

## Page Management Table - PMT

### Overview

For the first translation of a virtual to physical address, after the physical page number is retrieved from the TLB, the region is determined, and the page management table is referenced to obtain the access rights to the page. PMT information is loaded into the TLB entry for the page translation. The PMT contains an assortment of information most of which is managed by software. Pieces of information include the key needed to access the page, the privilege level, and read-write-execute permissions for the page. The table is organized as rows of access rights table entries (PMTEs). There are as many PMTEs as there are pages of memory in the region.

For subsequent virtual to physical address translations PMT information is retrieved from the TLB.

As the page is accessed in the TLB, the TLB may update the PMT.

### Location

The page management table is in main memory and may be accessed with ordinary load and store instructions. The PMT address is specified by the region table.

## PMTE Description

There is a wide assortment of information that goes in the page management table. To accommodate all the information an entry size of 128-bits was chosen.

Page Management Table Entry

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | N | M | ~9 | | C | E | AL2 | ~16 |
| ACL16 | | | | | | | | Share Count16 |
| Access Count32 | | | | | | | | |
| PL8 | | | | Key24 | | | | |

### Access Control List

The ACL field is a reference to an associated access control list.

### Share Count

The share count is the number of times the page has been shared to processes. A share count of zero means the page is free.

### Access Count

This part uses the term ‘access count’ to refer to the number of times a page is accessed. This is usually called the reference count, but that phrase is confusing because reference counting may also refer to share counts. So, the phrase ‘reference count’ is avoided. Some texts use the term reference count to refer to the share count. Reference counting is used in many places in software and refers to the number of times something is referenced.

Every time the page of memory is accessed, the access count of the page is incremented. Periodically the access count is aged by shifting it to the right one bit.

The access count may be used by software to help manage the presence of pages of memory.

### Key

The access key is a 24-bit value associated with the page and present in the key ring of processes. The keyset is maintained in the keys CSRs. The key size of 20 bits is a minimum size recommended for security purposes. To obtain access to the page it is necessary for the process to have a matching key OR if the key to match is set to zero in the PMTE then a key is not needed to access the page.

### Privilege Level

The current privilege level is compared with the privilege level of the page, and if access is not appropriate then a privilege violation occurs. For data access, the current privilege level must be at least equal to the privilege level of the page. If the page privilege level is zero anybody can access the page.

### N

indicates a conforming page of executable code. Conforming pages may execute at the current privilege level. In which case the PL field is ignored.

### M

indicates if the page was modified, written to, since the last time the M bit was cleared. Hardware sets this bit during a write cycle.

### E

indicates if the page is encrypted.

### AL

indicates the compression algorithm used.

### C

The C indicator bit indicates if the page is compressed.

## Page Tables

### Intro

Page tables are part of the memory management system used map virtual addresses to real physical addresses. There are several types of page tables. Hierarchical page tables are probably the most common. Almost all page tables map only the upper bits of a virtual address, called a page. The lower bits of the virtual address are passed through without being altered. The page size often 4kB which means the low order 12-bits of a virtual address will be mapped to the same 12-bits for the physical address.

### Hierarchical Page Tables

Hierarchical page tables organize page tables in a multi-level hierarchy. They can map the entire virtual address range but often only a subrange of the full virtual address space is mapped. This can be determined on an application basis. At the topmost level a register points to a page directory, that page directory points to a page directory at a lower level until finally a page directory points to a page containing page table entries. To map an entire 64-bit virtual address range approximately five levels of tables are required.
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### Inverted Page Tables

An inverted page table is a table used to store address translations for memory management. The idea behind an inverted page table is that there are a fixed number of pages of memory no matter how it is mapped. It should not be necessary to provide for a map of every possible address, which is what the hierarchical table does, only addresses that correspond to real pages of memory need be mapped. Each page of memory can be allocated only once. It is either allocated or it is not. Compared to a non-inverted paged memory management system where tables are used to map potentially the entire address space an inverted page table uses less memory. There is typically only a single inverted page table supporting all applications in the system. This is a different approach than a non-inverted page table which may provide separate page tables for each process.

### The Simple Inverted Page Table

The simplest inverted page table contains only a record of the virtual address mapped to the page, and the index into the table is used as the physical page number. There are only as many entries in the inverted page table as there are physical pages of memory. A translation can be made by scanning the table for a matching virtual address, then reading off the value of the table index. The attraction of an inverted page table is its small size compared to the typical hierarchical page table. Unfortunately, the simplest inverted page table is not practical when there are thousands or millions of pages of memory. It simply takes too long to scan the table. The alternative solution to scanning the table is to hash the virtual address to get a table index directly.

![Diagram of Inverted Page Table
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### Hashed Page Tables

#### Hashed Table Access

Hashes are great for providing an index value immediately. The issue with hash functions is that they are just a hash. It is possible that two different virtual address will hash to the same value. What is then needed is a way to deal with these hash collisions. There are a couple of different methods of dealing with collisions. One is to use a chain of links. The chain has each link in the chain pointing the to next page table entry to use in the event of a collision. The hash page table is slightly more complicated then as it needs to store links for hash chains. The second method is to use open addressing. Open addressing calculates the next page table entry to use in the event of a collision. The calculation may be linear, quadratic or some other function dreamed up. A linear probe simply chooses the next page table entry in succession from the previous one if no match occurred. Quadratic probing calculates the next page table entry to use based on squaring the count of misses.

#### Clustered Hash Tables

A clustered hash table works in the same manner as a hashed page table except that the hash is used to access a cluster of entries rather than a single entry. Hashed values may map to the same cluster which can store multiple translations. Once the cluster is identified, all the entries are searched in parallel for the correct one. A clustered hash table may be faster than a simple hash table as it makes use of parallel searches. Often accessing memory returns a cache line regardless of whether a single byte or the whole cached line is referenced. By using a cache line to store a cluster of entries it can turn what might be multiple memory accesses into a single access. For example, an ordinary hash table with open addressing may take up to 10 memory accesses to find the correct translation. With a clustered table that turns into 1.25 memory accesses on average.

### Shared Memory

Another memory management issue to deal with is shared memory. Sometimes applications share memory with other apps for communication purposes, and to conserve memory space where there are common elements. The same shared library may be used by many apps running in the system. With a hierarchical paged memory management system, it is easy to share memory, just modify the page table entry to point to the same physical memory as is used by another process. With an inverted page table having only a single entry for each physical page is not sufficient to support shared memory. There needs to be multiple page table entries available for some physical pages but not others because multiple virtual addresses might map to the same physical address. One solution would be to have multiple buckets to store virtual addresses in for each physical address. However, this would waste a lot of memory because much of the time only a single mapped address is needed. There must be a better solution. Rather than reading off the table index as the physical page number, the association of the virtual and physical address can be stored. Since we now need to record the physical address multiple times the simple mechanism of using the table index as the physical page number cannot be used. Instead, the physical page number needs to be stored in the table in addition to the virtual page number.

That means a table larger than the minimum is required. A minimally sized table would contain only one entry for each physical page of memory. So, to allow for shared memory the size of the table is doubled. This smells like a system configuration parameter.

### Specifics: Thor2023 Page Tables

### Thor2023 Hash Page Table Setup

#### Hash Page Table Entries - HPTE

We have determined that a page table entry needs to store both the physical page number and the virtual page number for the translations. To keep things simple, the page table stores only the information needed to perform an address translation. Other bits of information are stored in a secondary table called the page management table, PMT. The author did a significant amount of juggling around the sizes of various fields, mainly the size of the physical and virtual page numbers. Finally, the author decided on a 192-bit HPTE format.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | | RGN3 | M | A | T | S | G | SW2 | | CACHE4 | | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| PPN31..0 | | | | | | | | | | | | | | | | |
| PPN63..32 | | | | | | | | | | | | | | | | |
| VPN37.. 6 | | | | | | | | | | | | | | | | |
| VPN69.. 38 | | | | | | | | | | | | | | | | |
| ~4 | | ASID11..0 | | | | | | | | ~2 | | VPN83.. 70 | | | | |

Fields Description

|  |  |  |
| --- | --- | --- |
| V | 1 | translation Valid |
| G | 1 | global translation |
| RGN | 3 | region |
| PPN | 64 | Physical page number |
| VPN | 84 | Virtual page number |
| RWX | 3 | readable, writeable, executable |
| ASID | 12 | address space identifier |
| LVL/BC | 5 | bounce count |
| M | 1 | modified |
| A | 1 | accessed |
| T | 1 | PTE type (not used) |
| S | 1 | Shared page indicator |
| SW | 3 | OS usage |

The page table does not include everything needed to manage pages of memory. There is additional information such as share counts and privilege levels to take care of, but this information is better managed in a separate table.

#### Small Hash Page Table Entries - SHPTE

The small HPTE is used for the test system which contains only 512MB of physical RAM to conserve hardware resources. The SHPTE is 96-bits in size.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | RGN3 | M | A | T | S | G | SW2 | CACHE4 | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| VPN5..0 | | PPN25..0 | | | | | | | | | | | |
| ASID11..0 | | | | | | VPN25.. 6 | | | | | | | |

#### Page Table Groups – PTG

We want the search for translations to be fast. That means being able to search in parallel. So, PTEs are stored in groups that are searched in parallel for translations. This is sometimes referred to as a clustered table approach. Access to the group should be as fast as possible. There are also hardware limits to how many entries can be searched at once while retaining a high clock rate. So, the convenient size of 1024 bits was chosen as the amount of memory to fetch.

A page table group then contains ten SHPTE page-table entries or five HPTE entries. All entries in the group are searched in parallel for a match. Note that the entries are searched as the PTG is loaded, so that the PTG group load may be aborted early if a matching PTE is found before the load is finished.

|  |
| --- |
| 127 0 |
| PTE0 |
| PTE1 |
| PTE2 |
| PTE3 |
| PTE4 |
| PTE5 |
| PTE6 |
| PTE7 |

#### Size of Page Table

There are several conflicting elements to deal with, with regards to the size of the page table. Ideally, the hash page table is small enough to fit into the block RAM resources available in the FPGA. It may be practical to store the hash page table in block RAM as there would be only a single table for all apps in the system. This probably would not be practical for a hierarchical table.

About 1/3 of the block RAMs available are dedicated to MMU use. At the same time a multiple of the number of physical pages of memory should be supported to support page sharing and swapping pages to secondary storage. To support swapping pages, double the number of physical entries were chosen. To support page sharing, double that number again. Therefore, a minimum size of a page table would contain at least four times the number of physical pages for entries. By setting the size of the page table instead of the size of pages, it can be worked backwards how many pages of memory can be supported.

For a system using 512k block RAM to store PTEs. 512k / 96 = 5,461 entries. 5,461 / 4 = 1,365 physical pages. Since the RAM size is 512MB, each page would be 512MB/1,365 = 393kB. Rounding up, 512kB. Since half the pages may be in secondary storage, 1GB of address range is available. A 512kB page is probably too large to be useful, so either more block RAM is required, or the table could be place in main memory.

Since there are 5,461 entries in the table and they are grouped into groups of ten, there are 546 PTGs. To get to a page table group fast a hash function is needed then that returns a 10-bit number.

#### Hash Function

The hash function needs to reduce the size of a virtual address down to a 11-bit number. The asid should be considered part of the virtual address. Including the asid an address is 76 bits. The first thing to do is to throw away the lowest fourteen bits as they pass through the MMU unaltered. We now have 62-bits to deal with. We can probably throw away some high order bits too, as a process is not likely to use the full 64-bit address range.

The hash function chosen uses the asid combined with virtual address bits 18 to 28 and bits 29 to 39. This should space out the PTEs according to the asid. Address bits 16 and 17 select one of four address ranges. the PTG supports ten PTEs. The translations where address bits 16 and 17 are involved are likely consecutive pages that would show up in the same PTG. The hash is the asid exclusively or’d with address bis 18 to 28 exclusively or’d with address bits 29 to 39.

#### Collision Handling

Quadratic probing of the page table is used when a collision occurs. The next PTG to search is calculated as the hash plus the square of the miss count. On the first miss the PTG at the hash plus one is searched. Next the PTG at the hash plus four is searched. After that the PTG at the hash plus nine is searched, and so on.

#### Finding a Match

Once the PTG to be searched is located using the hash function, which PTE to use needs to be sorted out. The match operation must include both the virtual address bits and the asid, address space identifier, as part of the test for a match. It is possible that the same virtual address is used by two or more different address spaces, which is why it needs to be in the match.

#### Locality of Reference

The page table group may be cached in the system read cache for performance. It is likely that the same PTG group will be used multiple times due to the locality of reference exhibited by running software.

#### Access Rights

To avoid duplication of data the access rights are stored in another table called the PMT for access rights table. The first time a translation is loaded the access rights are looked-up from the PMT. A bit is set in the TLB entry indicating that the access rights are valid. On subsequent translations the access rights are not looked up, but instead they are read from values cached in the TLB.

### Thor2023 Hierarchical Page Table Setup

#### Page Table Entries - PTE

For hierarchical tables the structure is like that of hashed page tables except that there is no need to store the virtual address. We know the virtual address because it is what is being translated and there is no chance of collisions unlike the hash table. The structure is 96 bits in size. This allows 1024 PTEs to fit into an 16kB page. ¼ of the 16kB page is not used. Note the size of pages in the table is a configuration parameter used to build the system.

There are two types of page table entries. The first type, T=0, is a pointer to a page of memory, the second type, T=1, is an entry that points to lower-level page tables. PTE’s that point to lower-level page tables are sometimes called page table pointers, PTPs.

#### Page Table Entry Format – PTE

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | RGN3 | M | A | T | S | G | SW2 | CACHE4 | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| PPN31..0 | | | | | | | | | | | | | |
| PPN63..32 | | | | | | | | | | | | | |

#### Small Page Table Entry Format – SPTE

The small PTE format is used when the physical address space is less than 46-bits in size. The small PTE occupies only 64-bits. 2048 SPTEs will fit into an 16kB page.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | RGN3 | M | A | T | S | G | SW2 | CACHE4 | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| PPN31..0 | | | | | | | | | | | | | |

|  |  |  |
| --- | --- | --- |
| Field | Size | Purpose |
| PPN | 64 | Physical page number |
| URWX | 3 | User read-write-execute override |
| SRWX | 3 | Supervisor read-write-execute override |
| HRWX | 3 | Hypervisor read-write-execute override |
| MRWX | 3 | Machine read-write-execute override |
| CACHE | 4 | Cache-ability bits |
| A | 1 | 1=accessed/used |
| M | 1 | 1=modified |
| V | 1 | 1 if entry is valid, otherwise 0 |
| S | 1 | 1=shared page |
| G | 1 | 1=global, ignore ASID |
| T | 1 | 0=page pointer, 1= table pointer |
| RGN | 3 | Region table index |
| LVL/BC | 5 | the page table level of the entry pointed to |

#### Super Pages

The hierarchical page table allows “super pages” to be defined. These pages bypass lower levels of page tables by using an entry at a high level to represent a block containing many pages.

Normally a PTE with LVL=0 is a pointer to an 16kB memory page. However, super-pages may be defined by specifying a page pointer with a LVL greater than zero. For instance, if T=0 and LVL=1 then the page pointed to is a super-page within an 16MB block of contiguous memory.

|  |  |
| --- | --- |
| T=0, LVL= | Page Size |
| 0 | 16 kB page |
| 1 | 16 MB page |
| 2 | 16 GB page |
| 3 | 16 TB page |
| 4 | 16 EB page |
| 5 |  |
| 6 |  |
| 7 | reserved |

A super page pointer contains both a pointer to the block of pages and a super page length field. The length field is provided to restrict memory access to an address range between the super page pointer and the super page pointer plus the number of pages specified in the length. A typical use would be to point to the system ROM which may be several megabytes and yet shorter than the maximum size of the super page.

For example, a system ROM is located 512 MB before the end of physical memory. The ROM is only 1MB in size. So, it is desired to setup a super page pointer to the ROM and restrict access to a single megabyte. The PTE for this would look like:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | 15 | RGN3 | M | A | 0 | S | G | SW2 | ~4 | MRWX3 | | HRWX3 | SRWX3 | URWX3 |
| PPN=0x3FFFE022 | | | | | | | | | | | NPG=0x03F10 | | | |
| PPN=0xFFFFFFFF 63..32 | | | | | | | | | | | | | | |

The PTE would be pointed to by a LVL=1 pointer resulting in a 16MB super-page size. 512MB is 32 pages before the end of memory, reflected in the value 0x3FFFE022 for the PPN above. There are 64 x 16kB pages in 1MB so the length field, NPG, is set to 0x03f10.

##### PTE Format for 16MB page

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | 15 | RGN3 | M | A | 0 | S | G | SW2 | ~4 | MRWX3 | | HRWX3 | SRWX3 | URWX3 |
| PPN31..10 | | | | | | | | | | | NPG10 | | | |
| PPN63..32 | | | | | | | | | | | | | | |

##### PTE Format for 16GB page

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | 25 | RGN3 | M | A | 0 | S | G | SW2 | ~4 | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| PPN31..20 | | | | | NPG20 | | | | | | | | |
| PPN63..32 | | | | | | | | | | | | | |

## TLB – Translation Lookaside Buffer

### Overview

A simple page map is limited in the translations it can perform because of its size. The solution to allowing more memory to be mapped is to use main memory to store the translations tables.

However, if every memory access required two or three additional accesses to map the address to a final target access, memory access would be quite slow, slowed down by a factor or two or three, possibly more. To improve performance, the memory mapping translations are stored in another unit called the TLB standing for Translation Lookaside Buffer. This is sometimes also called an address translation cache ATC. The TLB offers a means of address virtualization and memory protection. A TLB works by caching address mappings between a real physical address and a virtual address used by software. The TLB deals with memory organized as pages. Typically, software manages a paging table whose entries are loaded into the TLB as translations are required.

The TLB is a cache specialized for address translations. Thor2023’s TLB is quite large being six-way associative with 1024 entries per way. This choice of size was based on the minimum number of block RAMs that could be used to implement the TLB. On a TLB miss the page table is searched for a translation and if found the translation is stored in one of the ways of the TLB. The way selected is determined either randomly or in a least-recently-used fashion as one of the first four ways. The last way may not be updated automatically by a page table search, it must be updated by software.

### Size / Organization

The TLB has 1024 entries per set. The size was chosen as it is the size of one block ram for 32-bit data in the FPGA. This is quite a large TLB. Many systems use smaller TLBs. Typically, systems vary between 64 and 1024 entries. There is not really a need for such a large one, however it is available.

The TLB is organized as a six-way set associative cache. The last way may only be updated by software. The last way allows translations to be stored that will not be overwritten. The first four ways may use hardware LRU replacement in addition to fixed or random replacement.

|  |  |
| --- | --- |
| Way | Page size |
| 0 | 16kB pages |
| 1 | 16kB pages |
| 2 | 16kB pages |
| 3 | 16kB pages |
| 4 | 16MB pages |
| 5 | 16kB pages |

Note that 16MB pages do not need multiple ways as there are sufficient TLB entries to allow distinct entries for each 16MB page if the virtual address space is 34-bits or less.

### TLB Entries - TLBE

Closely related to page table entries are translation look-aside buffer, TLB, entries. TLB entries have additional fields to match against the virtual address. The count field is used to invalidate the entire TLB. Note that the least significant 10-bits of the virtual address are not stored as these bits are used as an index for the TLB entry.

|  |  |
| --- | --- |
| Count6 | LRU3 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | RGN3 | M | A | T | S | G | SW2 | CACHE4 | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| PPN31..0 | | | | | | | | | | | | | |
| PPN63..32 | | | | | | | | | | | | | |

|  |  |  |  |
| --- | --- | --- | --- |
| VPN41.. 10 | | | |
| VPN73.. 42 | | | |
| ~4 | ASID11..0 | ~5 | VPN83.. 73 |

### Small TLB Entries - TLBE

The small TLB is used for the test system which contains only 512MB of physical RAM to conserve hardware resources. The address ranges are more limited, 40-bits for the physical address and 70-bits for the virtual address.

|  |  |
| --- | --- |
| Count6 | LRU3 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V | LVL/BC5 | RGN3 | M | A | T | S | G | SW2 | CACHE4 | MRWX3 | HRWX3 | SRWX3 | URWX3 |
| ~6 | | PPN25..0 | | | | | | | | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| VPN41.. 10 | | | | |
| ~4 | ASID11..0 | PS | ~ | VPN55.. 42 |

### What is Translated?

The TLB processes addresses including both instruction and data addresses for all modes of operation. It is known as a *unified* TLB.

### Page Size

Because the TLB caches address translations it can get away with a much smaller page size than the page map can for a larger memory system. 4kB is a common size for many systems. There are some indications in contemporary documentation that a larger page size would be better. In this case the TLB uses 16kB. For a 512MB system (the size of the memory in the test system) there are 32768 16kB pages.

### Ways

The first four ways in the TLB are reserved for 16kB page translations. The next way, 4 is reserved for 16MB page translations. The last way is reserved for fixed translations of 16kB pages.

### Management

The TLB unit may be updated by either software or hardware. This is selected in the page table base register. If software miss handling is selected when a translation miss occurs, an exception is generated to allow software to update the TLB. It is left up to software to decide how to update the TLB. There may be a set of hierarchical page tables in memory, or there could be a hash table used to store translations.

### Accessing the TLB

A TLB entry contains too much information to be updated with a single register write. Since the information must also be updated atomically to ensure correct operation, the TLB update occurs in an indirect fashion. First holding registers are loaded with the desired values, then all the holding registers are written to the TLB in a single atomic cycle. The TLB is addressed in the physical memory space in the address range $F…FE000xx. There are eight buckets which must be filled with TLB info using store instructions. Then address $F…FE0007E is written to causing the TLB to be updated.

The low order bits of the bucket six determine which way to update in the TLB if the algorithm is a fixed way algorithm. Otherwise, if LRU is selected the LRU entry will be updated, otherwise a way to update will be selected randomly. The data is octa-byte aligned.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 00 | TLBE (PTE63..0) | | | | | | | | | | |
| 08 |  | | | | | TLBE (PTE95..64) | | | | | |
| 10 | TLBE (VPN63..0) | | | | | | | | | | |
| 18 |  | | | | | TLBE (VPN95..64) | | | | | |
| 20 | TLB Miss Address63..0 | | | | | | | | | | |
| 28 | ~4 | Miss ASID12 | | ~16 | | TLB Miss Address95..64 | | | | | |
| 30 to 68 |  | | | | | | | | | | |
| 70 |  | | | | | | AL2 | 0 | Entry Num10 | ~ | Way4 |
| 78 | RWTRIG | | WTRIG | RTRIG | ~8 | ~32 | | | | | |

|  |  |
| --- | --- |
| ADR |  |
| 7C | No operation |
| 7D | Read TLBE |
| 7E | Write TLBE |
| 7F | Read and Write TLBE |

### ?RWX3

If RWX3 attributes are specified non-zero, then they will override the attributes coming from the region table. Otherwise RWX attributes are determined by the region table.

### CACHE4

The cache4 field is combined with the cache attributes specified in the region table. The region table takes precedence; however, if the cache4 field indicates non-cache-ability then the data will not be cached.

#### Example TLB Update Routine

|  |  |
| --- | --- |
| \_TLBMap:  ldo a0,0[sp]  ldo a1,8[sp]  ldo a2,16[sp]  ldo a3,24[sp]  ; <lock TLB update semaphore>  sto a0,0xFFE00000 # TLBE value  sto a1,0xFFE00008 # TLBE value  sto a2,0xFFE00010 # TLBE value  sto a3,0xFFE00070 # control  stb a0,0xFFE0007E # triggers a TLB update  ; <unlock TLB update semaphore>  add sp,sp,32  rts |  |

### TLB Entry Replacement Policies

The TLB supports three algorithms for replacement of entries with new entries on a TLB miss. These are fixed replacement (0), least recently used replacement (1) and random replacement (2). The replacement method is stored in the AL2 bits of the page table base register.

For fixed replacement, the way to update must be specified by a software instruction. Least recently used replacement, LRU, selects the least recently used address translation to be overwritten. Random replacement chooses a way to replace at random.

### Flushing the TLB

The TLB maintains the address space (ASID) associated with a virtual address. This allows the TLB translations to be used without having to flush old translations from the TLB during a task switch.

### Reset

On a reset the TLB is preloaded with translations that allow access to the system ROM.

#### Global Bit

In addition to the ASID the TLB entries contain a bit that indicates that the translation is a global translation and should be present in every address space.

## Card Table

### Overview

Also present in the memory system is the Card table. The card table is a telescopic memory which reflects with increasing detail where in the memory system a pointer write has occurred. This is for the benefit of garbage collection systems. Card table is updated using a write barrier when a pointer value is stored to memory, or it may be updated automatically using the STPTR instruction.

### Organization

At the lowest level memory is divided into 256-byte card memory pages. Each card has a single byte recording whether a pointer store has taken place in the corresponding memory area. To cover a 512MB memory system 2MB card memory is required at the outermost layer. A byte is used rather than a bit to allow byte store operations to update the table directly without having to resort to multiple instructions to perform a bit-field update.

To improve the performance of scanning a hardware card table, HCT, is present which divides memory at an upper level into 8192-byte pages. The hardware card table indicates if a pointer store operation has taken place in one of the 8192-byte pages. It is then necessary to scan only cards representing the 8192-byte page rather than having to scan the entire 2MB card table. Note that this memory is organized as 2048 32-bit words. Allowing 32-bits at a time to be tested.

To further improve performance a master card table, MCT, is present which divides memory at the uppermost layer into 16-MB pages.

|  |  |  |
| --- | --- | --- |
| Layer | Resolving Power | |
| 0 | 2 MB | 256B pages |
| 1 | 64k bits | 8kB pages |
| 2 | 32 bits | 16 MB pages |

There is only a single card memory in the system, used by all tasks.

### Location

Card memory must be based at physical address zero, extending up to the amount of card memory required. This is so that the address calculation of the memory update may be done with a simple right-shift operation.

### Operation

As a program progresses it writes pointer values to memory using the write barrier. Storing a pointer triggers an update to all the layers of card memory corresponding to the main memory location written. A bit or byte is set in each layer of the card memory system corresponding to the memory location of the pointer store.

The garbage collection system can very quickly determine where pointer stores have occurred and skip over memory that has not been modified.

### Sample Write Barrier

; Milli-code routine for garbage collect write barrier.

; This sequence is short enough to be used in-line.

; Three level card memory.

; a2 is a register pointing to the card table.

; STPTR will cause an update of the master card table, and hardware card table.

;

GCWriteBarrier:

STPTR a0,[a1] ; store the pointer value to memory at a1

LSR t0,a1,#8 ; compute card address

STB r0,[a2+t0] ; clear byte in card memory

## System Memory Map

There are several components to the system which use tables in memory. These tables are statically allocated at the time the system is built. The table sizes depend on the size of main memory. The card memory table must be located at address zero. So, it is probably best to group the tables together at the low end of memory.

|  |  |  |
| --- | --- | --- |
| Address | Usage |  |
| $00000000 to $001FFFFF | Card Table (2 MB) |  |
| $00210000 to $0022FFFF | PAM (128kB 2 copies) |  |
| $00280000 to $0029FFFF | Key memory (128 kB) |  |
|  |  |  |

# Instruction Set

## Overview

Thor was a variable length instruction set with instructions varying in length from one to eight bytes. Thor2023 is primarily a fixed length instruction with provision for additional instruction words used for constants. Reducing the variety of instruction sizes makes implementation of decoders more economical.

## Predicated Instruction Execution

Some processors include the ability to execute virtually any instruction conditionally, for example the ARM processor or INTEL Itanium IA64. It’s a powerful means of removing branches from the instruction stream. Sequences of instructions executed with predicates rather than branching around the instructions should be kept short. The issue is the amount of time spent fetching the instructions and treating them as NOPs versus the time it would take to branch around the instructions. A compiler can optimize this and choose the best means. One of the problems of predicates is that they use up bits in the instruction regardless of whether they are useful. For instance, the Itanium has a six-bit field in virtually every instruction. The result is that a wider instruction format of 41 bits is used. A second problem with predicates is that they act like a second instruction being executed at the same time as the instruction they are associated with. The predicate operation requires a predicate register read, and a predicate evaluation operation. This adds complexity to the processor. Predicate registers are another form of register that must be present and bypassed in an overlapped or superscalar design.

The first Thor processing core features uses a whole byte for predicates, but gains back some of the opcode space by using redundant forms of the predicates as single byte instructions. The most recent version of Thor has two means of predication. A vector mask register may be specified for a scalar operation in which case the scalar operation takes place only if the mask register is equal to one. The second means of predication is via an instruction modifier. An instruction modifier precedes the instruction to add to or modify its operation. Since predicates are used infrequently the use of a modifier is an efficient manner to encode the operation.

# Instruction Descriptions

### Scalar Instructions Layout

|  |  |  |  |
| --- | --- | --- | --- |
| 39 9 | 8 | 7 5 | 4 0 |
| Payload31 | 0 | Size | Opcode |

### Vector Instruction Layout

A vector instruction is identical to its scalar counterpart except that one of the vector bits of the instruction is set and there may be an additional field present to specify the mask register. This field adds one byte to the instruction.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 47 | 46 40 | 39 31 | 30 | 29 9 | 8 | 7 5 | 4 0 |
| ~ | Mask | Payload9 | Vb | Payload21 | V | Size | Opcode |

### Register-Register Vector Decode

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Vc, Vb, V | Rb | Ra | Rt | Mask |
| 000 | scalar | scalar | scalar | No |
| 001 | scalar | scalar | scalar | Yes |
| 010 | scalar | vector | vector | No |
| 011 | scalar | vector | vector | Yes |
| 100 | vector | vector | vector | No |
| 101 | vector | vector | vector | Yes |

### Register-Immediate Vector Decode

|  |  |  |  |
| --- | --- | --- | --- |
| Vc, V | Ra | Rt | Mask |
| 00 | scalar | scalar | No |
| 01 | scalar | scalar | Yes |
| 10 | vector | vector | No |
| 11 | vector | vector | Yes |

## Opcode Maps

### Major Opcode

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  TRAP | 1 | 2  {R2} | 3  {CSR} | 4  ADDI | 5  CMPI | 6  MULI | 7  DIVI |
|  | 8  ANDI | 9  ORI | 10  EORI | 11  CHK | 12  {FLT2} | 13  {BIT} | 14  {SHIFT} | 15  FMA |
| 1x | 16  LOAD | 17  LOADZ | 18  STORE | 19  BMAP | 20  FADDI | 21  FCMPI | 22  FMULI | 23  FDIVI |
|  | 24  JSR, JMP | 25  CMPXCHG | 26  {AMO} | 27  Bcc | 28  LBcc | 29  DBcc | 30 | 31  PFX / NOP |

### {R2} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  CNTLZ | 1 | 2  CNTPOP | 3  ABS | 4  ADD | 5  CMP | 6  MUL | 7  DIV |
|  | 8  AND | 9  OR | 10  EOR | 11  SEQ SNE | 12 | 13  CHRNDX | 14  CLMUL | 15  SQRT |
| 1x | 16  DIF | 17  PTRDIF | 18  REVBIT | 19  BMAP | 20  SGE SLT | 21  SGT SLE | 22  SM4ED | 23  SM4KS |
|  | 24  JMP / JSR | 25 | 26  AES64DS | 27  AES64DSM | 28  AES64ES | 29  AES64ESM | 30  AES64KS1I | 31  AES64KS2 |
| 2x | 32  PRED | 33  CARRY | 34  REP | 35  ATOM | 36  ROUND | 37 | 38 | 39 |
|  | 40  V2BITS | 41  BITS2V | 42  VEX | 43  VEINS | 44  VGNDX | 45 | 46  SGEU | 47  SGTU |
| 3x | 48  MIN | 49  MAX | 50  BMM | 51  MUX | 52 | 53  AES64IM | 54  SM3P0 | 55  SM3P1 |
|  | 56  SHA256  SIG0 | 57  SHA256  SIG1 | 58  SHA256  SUM0 | 59  SHA256  SUM1 | 60  SHA512  SIG0 | 61  SHA512  SIG1 | 62  SHA512  SUM0 | 63  SHA512  SUM1 |

### {BIT – Func3}

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  CLR | 1  SET | 2  COM | 3  SBX | 4  EXTU | 5  EXTS | 6 | 7  {BITRR} |

### {SHIFT – Func5}

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  ASL | 1  ASR | 2  LSL | 3  LSR | 4  ROL | 5  ROR | 6 | 7 |
|  | 8  ASLI | 9  ASRI | 10  LSLI | 11  LSRI | 12  ROLI | 13  RORI | 14 | 15 |
| 1x | 16  VSHLV | 17  VSHRV | 18 | 19 | 20 | 21 | 22 | 23 |
|  | 24  VSHLVI | 25  VSHRVI | 26 | 27 | 28 | 29 | 30 | 31 |

### {FLT2} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  FSCALEB | 1  {FLT1} | 2  FMIN | 3  FMAX | 4  FADD | 5  FCMP | 6  FMUL | 7  FDIV |
|  | 8  FScc | 9 | 10 | 11 | 12 | 13 | 14  FNXT | 15  FREM |
| 1x | 16 |  |  |  |  |  |  |  |
|  | 24 |  |  |  |  |  |  |  |

### {FLT1} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0 | 1 | 2  FOTI | 3  ITOF | 4 | 5 | 6  FSIGN | 7  FSIG |
|  | 8  FSQRT | 9  FS2D | 10  FS2Q | 11  FD2Q | 12 | 13 | 14  ISNAN | 15  FINITE |
| 1x | 16 | 17 | 18 | 19 | 20 | 21  FTRUNC | 22 | 23  FRES |
|  | 24 | 25  FD2S | 26  FQ2S | 27  FQ2D | 28 | 29 | 30  FCLASS | 31 |
| 2x | 32  FABS | 33 | 34  FNEG | 35 | 36 | 37 | 38 | 39 |
|  | 40 |  |  |  |  |  |  |  |
| 3x | 48 |  |  |  |  |  |  |  |
|  | 56 |  |  |  |  |  |  |  |

### {AMO} Operations

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  SWAP | 1 | 2  MIN | 3  MAX | 4  ADD | 5 | 6  ASL | 7  LSR |
|  | 8  AND | 9  OR | 10  EOR | 11 | 12  MINU | 13  MAXU | 14 | 15  CAS |
| 1x | 16  SWAPI | 17 | 18  MIN | 19  MAX | 20  ADDI | 21 | 22  ASLI | 23  LSRI |
|  | 24  ANDI | 25  ORI | 26  EORI | 27 | 28  MINU | 29  MAXU | 30 | 31  CAS |

### Operand Swapping

Many instructions allow first and second source operands to be swapped. This is indicated by the swap ‘S’ bit in the instruction. This is particularly useful for instructions that are non-commutative like SUB and DIV.

Operand Swap

|  |  |
| --- | --- |
| **Operand Order** | **S** |
| Normal | 0 |
| 1st and 2nd Swapped | 1 |

### Operand Sizes

Many instructions support five different operand sizes: byte, wyde, tetra, octa and hexi. The operand size is selected by suffixing the mnemonic with ‘b’ for byte, ‘w’ for wyde, ‘t’ for tetra, ‘o’ for octa and ‘h’ for hexi. Size code 6 selects decimal arithmetic mode.

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .h | 128-bit Hexi |
| 5 |  | Reserved |
| 6 | .d | 128-bit decimal |
| 7 |  | reserved |

## Arithmetic Operations

### Representations

#### long

|  |
| --- |
| 127 0 |
| 128 bits |

#### int

|  |
| --- |
| 63 0 |
| 64 bits |

#### short

|  |
| --- |
| 31 0 |
| 32 bits |

#### char

|  |
| --- |
| 15 0 |
| 16 bits |

#### byte

|  |
| --- |
| 7 0 |
| 8 bits |

#### decimal

|  |  |
| --- | --- |
| 127 120 | 119 0 |
|  | 120 bits |

Decimal integers use densely packed decimal format which provide 38 digits of precision.

### Arithmetic Operations

Arithmetic operations include addition, subtraction, multiplication and division. These are available with the ADD, SUB, CMP, MUL, and DIV instructions. There are several variations of the instructions to deal with signed and unsigned values. The format of the typical immediate mode instruction is shown below:

**ADD Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | Op | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 45 |

Immediate instructions may have the constant extended via the use of postfixed immediates.

**ADD Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | Vc | Op | ~8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 45 |
| Immediate31..0 | | | | | | | | | 03 | 315 |

There may seem to be significant wasted space in the instruction when an instruction postfix is used. However, the use of a postfix is the rare case which occurs when a fifteen-bit immediate value is not sufficient. Having the postfix begin with bit 0 to 31 encoded is to allow for instructions that do not have space for an immediate field in the instruction. The postfix is kept consistent between all instructions to make decoding easier to handle and smaller resource wise.

Note that all arithmetic instructions can use an immediate value via a postfix immediate. Not all arithmetic instructions support a fifteen-bit immediate field. Instead, when a postfix is used it will override the value coming from register Rb. The following instruction ignores the Rb register value and multiplies by a postfix immediate.

**MULSU Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 66 | 1 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |
| Immediate31..0 | | | | | | | | | | | | 03 | 315 |

There are both signed and unsigned versions of the arithmetic operations. However, note there is no signed or unsigned compare operation as a single compare instruction produces results for both signed and unsigned comparisons. Signed and unsigned ADD and SUB currently work the same way. Two separate versions have been reserved to support the overflow exception in the future.

### Logical Operations

Thor logic operations include only the basic ‘and’, ‘or’ and ‘xor’ operations. Other variations of the instructions like ‘nand’, or ‘nor’ are possible by inverting registers. The assembler recognizes some of the possible combinations of register inversion as distinct instructions like ‘nand’ or ‘nor’. Unlike Table888 there are more immediate forms available even for rarely used instructions.

### Immediate Operate Functions

Most instructions at the root level are immediate operate instructions, the ones that are not are bordered in red in the table below. Note that in some cases non-immediate format instructions may use an immediate via a postfix instruction.

**Major Opcode**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| 0x | 0  TRAP | 1 | 2  {R2} | 3  {CSR} | 4  ADDI | 5  CMPI | 6  MULI | 7  DIVI |
|  | 8  ANDI | 9  ORI | 10  EORI | 11  CHK | 12  {FLT2} | 13  {BIT} | 14  {SHIFT} | 15  FMA |
| 1x | 16  LOAD | 17  LOADZ | 18  STORE | 19  BMAP | 20  FADDI | 21  FCMPI | 22  FMULI | 23  FDIVI |
|  | 24  JSR, JMP | 25  CMPXCHG | 26  {AMO} | 27  Bcc | 28  FBcc | 29  DBcc | 30 | 31  PFX / NOP |

### ABS – Absolute Value

**Description:**

This instruction computes the absolute value of the contents of the source operand and places the result in Rt.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Integer Instruction Format: R2**

**ABS Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 36 | ~2 | 0 | 0 | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 5**

**Operation:**

If Ra < 0

Rt = -Ra

else

Rt = Ra

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### ADD - Addition

**Description:**

Add two source operands and place the sum in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values unless decimal mode is selected (SZ3=6) in which case values are treated as BCD numbers. This instruction may be used with the [CARRY](#_CARRY) modifier to perform extended precision addition.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Operation:**

Rt = Ra + Rb or Rt = Ra + Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats: R2, RI**

**ADD Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 46 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 5**

**ADD Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 45 |

**Clock Cycles: 5**

**ADD Rt,Ra,Imm32**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 45 |

**Clock Cycles: 5**

|  |  |
| --- | --- |
| Cycles |  |
| IFETCH | \* |
| DECODE | \* |
| OFETCH | \* |
| EXECUTE | \* |
| WRITEBACK | \* |
| Total | 5 |

### AND – Bitwise And

**Description:**

Bitwise ‘and’ two source operands and place the result in the target register. The one’s complement of operands may be used by setting the appropriate ‘S’ bit in the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Clock Cycles: 1**

**Operation:**

Rt = Ra & Rb or Rt = Ra & Imm

**Instruction Formats: R2, RI**

**AND Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 5**

**AND Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 85 |

**Clock Cycles: 5**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

|  |  |
| --- | --- |
| Cycles |  |
| IFETCH | \* |
| DECODE | \* |
| OFETCH | \* |
| EXECUTE | \* |
| WRITEBACK | \* |
| Total | 5 |

### BMAP – Byte Map

**Description:**

First the target register is cleared, then bytes are mapped from the 16-byte source Ra into bytes in the target register. This instruction may be used to permute the bytes in register Ra and store the result in Rt. This instruction may also pack bytes, wydes or tetras. The map is determined by the low order 64-bits of register Rb or a 64-bit immediate constant. Bytes which are not mapped will end up as zero in the target register.

**Instruction Formats: R2, RI**

**BMAP Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 196 | ~ | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 5**

**BMAP Rt,Ra,Imm48**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 32 | | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | Vc | 0 | ~8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 195 |
| Immediate31..0 | | | | | | | | | 03 | 315 |
| Immediate63..32 | | | | | | | | | 13 | 315 |

**Clock Cycles: 5**

**Operation:**

**Vector Operation**

**Execution Units:** First Integer ALU

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

|  |  |
| --- | --- |
| Cycles |  |
| IFETCH | \* |
| DECODE | \* |
| OFETCH | \* |
| EXECUTE | \* |
| WRITEBACK | \* |
| Total | 5 |

### CHK – Check Register Against Bounds

**Description**:

A register is compared to two values. If the register is outside of the bounds defined by Rb and an immediate value then an exception will occur. Ra must be greater than or equal to Rb and Ra must be less than the immediate.

**Instruction Formats:**

**CHK Ra, Rb, Cn – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 12 | 11 9 | 8 | 7 5 | 4 0 |
| ~ | Vc | Rc6 | 0 | Vb | Sb | Rb6 | Sa | Ra6 | ~ | ~3 | Cn3 | V | Sz3 | 115 |

**Clock Cycles: 1**

|  |  |
| --- | --- |
| cn3 | exception when not |
| 0 | Ra >= Rb and Ra < Rc |
| 1 | Ra >= Rb and Ra <= Rc |
| 2 | Ra > Rb and Ra < Rc |
| 3 | Ra > Rb and Ra <= Rc |
| 4 | not (Ra >= Rb and Ra < Rc) |
| 5 | not (Ra >= Rb and Ra <= Rc) |
| 6 | not (Ra > Rb and Ra < Rc) |
| 7 | not (Ra > Rb and Ra <= Rc) |

**CHKI Ra, Imm, Cn**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 12 | 11 9 | 8 | 7 5 | 4 0 |
| Imm10..4 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | Imm3..0 | Cn3 | V | Sz3 | 115 |

**Clock Cycles: 1**

|  |  |
| --- | --- |
| cn3 | exception when not |
| 0 | Ra >= Rb and Ra < Imm |
| 1 | Ra >= Rb and Ra <= Imm |
| 2 | Ra > Rb and Ra < Imm |
| 3 | Ra > Rb and Ra <= Imm |
| 4 | not (Ra >= Rb and Ra < Imm) |
| 5 | not (Ra >= Rb and Ra <= Imm) |
| 6 | not (Ra > Rb and Ra < Imm) |
| 7 | not (Ra > Rb and Ra <= Imm) |

**Clock Cycles**: 1

**Execution Units:** Integer ALU

**Exceptions**: bounds check

**Notes:**

The system exception handler will typically transfer processing back to a local exception handler.

### CLMUL – Carry-less Multiply

**Description**:

Compute the low order product bits of a carry-less multiply.

**Instruction Formats:**

**CLMUL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 146 | ~ | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles:** 7 + n, where n = number of bits

**CLMUL Rt,Ra,Imm8**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 146 | ~ | Vc | 1 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles:** 7 + n, where n = number of bits

**Exceptions**: none

**Execution Units: First** Integer ALU

Operations

Rt = Ra \* Rb

**Vector Operation**

for x = 0 to VL - 1

if (Vm[x]) Vt[x] = Va[x] \* Vb[x]

else if (z) Vt[x] = 0

else Vt[x] = Vt[x]

**Exceptions**: none

### CMP - Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as signed and unsigned integers.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Operation:**

Rt = Ra ? Rb or Rt = Ra ? Imm or Rt = Imm ? Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats: R2, RI**

**CMP Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 56 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 4/6**

**CMP Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 55 |

**Clock Cycles: 4/6**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt Bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal | a == b |
| 1 | NE | < > not equal | a <> b |
| 2 | LT | < less than | a < b |
| 3 | LE | <= less than or equal | a <= b |
| 4 | GE | >= greater than or equal | a >= b |
| 5 | GT | > greater than | a > b |
| 6 | BC | Bit clear | !a[b] |
| 7 | BS | Bit set | a[b] |
| 8 |  |  |  |
| 9 |  |  |  |
| 10 | LO / CS | < unsigned less than | a < b |
| 11 | LS | <= unsigned less than or equal | a <= b |
| 12 | HS / CC | unsigned greater than or equal | a >= b |
| 13 | HI | unsigned greater than | a > b |
| 14 |  |  |  |
| 15 |  |  |  |

### CMPS.B – Signed Byte Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as signed integers.

**Supported Operand Sizes:** .b

**Operation:**

Rt = Ra ? Rb or Rt = Ra ? Imm or Rt = Imm ? Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**CMPS.B Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 56 | 1 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 03 | 25 |

**Clock Cycles: 4/6**

**CMPS.B Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~6 | 1 | Vc | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | 03 | 55 |

**Clock Cycles: 4/6**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal |  |
| 1 | NE | < > not equal |  |
| 2 | LT | < less than |  |
| 3 | LE | <= less than or equal |  |
| 4 | GE | >= greater than or equal |  |
| 5 | GT | > greater than |  |
| 6 |  |  |  |
| 7 |  |  |  |

### CMPU.B – Unsigned Byte Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as unsigned integers.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = Ra ? Rb or Rt = Ra ? Imm or Rt = Imm ? Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**CMPU.B Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 56 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 03 | 25 |

**Clock Cycles: 1**

**CMPU.B Rt,Ra,Imm8**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~6 | 0 | Vc | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | 03 | 55 |

**Clock Cycles: 1**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt bit | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal |  |
| 1 | NE | < > not equal |  |
| 2 | LTU | < less than |  |
| 3 | LEU | <= less than or equal |  |
| 4 | GEU | >= greater than or equal |  |
| 5 | GTU | > greater than |  |
| 6 |  |  |  |
| 7 |  |  |  |

### CNTLZ – Count Leading Zeros

**Description:**

This instruction counts the number of consecutive zero bits beginning at the most significant bit towards the least significant bit.

**Supported Operand Sizes:** .b, .w, .t, .o

**Integer Instruction Format: R1**

**CNTLZ Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 06 | ~ | Vc | 0 | Vb | 0 | 06 | 0 | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CNTLO – Count Leading Ones

**Description:**

This instruction counts the number of consecutive one bits beginning at the most significant bit towards the least significant bit.

**Supported Operand Sizes:** .b, .w, .t, .o

**Integer Instruction Format: R1**

**CNTLO Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 06 | ~ | Vc | 0 | Vb | 0 | 06 | 1 | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CNTPOP – Count Population

**Description:**

This instruction counts the number of bits set in a register.

**Supported Operand Sizes:** .b, .w, .t, .o

**Integer Instruction Format: R1**

**CNTPOP Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 26 | ~ | Vc | 0 | Vb | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### CSR – Control and Special Registers Operations

**Description:**

Perform an operation on a CSR.

|  |  |  |
| --- | --- | --- |
| **Operation** | **Op3** |  |
| Read CSR | 0 |  |
| Write CSR | 1 |  |
| Or to CSR (set bits) | 2 |  |
| And complement to CSR (clear bits) | 3 |  |
| Exclusive Or to CSR (flip bits) | 4 |  |

**Supported Operand Sizes:** N/A

|  |  |  |
| --- | --- | --- |
| **Regno** |  |  |
| $000 | reserved | Not used |
| $002 | sr | Status register (privileged) |
| $120 | Tick | Tick count (read only) |
| $121 | Coreno | Core number ( read only) (privileged) |
| $127 |  |  |

**Instruction Formats:**

**OR Rt, Ra, CSR**

**ANDC Rt, Ra, CSR**

**EOR Rt, Ra, CSR**

**CSR Rt,Ra,#Regno12**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Regno13..8 | S | Regno7..0 | Sa | Ra6 | St | Rt6 | V | Op3 | 35 |

**Clock Cycles: 1**

**CSR Rt, #imm,#Regno12**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 23 | 22 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | Regno13..8 | S | Regno7..0 | Imm7 | St | Rt6 | V | Op3 | 35 |

### DIVS – Signed Division

**Description:**

Divide source dividend operand by divisor operand and place the quotient in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra / Rb or Rt = Ra / Imm or Rt = Imm / Ra

**Instruction Formats:**

**DIVS Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 76 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 100**

**DIVS Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 75 |

**Clock Cycles: 100**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### DIVU – Unsigned Division

**Description:**

Divide source dividend operand by divisor operand and place the sum in the target register. All registers are integer registers. Arithmetic is unsigned twos-complement values.

15-bit immediate mode is not available for this instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra / Rb or Rt = Ra / Imm or Rt = Imm / Ra

**Instruction Formats:**

**DIVU Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 76 | 1 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 100**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### EOR – Bitwise Exclusive Or

**Description:**

Bitwise exclusive ‘or’ two source operands and place the sum in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = Ra ^ Rb or Rt = Ra ^ Imm

**Instruction Formats:**

**EOR Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 106 | ~ | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**EOR Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 105 |

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### ENOR – Bitwise Exclusive Nor

**Description:**

Bitwise exclusive ‘nor’ two source operands and place the result in the target register.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = ~(Ra ^ Rb) or Rt = ~(Ra ^ Imm)

**Instruction Formats:**

**ENOR Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 106 | ~ | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**ENOR Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | S | Imm7..0 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 105 |

**Clock Cycles: 1**

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### PFX – Constant Postfix

**Description:**

The PFX instruction postfix is used to build large constants for use in the preceding instruction as the immediate constant for the instruction. There are three postfix instructions which extend the constant from different bit locations. They should be used in the order PFX0, PFX1,PFX2. A postfix may be omitted if the omitted bits match what would be included.

Postfixes are normally caught at the decode stage and do not progress further in the pipeline. They are treated as a NOP instruction.

**Supported Operand Sizes:** N/A

**Instruction Format: PFX0**

This format extends the constant from bit 0 with the 32 bits specified in the instruction and sign extends the value to the width of the constant prefix buffer.

|  |  |  |
| --- | --- | --- |
| 39 8 | 7 5 | 4 0 |
| Immediate32 | 03 | 315 |

**Instruction Format: PFX1**

This format extends the previous constant value by 32 bits beginning at bit 32 and sign extends the value to the width of the machine. If this postfix is used without a preceding PFX0 postfix, then the low order 32-bits of the constant will be zero.

|  |  |  |
| --- | --- | --- |
| 39 8 | 7 5 | 4 0 |
| Immediate32 | 13 | 315 |

**Instruction Format: PFX2**

This format extends the previous constant value by 64 bits beginning at bit 64 and sign extends the value to the width of the machine. Note that the format is always used twice in succession to provide the upper 64-bits of a constant. If this postfix is used without a preceding PFX0, PFX1 postfix, then the low order bits of the constant will be zero.

|  |  |  |
| --- | --- | --- |
| 39 8 | 7 5 | 4 0 |
| Immediate95..64 | 23 | 315 |
| Immediate127..96 | 23 | 315 |

### MODS – Signed Modulus

**Description:**

Divide source dividend operand by divisor operand and place the remainder in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

15-bit Immediate mode is not available for this instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra / Rb or Rt = Ra / Imm or Rt = Imm / Ra

**Instruction Formats:**

**MODS Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 76 | 0 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 100**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### MODU – Unsigned Modulus

**Description:**

Divide source dividend operand by divisor operand and place the remainder in the target register. All registers are integer registers. Arithmetic is unsigned twos-complement values.

15-bit Immediate mode is not available for this instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra / Rb or Rt = Ra / Imm or Rt = Imm / Ra

**Instruction Formats:**

**MODU Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 76 | 1 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 100**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### MULS – Multiply Signed

**Description:**

Multiply two source operands and place the product in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values. The ‘S’ flag indicates to perform an unsigned multiply.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra \* Rb or Rt = Ra \* Imm

**Instruction Formats:**

**MULS Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 66 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles:** 7+n, where n is the number of bits.

**MULS Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | S | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 65 |

**Clock Cycles:** 7+n

**Clock Cycles:** 12

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### MULSU – Signed-Unsigned Multiplication

**Description:**

Multiply two source operands and place the product in the target register. The first operand is a signed value, the second operand is unsigned. All registers are treated as integer registers. Arithmetic is twos-complement values.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Operation:**

Rt = Ra \* Rb or Rt = Ra \* Imm

**Instruction Formats:**

**MULSU Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 66 | 1 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles:** 7+n, where n is the number of bits.

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### MULU – Unsigned Multiplication

**Description:**

Multiply two source operands and place the product in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values. The ‘S’ flag indicates to perform an unsigned multiply. Unsigned multiply can be used during index calculations.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Operation:**

Rt = Ra \* Rb or Rt = Ra \* Imm

**Instruction Formats:**

**MULU Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 66 | 0 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles:** 7+n, where n is the number of bits.

**MULU Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 1 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 65 |

**Clock Cycles:** 7+n

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### NAND – Bitwise And and Invert

**Description:**

Bitwise ‘nand’ two source operands and place the result in the target register.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Clock Cycles: 1**

**Operation:**

Rt = ~(Ra & Rb)

**Instruction Formats:**

**NAND Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**NAND Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 85 |

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### NOR – Bitwise Or and Invert

**Description:**

Bitwise ‘or’ two source operands invert the result and place the result in the target register. All registers are integer registers.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = ~(Ra | Rb)

**Instruction Formats:**

**NOR Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 96 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**NOR Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 95 |

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### OR – Bitwise Or

**Description:**

Bitwise ‘or’ two source operands and place the sum in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Supported Operand Sizes:** .b, .w, .t, .o, .c, .p, .n

**Operation:**

Rt = Ra | Rb or Rt = Ra | Imm

**Instruction Formats:**

**OR Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 96 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**OR Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 95 |

**Clock Cycles: 1**

**Clock Cycles:** 2

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### REVBIT – Reverse Bit Order

**Description:**

This instruction reverses the order of bits in Ra and stores the result in Rt.

**Integer Instruction Format: R2**

**REVBIT Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 186 | ~ | Vc | 0 | Vb | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

**Execution Units:** I

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### SEQ – Set if Equal

**Description:**

Compare two source operands for equality and place the result in the target register. The result is a Boolean true or false.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Operation:**

Rt = Ra == Rb or Rt = Ra == Imm

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**SEQ Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 116 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**SEQ Rt, Ra, Imm**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 116 | 0 | Vc | 0 | Vb | ~ | ~6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |
| Immediate31..0 | | | | | | | | | | | | 03 | 315 |

**Clock Cycles: 1**

### SGE – Set if Greater Than or Equal

**Description:**

Compare two source operands for greater than or equal and place the result in the target register. The result is a Boolean true or false. This is the same instruction as [SLT](#_SLT_–_Set) except that the result is inverted.

**Supported Operand Sizes:** .b, .w, .t, .o, .h, .d

**Operation:**

Rt = Ra < Rb or Rt = Ra < Imm

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**SGE Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 216 | 0 | Vc | S | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

### SGT – Set if Greater Than

**Description:**

Compare two source operands for greater than and place the result in the target register. The result is a Boolean true or false. This is the same instruction as [SLE](#_SLE_–_Set) except that the result is complemented.

**Supported Operand Sizes:** .b, .w, .t, .o, .h, .d

**Operation:**

Rt = Ra > Rb or Rt = Ra > Imm

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**SLE Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 206 | 0 | Vc | S | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

### SLE – Set if Less Than or Equal

**Description:**

Compare two source operands for less than or equal and place the result in the target register. The result is a Boolean true or false.

**Supported Operand Sizes:** .b, .w, .t, .o, .h, .d

**Operation:**

Rt = Ra <= Rb or Rt = Ra <= Imm

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**SLE Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 206 | 0 | Vc | S | Vb | Sb | Rb6 | Sa | Ra6 | 0 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

### SLT – Set if Less Than

**Description:**

Compare two source operands for less than and place the result in the target register. The result is a Boolean true or false.

**Supported Operand Sizes:** .b, .w, .t, .o, .h, .d

**Operation:**

Rt = Ra < Rb or Rt = Ra < Imm

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**SLT Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 216 | 0 | Vc | S | Vb | Sb | Rb6 | Sa | Ra6 | 0 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

### SNE – Set if Not Equal

**Description:**

Compare two source operands for inequality and place the result in the target register. The result is a Boolean true or false.

**Supported Operand Sizes:** .b, .w, .t, .o, .h, .d

**Operation:**

Rt = Ra == Rb or Rt = Ra == Imm

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**SNE Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 116 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

### SQRT – Square Root

**Description:**

This instruction computes the square root value of the contents of the source operand and places the result in Rt.

**Supported Operand Sizes:** .b, .w, .t, .o

**Integer Instruction Format: R2**

**SQRT Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 156 | ~ | Vc | 0 | Vb | 0 | 06 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = SQRT(Ra)

**Execution Units:** Integer ALU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### SUB - Subtraction

**Description:**

Subtract two source operands and place the difference in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values unless decimal mode is selected (SZ3=6) in which case values are treated as BCD numbers. This instruction may be used with the [CARRY](#_CARRY) modifier to perform extended precision subtraction.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Operation:**

Rt = Ra + -Rb or Rt = Ra + -Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**SUB Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 46 | 0 | Vc | 0 | Vb | 1 | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**SUB Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 45 |

**Clock Cycles: 1**

## Vector Arithmetic Operations

Vector arithmetic operations are identical to scalar ones except that they may operate on vector registers. An extra register specification field may be present in the instruction to allow a mask register to be specified. Vector instructions are either 40 or 48 bits in length depending on the presence of a mask register.

The instruction is prefixed with the letter ‘V’ to indicate a vector form of the instruction. The assembler will recognize a vector instruction if a vector register is specified as one of the operands. The convention of prepending a ‘V’ to the instruction is a visual aid.

### VADD - Addition

**Description:**

Add two source operands and place the sum in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values unless the decimal mode flag is set in which case values are treated as densely packed BCD numbers. This instruction may be used with the [CARRY](#_CARRY) modifier to perform extended precision addition. The following image shows the addition of vectors and how the vector mask register comes into play.
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**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra + Rb or Rt = Ra + Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**VADD Rt, Ra, Rb, Vm – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 | 46 | 45 40 | 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~ | Svm | Vm6 | 46 | ~ |  | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | 1 | Sz3 | 25 |

**Clock Cycles: 1**

**VADD Rt,Ra,Imm16,Vm**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 | 46 | 45 40 | 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~ | Svm | Vm6 | Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | 1 | Sz3 | 45 |

**Clock Cycles: 1**

### VAND – Bitwise And

**Description:**

Bitwise ‘and’ two source operands and place the result in the target register. The one’s complement of operands may be used by setting the appropriate ‘Sx’ bit in the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Clock Cycles: 1**

**Operation:**

Rt = Ra & Rb or Rt = Ra & Imm

**Instruction Formats:**

**VAND Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 86 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**VAND Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 85 |

**Clock Cycles: 1**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### VSHLV – Shift Vector Left

**Description**

Elements of the vector are transferred upwards to the next element position. The first is loaded with the value zero. The highest element is lost. This is also called a slide operation. Elements may be moved a variable number of elements to the left. The image depicts just a single element shift.

![Image of vector shifted to the left.](data:image/png;base64,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)

**Instruction Formats:**

**VSHLV Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3433 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 165 | ~2 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**VSHLV Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3433 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 245 | ~2 | Vc | 0 | Vb | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Operation**

Amt = Rb

For x = VL-1 to Amt

Vt[x] = Va[x-amt]

For x = Amt-1 to 0

Vt[x] = 0

**Exceptions:** none

### VSHRV – Shift Vector Right

**Description**

Elements of the vector are transferred downwards to the next element position. The last is loaded with the value zero. This is also called a slide operation. Elements may be moved a variable number of elements to the right. The image depicts just a single element shift.

![Diagram

Description automatically generated](data:image/png;base64,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)

**VSHRV Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3433 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 175 | ~2 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**VSHRV Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3433 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 255 | ~2 | Vc | 0 | Vb | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Operation**

Amt = Rb

For x = 0 to VL-Amt

Vt[x] = Va[x+amt]

For x = VL-Amt +1 to VL-1

Vt[x] = 0

**Exceptions:** none

## Floating-Point Operations

### Precision

Floating point operations are always performed at the greatest precision available. Lower precision formats are available for storage.

For decimal floating-point three storage formats are supported. 96-bit triple precision, 64-bit double precision, and 32-bit single precision values.

### Representations

#### Binary Floats

Triple Precision, Float:128

The core uses a 128-bit quad precision binary floating-point representation.

Quad Precision, long double

|  |  |  |
| --- | --- | --- |
| 127 | 126 112 | 111 0 |
| S | Exponent15 | Significand112 |

Double Precision, double

|  |  |  |
| --- | --- | --- |
| 63 | 62 52 | 51 0 |
| S | Exponent11 | Significand52 |

Single Precision, float

|  |  |  |
| --- | --- | --- |
| 31 | 30 23 | 22 0 |
| S | Exponent8 | Significand23 |

Half Precision, short float

|  |  |  |
| --- | --- | --- |
| 15 | 14 10 | 9 0 |
| S | Exponent5 | Significand10 |

#### Decimal Floats

The core uses a 128-bit densely packed decimal triple precision floating-point representation.

|  |  |  |  |
| --- | --- | --- | --- |
| 127 | 126 122 | 121 110 | 109 0 |
| S | Combo5 | Exponent12 | Significand110 |

The significand stores 34 densely packed decimal digits. One whole digit before the decimal point.

The exponent is a power of ten as a binary number with an offset of 1535. Range is 10-1535 to 101536

64-bit double precision decimal floating point:

|  |  |  |  |
| --- | --- | --- | --- |
| 63 | 62 58 | 57 50 | 49 0 |
| S | Combo5 | Exponent8 | Significand50 |

The significand stores 16 DPD digits. One whole digit before the decimal point.

32-bit single precision decimal floating point:

|  |  |  |  |
| --- | --- | --- | --- |
| 31 | 30 26 | 25 20 | 19 0 |
| S | Combo5 | Exponent6 | Significand20 |

The significand store 7 DPD digits. One whole digit before the decimal point.

### Rounding Modes

#### Binary Float Rounding Modes

|  |  |
| --- | --- |
| Rm3 | Rounding Mode |
| 000 | Round to nearest ties to even |
| 001 | Round to zero (truncate) |
| 010 | Round towards plus infinity |
| 011 | Round towards minus infinity |
| 100 | Round to nearest ties away from zero |
| 101 | Reserved |
| 110 | Reserved |
| 111 | Use rounding mode in float control register |

#### Decimal Float Rounding Modes

|  |  |
| --- | --- |
| Rm3 | Rounding Mode |
| 000 | Round ceiling |
| 001 | Round floor |
| 010 | Round half up |
| 011 | Round half even |
| 100 | Round down |
| 101 | Reserved |
| 110 | Reserved |
| 111 | Use rounding mode in float control register |

### Operand Sizes

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | Reserved |
| 1 | .h | 16-bit half |
| 2 | .s | 32-bit single |
| 3 | .d | 64-bit double |
| 4 | .q | 128-bit quad |
| 5 |  | reserved |
| 6 |  | 128-bit decimal |
| 7 |  | reserved |

### FABS – Absolute Value

**Description:**

This instruction computes the absolute value of the contents of the source operand and places the result in Rt. The sign bit of the value is cleared. No rounding occurs.

**Integer Instruction Format: R1**

**FABS Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3432 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 15 | ~3 | Vc | Vb | 0 | 326 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**Operation:**

FPt = Abs(FPa)

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FADD –Float Addition

**Description:**

Add two source operands and place the sum in the target register. All registers values are treated as quad precision floating-point values. An immediate value is converted to quad precision value from half, single, or double precision.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra + Rb or Rt = Ra + Imm

**Clock Cycles:** 8

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FADD Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 45 | Rm3 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**FADD Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | | 31 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..9 | Vc | Imm8..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |

**FADD Rt,Ra,Imm32**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | Vc | ~9 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |
| Immediate32 | | | | | | | | 03 | 315 |

**FADD Rt,Ra,Imm64**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 32 | 31 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | Vc | ~9 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |
| Immediate31..0 | | | | | | | | 03 | 315 |
| Immediate63..32 | | | | | | | | 13 | 315 |

**FADD Rt,Ra,Imm128**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | 31 | 31 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | Vc | ~9 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |
| Immediate31..0 | | | | | | | | 03 | 315 |
| Immediate63..32 | | | | | | | | 13 | 315 |
| Immediate95..64 | | | | | | | | 23 | 315 |
| Immediate127..96 | | | | | | | | 23 | 315 |

### FCMP - Comparison

**Description:**

Compare two source operands and place the result in the target register. The result is a vector identifying the relationship between the two source operands as floating-point values. This instruction may compare against lower precision immediate values to conserve code space. Note that result inversion is not available as results are already available in normal and inverted forms in the bit vector. Instead the ‘S’ bit indicates to swap the operands.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra ? Rb or Rt = Ra ? Imm or Rt = Imm ? Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FCMP Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 55 | 03 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | ~ | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**FCMP Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..9 | Vc | Imm8..0 | Sa | Ra6 | S | Rt6 | V | Sz3 | 215 |

**Clock Cycles: 1**

|  |  |  |  |
| --- | --- | --- | --- |
| Rt bit | Mnem. | Meaning | Test |
|  |  | **Float Compare Results** |  |
| 0 | EQ | equal | !nan & eq |
| 1 | NE | not equal | !eq |
| 2 | GT | greater than | !nan & !eq & !lt & !inf |
| 3 | UGT | Unordered or greater than | Nan || (!eq & !lt & !inf) |
| 4 | GE | greater than or equal | Eq || (!nan & !lt & !inf) |
| 5 | UGE | Unordered or greater than or equal | Nan || (!lt || eq) |
| 6 | LT | Less than | Lt & (!nan & !inf & !eq) |
| 7 | ULT | Unordered or less than | Nan | (!eq & lt) |
| 8 | LE | Less than or equal | Eq | (lt & !nan) |
| 9 | ULE | unordered less than or equal | Nan | (eq | lt) |
| 10 | GL | Greater than or less than | !nan & (!eq & !inf) |
| 11 | UGL | Unordered or greater than or less than | Nan | !eq |
| 12 | ORD | Greater than less than or equal / ordered | !nan |
| 13 | UN | Unordered | Nan |
| 14 |  | Reserved |  |
| 15 |  | reserved |  |

### FDIV –Float Division

**Description:**

Divide two source operands and place the quotient in the target register. All registers values are treated as 96-bit floating-point values.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra / Rb or Rt = Ra / Imm or Rt = Imm / Ra

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FDIV Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 75 | Rm3 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 150**

**FDIV Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..9 | Vc | Imm8..0 | Sa | Ra6 | S | Rt6 | V | Sz3 | 235 |

**Clock Cycles: 150**

### FSEQ – Float Set if Equal

### FSNE – Float Set if Not Equal

**Description:**

Compares two source operands for equality and places the result in the target register. The result is a Boolean true or false. Positive and negative zero are considered equal. This instruction does not support a 16-bit immediate. 32, 64, and 128-bit immediates are supported. For FSEQ is either operand is a NaN zero the result is zero.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra == Rb or Rt = Ra == Imm

**Clock Cycles:** 1

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSEQ Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 8 | 03 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**FSNE Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 85 | 03 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | 1 | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

### FSGE – Float Set if Greater Than or Equal

**Description:**

Compares two source operands for greater than or equal and places the result in the target register. The result is a Boolean true or false.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra >= Rb or Rt = Ra >= Imm

**Clock Cycles:** 1

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSGE Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 85 | 43 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

### FSGT – Float Set if Greater Than

**Description:**

Compares two source operands for greater than and places the result in the target register. The result is a Boolean true or false.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra > Rb or Rt = Ra > Imm

**Clock Cycles:** 1

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSLT Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 85 | 53 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

### FSLE – Float Set if Less Than or Equal

**Description:**

Compares two source operands for less than or equal and places the result in the target register. The result is a Boolean true or false.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra <= Rb or Rt = Ra <= Imm or Rt = Imm <= Ra

**Clock Cycles:** 1

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSLE Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 85 | 23 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

### FSLT – Float Set if Less Than

**Description:**

Compares two source operands for less than and places the result in the target register. The result is a Boolean true or false.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra < Rb or Rt = Ra < Imm or Rt = Imm < Ra

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSLT Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 85 | 33 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

### FMUL –Float Multiplication

**Description:**

Multiply two source operands and place the product in the target register. All registers values are treated as 128-bit floating-point values.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra \* Rb or Rt = Ra \* Imm

**Clock Cycles:**

**Execution Units:** All FPU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FMUL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 65 | Rm3 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 8**

**FMUL Rt,Ra,Imm13**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..9 | Vc | Imm8..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 225 |

**Clock Cycles: 8**

### FNEG – Negate Value

**Description:**

This instruction computes the negative value of the contents of the source operand and places the result in Rt. The sign bit of the value is inverted. No rounding occurs. Note that in most cases a FNEG operation can be absorbed into a previous instruction by negating the result.

**Integer Instruction Format: R1**

**FNEG Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 15 | ~3 | Vc | Vb | 0 | 346 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**Operation:**

Rt = -Ra

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### FSCALEB –Scale Exponent

**Description:**

Add the source operand to the exponent. The second source operand is an integer value.

**Supported Operand Sizes:**

**Operation:**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSCALEB Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 05 | 03 | Vc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**FSCALEB Rt, Ra, #Imm**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 05 | 13 | Vc | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

|  |  |  |  |
| --- | --- | --- | --- |
| ~16 | Immediate15..0 | 03 | 315 |

**Clock Cycles: 1**

### FSUB –Float Subtraction

**Description:**

Subtract two source operands and place the difference in the target register. All registers values are treated as 128-bit floating-point values. This is an alternate mnemonic for the [FADD](#_FADD_–Float_Addition) instruction where the second source operand, Rb is assumed negated.

**Supported Operand Sizes:**

**Operation:**

Rt = Ra + -Rb or Rt = Ra + -Imm

**Clock Cycles:** 8

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**FSUB Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 45 | Rm3 | Vc | Vb | 1 | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**FSUB Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 32 | | 31 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..9 | Vc | Imm8..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 205 |

**Clock Cycles: 8**

### FTRUNC – Truncate Fraction

**Description:**

This instruction truncates off the fractional portion of the number leaving only the integer portion. No rounding occurs.

**Integer Instruction Format: R1**

**FTRUNC Rt, Ra**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 15 | ~3 | Vc | Vb | 0 | 216 | Sa | Ra6 | St | Rt6 | V | Sz3 | 125 |

**Clock Cycles: 1**

**Operation:**

Rt = Trunc(Ra)

**Execution Units:** FPU #0

**Clock Cycles: 1**

**Exceptions:** none

**Notes:**

### ORF – Bitwise Or to Float

**Description:**

Convert the immediate constant to quad precision format and bitwise ‘or’ with source operand Ra and place the result in the target register. The immediate constant may be a half, single, double, or quad precision value. This instruction is provided mainly for loading a floating-point value into a register. The value may be compressed into the minimum size format for representation without loss of precision. [FADD](#_FADD_–Float_Addition) could also be used to load a float constant into a register but it has a longer latency.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Operation:**

Rt = Ra | |Convert(Imm)

**Instruction Formats:**

**ORF Rt,Ra,Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | Vc | 1 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 95 |

**Clock Cycles: 1**

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

## String Operations

### Representations

#### Strings

|  |  |  |
| --- | --- | --- |
| 95 92 | 91 64 | 63 0 |
| Typ | Length28 | Pointer64 |

#### UTF8 Chars

|  |
| --- |
| 127 0 |
| 16 characters |

#### UTF32 Chars

|  |
| --- |
| 127 0 |
| 4 characters |

### CHRNDX – Character Index

**Description:**

This instruction searches Ra, which is treated as an array of characters, for a character value specified by Rb and places the index of the character into the target register Rt. If the character is not found -1 is placed in the target register. A common use would be to search for a null byte. The index result may vary from -1 to +15 for UTF8 characters or -1 to +3 for UTF32 characters. The index of the first found byte is returned (closest to zero).

**Supported Operand Sizes:** .b, .t

**Instruction Formats:**

**CHRNDX Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 136 | 0 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**CHRNDX Rt, Ra, Imm**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 136 | 1 | Vc | 0 | Imm7..0 | Sa | Ra6 | St | Rt6 | V | Sz3 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = Index of (Rb in Ra)

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

## Block Instructions

### BCMP – Block Compare

**Description:**

This instruction compares data from the memory location addressed by Ra to the memory location addressed by Rb until the loop counter LC reaches zero or until a mismatch occurs. Ra and Rb increment by independently specified amounts. This instruction is interruptible.

**Instruction Format: RINDL**

**BCMP [Ra], [Rb]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3433 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 1413 | 12 11 | 10 9 | 8 | 7 5 | 4 0 |
| 05 | Cb2 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | ~ | Ca2 | Ai2 | Bi2 | V | Sz3 | 265 |

**Clock Cycles:**

|  |  |  |  |
| --- | --- | --- | --- |
| ****Bi2**** | ****Rb**** | **Ai2** | **Ra** |
| **0** | **No Change** | **0** | **No change** |
| **1** | **Increment by Sz3** | **1** | **Increment by Sz3** |
| **2** | **Decrement by Sz3** | **2** | **Decrement by Sz3** |
| **3** | **reserved** | **3** | **reserved** |

**Assembler Example**

LDI LC,200

BCMP.O [Ra]+,[Rb]+

SUBF LC,LC,200 ; get index of difference

**Execution Units:** Memory

**Operation:**

temp = 0

while LC <> 0 and mem[Rb] = mem[Ra]

Ra = Ra + amt

Rb = Rb + amt

LC = LC – 1

### BFND – Block Find

**Description:**

This instruction compares data from the memory location addressed by Rb to the data in register Ra until the loop counter LC reaches zero or until a match occurs. This instruction is interruptible.

**Instruction Format: RINDL**

**BFND Ra, [Rb], Imm**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3433 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 11 | 10 9 | 8 | 7 5 | 4 0 |
| 15 | Cb2 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | ~5 | Bi2 | V | Sz3 | 265 |

**Clock Cycles:**

|  |  |
| --- | --- |
| ****Bi2**** | ****Rb**** |
| **0** | **No Change** |
| **1** | **Increment by Sz3** |
| **2** | **Decrement by Sz3** |
| **3** | **reserved** |

**Execution Units:** Memory

**Operation:**

temp = 0

while LC <> 0

if (mem[Rb] = Ra)

stop

Rb = Rb + amt

LC = LC – 1

### BMOV –Block Move

**Description:**

This instruction moves a data from the memory location addressed by Ra to the memory location addressed by Rb until the loop counter LC reaches zero. Ra and Rb are adjusted by a specified amount after the move. This instruction is interruptible.

This instruction may be used to stream data to or from an I/O port by keeping one of the addresses fixed.

**Instruction Format: RINDL**

**BMOV [Ra], [Rb], Imm**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3433 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 1413 | 1211 | 10 9 | 8 | 7 5 | 4 0 |
| 25 | Cb2 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | ~ | Ca2 | Ai2 | Bi2 | V | Sz3 | 265 |

**Clock Cycles:**

**Ca2 = load cache-ability**

**Cb2 = store cache-ability**

|  |  |  |  |
| --- | --- | --- | --- |
| ****Bi2**** | ****Rb**** | **Ai2** | **Ra** |
| **0** | **No Change** | **0** | **No change** |
| **1** | **Increment by Sz3** | **1** | **Increment by Sz3** |
| **2** | **Decrement by Sz3** | **2** | **Decrement by Sz3** |
| **3** | **reserved** | **3** | **reserved** |

**Assembler Example**

LDI LC,200

BMOVB [Ra++],[Rb++]

**Execution Units:** Memory

**Operation:**

temp = 0

while LC <> 0

t0 = mem[Ra]

mem[Rb] = t0

Ra = Ra + amt

Rb = Rb + amt

LC = LC – 1

### BSET – Block Set

**Description:**

This instruction stores data contained in register Ra to consecutive memory locations beginning at the address in Rb until the loop counter reaches zero. Rb is updated by the number of bytes written.

**Instruction Format: RINDL**

**BSET Ra, [Rb], Imm**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 3433 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 1513 | 12 9 | 8 | 7 5 | 4 0 |
| 35 | Ca2 | Vc | 1 | Vb | Sb | Rb6 | Sa | Ra6 | ~3 | Bi4 | V | Sz3 | 265 |

**Clock Cycles:**

|  |  |
| --- | --- |
| ****Bi4**** | ****Adjustment Amount**** |
| ****0**** | **0** |
| ****1**** | **1** |
| ****2**** | **2** |
| ****3**** | **4** |
| ****4**** | **8** |
| ****5**** | **16** |
| ****15**** | **-1** |
| ****14**** | **-2** |
| ****13**** | **-4** |
| ****12**** | **-8** |
| ****11**** | **-16** |
| ****others**** | **reserved** |

**Execution Units:** Memory

**Operation:**

if LC <> 0

mem[Rb] = Ra

Rb = Rb + amt

LC = LC – 1

**Assembler Example**

LDI LC,200

BSETB Ra,[Rb],1

## Bit Manipulation Operations

Many CPUs do not have direct support for bit-field manipulation. Instead, they rely on ordinary logical and shift operations. The benefit of having bit-field operations is that they are more code dense then performing the operations using other ALU ops.

Bitfield operations repurpose the size field for use as an opcode extension.

The beginning and end of a bitfield may be specified as either a pair of immediate constants or in a pair of registers.

### CLR – Clear Bit Field

**Description:**

A bit field in the source operand is cleared and the result placed in the target register. The specified bit to clear is modulo the operand size.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Flag Updates:** none

**Operation:**

Rt = Ra &~bit Rb or Ra = Ra &~bit imm

**Instruction Formats:**

**CLR Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | ~ | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 03 | 135 |

**Clock Cycles: 4**

**CLR Rt, Ra,Offs7,Wid7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 | 36 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | ~ | end7 | begin7 | Sa | Ra6 | St | Rt6 | V | 03 | 135 |

**Clock Cycles: 4**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### COM – Complement Bit Field

**Description:**

A bit-field in the source operand is changed and placed in the target register. The specified bit to change is modulo the operand size.

**Supported Operand Sizes:** .b, .w, .t, .o

**Flag Updates: none**

**Operation:**

Rt[Rb] = ~Ra[Rb] or Rt[Imm] = ~Ra[Imm]

**Instruction Formats:**

**Instruction Formats:**

**CLR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | ~ | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 23 | 135 |

**Clock Cycles: 4**

**CLR Rt, Ra,Offs7,Wid7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 | 36 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | ~ | end7 | begin7 | Sa | Ra6 | St | Rt6 | V | 23 | 135 |

**Clock Cycles: 4**

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### DEP – Deposit Bit Field

**Description:**

A source operand is transferred to a bitfield in the target register.

**Supported Operand Sizes:** .b, .w, .t, .o

**Flag Updates:** none

**Operation:**

MB = offset

ME = offset + width

Rt[ME:MB] = Ra

**Instruction Formats:**

**DEP Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | ~ | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 63 | 135 |

**Clock Cycles: 1**

**DEP Rt, Ra,Offs7,Wid7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 | 36 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | ~ | end7 | begin7 | Sa | Ra6 | St | Rt6 | V | 63 | 135 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### EXTS – Extract Signed Bit Field

**Description:**

Extract a bit field from the source operand and place the bit field in the target register. The field is sign extended.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

**Operation:**

Rt = Ra[Rb] or Rt = Ra[Imm]

**Instruction Formats:**

**EXTS Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | ~ | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 53 | 135 |

**Clock Cycles: 1**

**EXTS Rt, Ra,Offs7,Wid7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 | 36 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | ~ | end7 | begin7 | Sa | Ra6 | St | Rt6 | V | 53 | 135 |

**Clock Cycles: 1**

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### EXTU – Extract Bit Field

**Description:**

Extract a bit field from the source operand and place the bit field in the target register. The field is zero extended.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra[Rb] or Rt = Ra[Imm]

**Instruction Formats:**

**EXTU Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | ~ | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 43 | 135 |

**Clock Cycles: 1**

**EXTU Rt, Ra,Offs7,Wid7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 | 36 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | ~ | end7 | begin7 | Sa | Ra6 | St | Rt6 | V | 43 | 135 |

**Clock Cycles: 1**

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### SBX – Sign Bit Extend

**Description:**

Sign extend a value beginning at a specified bit to the width specified and place the result in the target register. All registers are integer registers.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

**Instruction Formats:**

**SBX Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | ~ | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 33 | 135 |

**Clock Cycles: 1**

**SBX Rt, Ra,Offs7,Wid7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 | 36 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | ~ | end7 | begin7 | Sa | Ra6 | St | Rt6 | V | 33 | 135 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### SET – Set Bit Field

**Description:**

A bit in the source operand is set and placed in the target register.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra | bit Rb or Rt = Ra or Bit[Imm]

**Instruction Formats:**

**SET Rt, Ra, Rb, Rc**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | ~ | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | 13 | 135 |

**Clock Cycles: 1**

**SET Rt, Ra,Offs7,Wid7**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 | 36 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | ~ | end7 | begin7 | Sa | Ra6 | St | Rt6 | V | 13 | 135 |

**Clock Cycles: 1**

**Clock Cycles:** 1

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

## Shift and Rotate Operations

Shift instructions can take the place of some multiplication and division instructions. Some architectures provide shifts that shift only by a single bit. Others use counted shifts, the original 80x88 used multiple clock cycles to shift by an amount stored in the CX register. Table888 and Thor use a barrel shifter to allow shifting by an arbitrary amount in a single clock cycle. Shifts are infrequently used, and a barrel (or funnel) shifter is relatively expensive in terms of hardware resources.

### ASL – Arithmetic Shift Left

**Description:**

Shift the first source operand to the left by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. The least significant bit is filled with the value of ‘N’ specified in the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra << Rb or Rt = Ra << Imm

**Instruction Formats:**

**ASL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 05 | ~2 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ASL Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 85 | ~2 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### ASR – Arithmetic Shift Right

**Description:**

Shift the first source operand to the right, preserving the sign bit, by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Ra >> Rb or Rt = Ra >> Imm

**Instruction Formats:**

**ASR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 15 | ~2 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ASR Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 95 | ~2 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### LSL – Logical Shift Left

**Description:**

Shift the first source operand to the left by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. Fill the least significant bit with the value specified by ‘N’ in the instruction.

This instruction may be used to generate a bitmask by setting N to one, and shifting a zero.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Ra << Rb or Rt = Ra << Imm

**Instruction Formats:**

**LSL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 25 | 02 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**LSL Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 105 | 02 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### LSLAND – Logical Shift Left and And

**Description:**

Shift the first source operand to the left by the number of bits specified by the second source operand and bitwise ‘and’ the result to the target register. All registers are integer registers. Arithmetic is signed twos-complement values. Fill the least significant bit with the value specified by ‘N’ in the instruction.

This instruction may be used to isolate a bitfield in a target register.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Rt & (Ra << Rb) or Rt = Rt & (Ra << Imm)

**Instruction Formats:**

**LSL.AND Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 25 | 12 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**LSL.AND Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 105 | 12 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### LSLOR – Logical Shift Left and Or

**Description:**

Shift the first source operand to the left by the number of bits specified by the second source operand and bitwise ‘or’ the result to the target register. All registers are integer registers. Arithmetic is signed twos-complement values. Fill the least significant bit with the value specified by ‘N’ in the instruction.

This instruction may be used to insert a bitfield into a target register.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Rt | (Ra << Rb) or Rt = Rt | (Ra << Imm)

**Instruction Formats:**

**LSL.OR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 25 | 22 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**LSL.OR Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 105 | 22 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### LSLXOR – Logical Shift Left and Exclusive Or

**Description:**

Shift the first source operand to the left by the number of bits specified by the second source operand and bitwise exclusive ‘or’ the result to the target register. All registers are integer registers. Arithmetic is signed twos-complement values. Fill the least significant bit with the value specified by ‘N’ in the instruction.

This instruction may be used to insert or invert a bitfield in a target register.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Rt ^ (Ra << Rb) or Rt = Rt ^ (Ra << Imm)

**Instruction Formats:**

**LSL.XOR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 25 | 32 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**LSL.XOR Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 105 | 32 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### LSR – Logical Shift Right

**Description:**

Shift the first source operand to the right by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. Fill the least significant bit with the value specified by ‘N’ in the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra >> Rb or Rt = Ra >> Imm

**Instruction Formats:**

**LSL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 35 | 02 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**LSL Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 115 | 02 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### ROL – Rotate Left

**Description:**

Rotate the first source operand to the left by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. The least significant bit is set to the value of the most significant bit exclusively or’d with the value ‘N’ from the instruction.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra << Rb or Rt = Ra << Imm

**Instruction Formats:**

**ROL Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 45 | 02 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ROL Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 125 | 02 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

### ROR – Rotate Right

**Description:**

Rotate the first source operand through the carry to the right by the number of bits specified by the second source operand and place the result in the target register. All registers are integer registers. Arithmetic is signed twos-complement values. The most significant bit is set to the value of the least significant bit exclusively or’d with the value ‘N’ from the instruction.

**Supported Operand Sizes:** .b, .w, .l

**Operation:**

Rt = Ra >> Rb or Rt = Ra >> Imm

**Instruction Formats:**

**ROR Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 55 | 02 | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**ROR Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 34 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 135 | 02 | Vc | 0 | 0 | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

## Flow Control Instructions

### The Branch Set

One of the first things the author looks at when evaluating an ISA is the branch set. Is it semi-sensible or non-sense ? Branches may represent up to one quarter of instruction executed. Branches are one item that should be well done in an architecture. What conditions will the processor branch on ? Is it a simple branch on zero / non-zero test or are there more complex conditions available ? What the branch set supports impacts what other instructions need to be available in the architecture. If branching only supports a zero / non-zero test, then other instructions must be present to setup the branch test. In the DLX architecture for instance, there are a set of ‘set’ instructions that set a register to a one or zero based on a condition. After a set instruction is done, then a conditional branch may occur. Many architectures include a compare instruction(s). For instance, the MMIX architecture includes both signed (CMP) and unsigned compare (CMPU) instructions that set the value of a register to -1, 0, or 1 for less than, equal, or greater than another register. The same paradigm was used for the Raptor64 processor. For the Thor processor there is a fairly standard set of branches. Because the instruction set is wide enough, two registers may be compared during the branch.

#### Mnemonics

There are mnemonics for specifying the comparison method. Floating-point comparisons prefix the branch mnemonic with ‘F’ as in FBEQ. Decimal-floating point comparisons prefix the branch mnemonic with ‘DF’ as in DFBEQ. And finally posit comparisons prefix the branch mnemonic with a ‘P’ as in ‘PBEQ’.

#### Conditions

Conditional branches branch to the target address only if the condition is true. The condition is determined by the comparison of two general-purpose registers or the comparison of a general-purpose register and an immediate value.

*The original Thor machine used instruction predicates to implement conditional branching. Another instruction was required to set the predicate before branching. Combining compare and branch in a single instruction may reduce the dynamic instruction count. An issue with comparing and branching in a single instruction is that it may lead to a wider instruction format.*

The comparison used is determined by a three-bit field in the instruction. There are four comparison types that may be performed as outlined in the table below.

|  |  |
| --- | --- |
| Cm2 | Comparison Type |
| 0 | integer comparisons |
| 1 | posit comparison |
| 2 | quad float comparison |
| 3 | quad decimal float comparison |

### Conditional Branch Format

Branches use 40 or 48-bit opcodes.

*A 32-bit opcode would not leave a large enough target field and would end up using two or more instructions to implement most branches. With the prospect of using two instructions to perform compare then branches as many architectures do, it is more space efficient to simply use a wider instruction format.*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | Cm2 | Rn6 | Rm6 | Cond4 | 275 |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 47 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp24..0 | Cm2 | Rn6 | Rm6 | Cond4 | 285 |

### Branch Conditions

The branch condition field combined with the opcode and comparison method determines the condition under which the branch will execute.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | ▼ |  |  | ▼ | ▼ |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | Cm2 | Rn6 | Rm6 | Cond4 | 275 |

|  |  |  |  |
| --- | --- | --- | --- |
| Cond4 | Integer Comparison Test | Float / Decimal Float | Posit |
| 0h | Equal | Equal | Equal |
| 1h | Not equal | Not equal | Not equal |
| 2h | Signed less than | Greater than | less than |
| 3h | Signed less than or equal | Unordered greater than | Less than or equal |
| 4h | Signed greater than or equal | Greater than or equal | Greater than or equal |
| 5h | Signed greater than | Unordered greater than or equal | Greater than |
| 6h | Bit clear | Less than |  |
| 7h | Bit set | Unordered less than |  |
| 8h | Bit clear immediate | Less than or equal |  |
| 9h | Bit set immediate | Unordered less than or equal |  |
| Ah | Unsigned less than | Greater than or less than |  |
| Bh | Unsigned less than or equal | Unordered greater than or less than |  |
| Ch | Unsigned greater than or eq | Greater than, less than, or equal |  |
| Dh | Unsigned greater than | Unordered |  |
| Eh | Branch always |  |  |
| Fh | Branch Subroutine |  |  |

### Linkage

Unconditional branches may specify a linkage register which is updated with the address of the next instruction. This allows position independent subroutines to be called. There are four link registers in the architecture.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  | ▼ |  |  |
| 39 23 | 22 11 | 109 | 8 5 | 4 0 |
| Disp16..0 | Disp28..17 | Rt2 | 154 | 275 |

|  |  |
| --- | --- |
| Rt2 | Meaning |
| 0 | Use Register 56 |
| 1 | Use Register 57 |
| 2 | Use Register 58 |
| 3 | Use Register 59 |

### Branch Target

For conditional branches, the target address is formed as the sum of the instruction pointer and a 17 or 25-bit constant specified in the instruction. Branches are PC relative with a range of ±64kB or ±16MB.

*The target displacement field is recommended to be at least 16-bits. It is possible to get by with a displacement as small as 12-bits before a significant percentage of branches must be implemented as two or more instructions.*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| ▼ |  |  |  |  |  |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | Cm2 | Rn6 | Rm6 | Cond4 | 275 |

### Bcc – Conditional Branch

Bcc Rm, Rn, label

**Description:**

Branch if the condition is met. The condition is a relationship between either two registers or a register and an immediate value. The displacement is relative to the address of the branch instruction. The branch range is +/- 64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | Cm2 | Rn6 | Rm6 | Cond4 | 275 |

|  |  |  |  |
| --- | --- | --- | --- |
| Cond4 | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal | a == b |
| 1 | NE | < > not equal | a <> b |
| 2 | LT | < less than | a < b |
| 3 | LE | <= less than or equal | a <= b |
| 4 | GE | >= greater than or equal | a >= b |
| 5 | GT | > greater than | a > b |
| 6 | BC | Bit clear | !a[b] |
| 7 | BS | Bit set | a[b] |
| 8 | BCI | Bit clear immediate | !a[b] |
| 9 | BSI | Bit set immediate | a[b] |
| 10 | LO / CS | < unsigned less than | a < b |
| 11 | LS | <= unsigned less than or equal | a <= b |
| 12 | HS / CC | unsigned greater than or equal | a >= b |
| 13 | HI | unsigned greater than | a > b |
| 14 | RA | Branch always | 1 |
| 15 | SR | Branch subroutine | 1 |

**Clock Cycles: 4**

### BBC – Branch if Bit Clear

**Description**:

This instruction branches to the target address if bit Rb of Ra is clear, otherwise program execution continues with the next instruction. The displacement is relative to the address of the branch instruction. The branch range is ±64kB. For a further description see [Branch Instructions](#_Branch_Instructions). Testing a bit beyond bit 63 requires an immediate postfix.

**Instruction Format: B**

BBC t0,t1,.label

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 64 | 275 |

**Instruction Format: B**

BBC t0,3,.label

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Imm6 | Rm6 | 84 | 275 |

**Operation:**

If (Ra.bit[Rb] == 0)

PC = PC + Constant

**Execution Units**: Branch

**Exceptions**: none

**Notes:**

### BBS – Branch if Bit Set

**Description**:

This instruction branches to the target address if bit Rb of Ra is set, otherwise program execution continues with the next instruction. For a further description see [Branch Instructions](#_Branch_Instructions). Testing a bit beyond bit 63 requires an immediate postfix.

**Instruction Format: B**

BBS t0,t1,.label

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 74 | 275 |

**Instruction Format: B**

BBS t0,3,.label

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Imm6 | Rm6 | 94 | 275 |

**Operation:**

If (Ra.bit[Rb] == 1)

PC = PC + Constant

**Execution Units**: Branch

**Exceptions**: none

**Notes:**

### BCC –Branch if Carry Clear

BCC Rm, Rn, label

**Description:**

Branch if the carry would be set when comparing the first source operand to the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 124 | 275 |

**Clock Cycles: 4**

### BCS –Branch if Carry Set

BCS Rm, Rn, label

**Description:**

This is an alternate mnemonic for the [BLO](#_BLO_–Branch_if) instruction. Branch if the carry would be set because of the comparison of the first operand to the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 104 | 275 |

**Clock Cycles: 4**

### BEQ –Branch if Equal

BEQ Rm, Rn, label

**Description:**

Branch if two source operands are equal. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 04 | 275 |

**Clock Cycles: 4**

### BGE –Branch if Greater Than or Equal

BGE Rm, Rn, label

**Description:**

Branch if the first source operand is greater than or equal to the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as signed integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 44 | 275 |

**Clock Cycles: 4**

### BGEU –Branch if Unsigned Greater Than or Equal

BGEU Rm, Rn, label

**Description:**

Branch if the first source operand is greater than or equal to the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 124 | 275 |

**Clock Cycles: 4**

### BGT –Branch if Greater Than

BGT Rm, Rn, label

**Description:**

Branch if the first source operand is greater than the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as signed integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 54 | 275 |

**Clock Cycles: 4**

### BGTU –Branch if Unsigned Greater Than

BGTU Rm, Rn, label

**Description:**

Branch if the first source operand is greater than the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 134 | 275 |

**Clock Cycles: 4**

### BHI –Branch if Higher

BHI Rm, Rn, label

**Description:**

This is an alternate mnemonic for the [BGTU](#_BGTU_–Branch_if) instruction. Branch if the first source operand is greater than the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 134 | 275 |

**Clock Cycles: 4**

### BHS –Branch if Higher or Same

BHS Rm, Rn, label

**Description:**

Branch if the first source operand is greater than or equal to the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 124 | 275 |

**Clock Cycles: 4**

### BLE –Branch if Less Than or Equal

BLE Rm, Rn, label

**Description:**

Branch if the first source operand is less than or equal to the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as signed integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 34 | 275 |

**Clock Cycles: 4**

### BLEU –Branch if Unsigned Less Than or Equal

BLEU Rm, Rn, label

**Description:**

Branch if the first source operand is less than or equal to the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 114 | 275 |

**Clock Cycles: 4**

### BLO –Branch if Lower

BLO Rm, Rn, label

**Description:**

This is an alternate mnemonic for the [BLTU](#_BLTU_–Branch_if) instruction. Branch if the first source operand is less than the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 104 | 275 |

**Clock Cycles: 4**

### BLS –Branch if Lower or Same

BLS Rm, Rn, label

**Description:**

This is an alternate mnemonic for the [BLTU](#_BLTU_–Branch_if) instruction. Branch if the first source operand is less than or equal to the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 114 | 275 |

**Clock Cycles: 4**

### BLT –Branch if Less Than

BLT Rm, Rn, label

**Description:**

Branch if the first source operand is less than the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as signed integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 24 | 275 |

**Clock Cycles: 4**

### BLTU –Branch if Unsigned Less Than

BLTU Rm, Rn, label

**Description:**

Branch if the first source operand is less than the second. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as unsigned integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 104 | 275 |

**Clock Cycles: 4**

### BNE –Branch if Not Equal

BNE Rm, Rn, label

**Description:**

Branch if two source operands are not equal. The first operand is in a register, the second in a register or an immediate value. Both operands are treated as integer values. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 02 | Rn6 | Rm6 | 14 | 275 |

**Clock Cycles: 4**

### BRA – Unconditional Branch

**Description:**

Unconditionally branch to a new program address. The displacement is relative to the address of the branch instruction. The branch range is ±256MB or ±64GB.

**Instruction Format: BL2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 39 23 | 22 11 | 109 | 8 5 | 4 0 |
| Disp16..0 | Disp28..17 | 02 | 144 | 275 |

**Instruction Format: LBL2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 47 23 | 22 11 | 109 | 8 5 | 4 0 |
| Disp24..0 | Disp36..25 | 02 | 144 | 285 |

**Instruction Format: JSR**

**BRA [(Ra)],Limit**

This form of the instruction branches to an address formed by adding the program counter to a value loaded from a table following the instruction inline in memory. The address loaded from must be no more than limit bytes after the address of the instruction or an exception will occur.

**Operation:**

table address = next pc + (Ra \* scale)

if table address > next pc + limit then table limit exception

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 28 | 27 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | 0 | 1 | ~3 | Limit4..0 | 1 | Ra6 | Op | 06 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

|  |  |
| --- | --- |
| Op | Operation |
| 0 | Load PC LSBs |
| 1 | Add to PC |

**Clock Cycles: 3**

### BRK – Breakpoint

**Description:**

Execute the breakpoint exception. This is a form of the TRAP instruction.

**Instruction Format:**

|  |  |
| --- | --- |
| 39 5 | 4 0 |
| 0 | 05 |

**Operation:**

The program counter and the status register are pushed on an internal stack. Next the BRK vector is fetched from the exception vector table and jumped to.

### BSR – Branch to Subroutine

**Description:**

Branch to a subroutine placing the address of the next instruction in a register. The displacement is relative to the address of the branch instruction. The branch range is ±256MB or ±64GB.

**Instruction Format: BL2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 39 23 | 22 11 | 109 | 8 5 | 4 0 |
| Disp16..0 | Disp28..17 | Rt2 | 154 | 275 |

**Instruction Format: LBL2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 47 23 | 22 11 | 109 | 8 5 | 4 0 |
| Disp24..0 | Disp36..25 | Rt2 | 154 | 285 |

|  |  |
| --- | --- |
| Rt2 | Meaning |
| 0 | Use Register 56 |
| 1 | Use Register 57 |
| 2 | Use Register 58 |
| 3 | Use Register 59 |

**Instruction Format: JSR**

**BSR [(Ra)],Limit**

This form of the instruction branches to an address formed by adding the program counter to a value loaded from a table following the instruction inline in memory. The address loaded from must be no more than limit bytes after the address of the instruction or an exception will occur.

**Operation:**

table address = next pc + (Ra \* scale)

if table address > next pc + limit then table limit exception

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 28 | 27 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | 0 | 1 | ~3 | Limit4..0 | 1 | Ra6 | Op | Rt6 | 0 | Sz3 | 245 |

**Clock Cycles: 4**

|  |  |
| --- | --- |
| Op | Operation |
| 0 | Load PC LSBs |
| 1 | Add to PC |

### DBcc – Decrement and Branch

DBcc Rm, Rn, label

**Description:**

Decrement the loop counter and branch if the condition is false and the loop counter is not equal to minus one. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

**Instruction Format:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | Cm2 | Rn6 | Rm6 | Cond4 | 295 |

### FBcc – Conditional Branch

FBcc Rm, Rn, label

**Description:**

Branch if the condition is met. The condition is a relationship between either two registers or a register and an immediate value. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

**Instruction Format: RR**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 22 | Rn6 | Rm6 | Cond4 | 275 |

|  |  |  |  |
| --- | --- | --- | --- |
| Cond4 | Mnem. | Meaning | Test |
|  |  | **Float Compare Results** |  |
| 0 | FBEQ | equal | !nan & eq |
| 1 | FBNE | not equal | !eq |
| 2 | FBGT | greater than | !nan & !eq & !lt & !inf |
| 3 | FBUGT | Unordered or greater than | Nan || (!eq & !lt & !inf) |
| 4 | FBGE | greater than or equal | Eq || (!nan & !lt & !inf) |
| 5 | FBUGE | Unordered or greater than or equal | Nan || (!lt || eq) |
| 6 | FBLT | Less than | Lt & (!nan & !inf & !eq) |
| 7 | FBULT | Unordered or less than | Nan | (!eq & lt) |
| 8 | FBLE | Less than or equal | Eq | (lt & !nan) |
| 9 | FBULE | unordered less than or equal | Nan | (eq | lt) |
| 10 | FBGL | Greater than or less than | !nan & (!eq & !inf) |
| 11 | FBUGL | Unordered or greater than or less than | Nan | !eq |
| 12 | FBORD | Greater than less than or equal / ordered | !nan |
| 13 | FBUN | Unordered | Nan |
| Cond5 | Mnem. | Meaning | Test |
| 14 |  |  |  |
| 15 |  |  |  |

**Clock Cycles: 4**

### FBEQ – Float Branch if Equal

FBEQ Rm, Rn, label

**Description:**

Branch if two source operands are equal. The condition is a relationship between either two registers or a register and an immediate value. Values are treated as quad precision floating-point values. Negative and positive zero are treated as equal. If either operand is a NaN the branch will not be taken. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

**Instruction Format: RR**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 22 | Rn6 | Rm6 | 04 | 275 |

**Clock Cycles: 4**

### FBGE – Float Branch if Greater Than or Equal

FBGE Rm, Rn, label

**Description:**

Branch if the first source operand is greater than or equal to the second. The condition is a relationship between either two registers or a register and an immediate value. Values are treated as quad precision floating-point values. Negative and positive zero are treated as equal. If either operand is a NaN the branch will not be taken. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

**Instruction Format: RR**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 22 | Rn6 | Rm6 | 44 | 275 |

**Clock Cycles: 4**

### FBGT – Float Branch if Greater Than

FBGT Rm, Rn, label

**Description:**

Branch if the first source operand is greater than the second. The condition is a relationship between either two registers or a register and an immediate value. Values are treated as quad precision floating-point values. Negative and positive zero are treated as equal. If either operand is a NaN the branch will not be taken. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

**Instruction Format: RR**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 22 | Rn6 | Rm6 | 24 | 275 |

**Clock Cycles: 4**

### FBNE – Float Branch if Not Equal

FBEQ Rm, Rn, label

**Description:**

Branch if two source operands are not equal. The condition is a relationship between either two registers or a register and an immediate value. Values are treated as quad precision floating-point values. Negative and positive zero are treated as equal. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

**Instruction Format: RR**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 22 | Rn6 | Rm6 | 14 | 275 |

**Clock Cycles: 4**

### FBUGE – Float Branch if Unordered Greater Than or Equal

FBUGE Rm, Rn, label

**Description:**

Branch if the first source operand is greater than or equal to the second or if the operands are unordered. The condition is a relationship between either two registers or a register and an immediate value. Values are treated as quad precision floating-point values. Negative and positive zero are treated as equal. If either operand is a NaN the branch will be taken. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

**Instruction Format: RR**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 22 | Rn6 | Rm6 | 54 | 275 |

**Clock Cycles: 4**

### FBUGT – Float Branch if Unordered or Greater Than

FBUGT Rm, Rn, label

**Description:**

Branch if the first source operand is greater than the second or if the comparison is unordered. The condition is a relationship between either two registers or a register and an immediate value. Values are treated as quad precision floating-point values. Negative and positive zero are treated as equal. If either operand is a NaN the branch will be taken. The displacement is relative to the address of the branch instruction. The branch range is ±64kB.

**Instruction Format: RR**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp16..0 | 22 | Rn6 | Rm6 | 34 | 275 |

**Clock Cycles: 4**

### JMP – Jump to Address

**Description:**

Compute the effective address and jump to it. If Ra=53 then the program counter is used. If the indirection bit ‘I’ of the instruction is set then load the address from memory specified by the effective address and jump to it.

**Operation:**

PC = Ra + Rb or PC = Ra + Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**JMP d(Ra, Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 246 | ~ | 0 | 0 | 0 | Sb | Rb6 | 0 | Ra6 | 0 | 06 | 0 | Sc3 | 25 |

**Clock Cycles: 1**

**JMP Imm15 (Ra)**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | 0 | 0 | Imm7..0 | 0 | Ra6 | 0 | 06 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

**JMP [d(Ra, Rb)]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 246 | ~ | 0 | 1 | 0 | Sb | Rb6 | 0 | Ra6 | Op | 06 | 0 | Sc3 | 25 |

**Clock Cycles: 1**

**JMP [Imm15 (Ra)]**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | 0 | 1 | Imm7..0 | 0 | Ra6 | Op | 06 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

**BRA [(Ra)],Limit**

This form of the instruction branches to an address formed by adding the program counter to a value loaded from a table following the instruction inline in memory. The address loaded from must be no more than limit bytes after the address of the instruction or an exception will occur.

**Operation:**

table address = next pc + (Ra \* scale)

if table address > next pc + limit then table limit exception

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 28 | 27 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | 0 | 1 | ~3 | Limit4..0 | 1 | Ra6 | Op | Rt6 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

|  |  |
| --- | --- |
| Op | Operation |
| 0 | Load PC LSBs |
| 1 | Add to PC |

### JSR – Jump to Subroutine

**Description:**

Compute the effective address and jump to it. The address of the instruction is stored in a register. If Ra=53 then the program counter is used. If the indirection bit ‘I’ of the instruction is set then load the address from memory specified by the effective address and jump to it.

**Flag Updates:**

None.

**Operation:**

Rt = PC

PC = Ra + Rb or PC = Ra + Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**JSR d(Ra, Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 246 | ~ | 0 | 0 | 0 | Sb | Rb6 | 0 | Ra6 | 0 | Rt6 | 0 | Sc3 | 25 |

**Clock Cycles: 1**

**JSR Imm15 (Ra)**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | 0 | 0 | Imm7..0 | 0 | Ra6 | 0 | Rt6 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

**JSR [d(Ra, Rb)]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 246 | ~ | 0 | 1 | 0 | Sb | Rb6 | 0 | Ra6 | Op | Rt6 | 0 | Sc3 | 25 |

**Clock Cycles: 1**

**JSR [Imm15 (Ra)]**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm15..8 | 0 | 1 | Imm7..0 | 0 | Ra6 | Op | Rt6 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

**BSR [(Ra)],Limit**

This form of the instruction branches to an address formed by adding the program counter to a value loaded from a table following the instruction inline in memory. The address loaded from must be no more than limit bytes after the address of the instruction or an exception will occur.

**Operation:**

table address = next pc + (Ra \* scale)

if table address > next pc + limit then table limit exception

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 28 | 27 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| ~7 | 0 | 1 | ~3 | Limit4..0 | 1 | Ra6 | Op | Rt6 | 0 | Sz3 | 245 |

**Clock Cycles: 1**

|  |  |
| --- | --- |
| Op | Operation |
| 0 | Load PC LSBs |
| 1 | Add to PC |

### LBcc – Long Conditional Branch

LBcc Rm, Rn, label

**Description:**

Branch if the condition is met. The condition is a relationship between either two registers or a register and an immediate value. The displacement is relative to the address of the branch instruction. The branch range is +/- 16MB.

A postfix instruction containing an immediate value may follow the branch instruction, in which case the immediate is used instead of Rn. Rn should be set to zero.

**Instruction Format: B**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 47 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp24..0 | Cm2 | Rn6 | Rm6 | Cond4 | 285 |

|  |  |  |  |
| --- | --- | --- | --- |
| Cond4 | Mnem. | Meaning | Test |
|  |  | **Integer Compare Results** |  |
| 0 | EQ | = equal | a == b |
| 1 | NE | < > not equal | a <> b |
| 2 | LT | < less than | a < b |
| 3 | LE | <= less than or equal | a <= b |
| 4 | GE | >= greater than or equal | a >= b |
| 5 | GT | > greater than | a > b |
| 6 | BC | Bit clear | !a[b] |
| 7 | BS | Bit set | a[b] |
| 8 | BCI | Bit clear immediate | !a[b] |
| 9 | BSI | Bit set immediate | a[b] |
| 10 | LO / CS | < unsigned less than | a < b |
| 11 | LS | <= unsigned less than or equal | a <= b |
| 12 | HS / CC | unsigned greater than or equal | a >= b |
| 13 | HI | unsigned greater than | a > b |
| 14 | RA | Branch always | 1 |
| 15 | SR | Branch subroutine | 1 |

**Clock Cycles: 4**

### LBSR – Long Branch to Subroutine

**Description:**

Branch to a subroutine placing the address of the next instruction in a register. The displacement is relative to the address of the branch instruction. The branch range is +/- 64GB.

**Instruction Format: LBL2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 47 23 | 22 11 | 109 | 8 5 | 4 0 |
| Disp24..0 | Disp36..25 | Rt2 | 154 | 275 |

### LBBC – Long Branch if Bit Clear

**Description**:

This instruction branches to the target address if bit Rb of Ra is clear, otherwise program execution continues with the next instruction. The displacement is relative to the address of the branch instruction. The branch range is ±16MB. For a further description see [Branch Instructions](#_Branch_Instructions). Testing a bit beyond bit 63 requires an immediate postfix.

**Instruction Format: B**

BBC t0,t1,.label

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 47 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp24..0 | 02 | Rn6 | Rm6 | 64 | 285 |

**Instruction Format: B**

BBC t0,3,.label

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 47 23 | 2221 | 20 15 | 14 9 | 8 5 | 4 0 |
| Disp24..0 | 02 | Imm6 | Rm6 | 84 | 285 |

**Operation:**

If (Ra.bit[Rb] == 0)

PC = PC + Constant

**Execution Units**: Branch

**Exceptions**: none

**Notes:**

### NOP – No Operation

NOP

**Description:**

This instruction does not perform any operation. Ty3 0 to 2 indicates a postfix instruction, and these codes should not be used for other NOPs. The value 3 to 6 for Ty3 are reserved. The NOP operation is an opcode of all ones.

**Instruction Format:**

|  |  |  |
| --- | --- | --- |
| 39 8 | 7 5 | 4 0 |
| 0xFFFFFFFF32 | 73 | 315 |

### RTD – Return from Subroutine, Deallocate

**Description:**

Return from subroutine and deallocate stack. Add two source operands and place the sum in the target register. All registers are treated as integer registers. Arithmetic is signed twos-complement values. The program counter is loaded with the value of the specified link register.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra + Rb or Rt = Ra + Imm

PC = Lr

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**RTD Rt, Ra, Rb – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 46 | Lr2 | 1 | 0 | Sb | Rb6 | Sa | Ra6 | St | Rt6 | 0 | Sz3 | 25 |

**Clock Cycles: 1**

**RTD Rt,Ra,Imm16**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 27 | 2625 | 2423 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | 0 | 1 | Imm7..4 | 02 | Lr2 | Sa | Ra6 | St | Rt6 | 0 | Sz3 | 45 |

**Clock Cycles: 1**

### RTS – Return from Subroutine

**Description:**

Return from subroutine. Load the program counter with the contents of the specified link register.

**Supported Operand Sizes:** .b, .w, .t, .o

**Operation:**

Rt = Ra + Rb or Rt = Ra + Imm

**Clock Cycles:**

**Execution Units:** All Integer ALU’s

**Exceptions:** none

**Notes:**

**Instruction Formats:**

**RTS Rt**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 46 | Lr2 | 1 | 0 | Sb | Rb6 | Sa | Ra6 | 0 | 06 | 0 | Sz3 | 25 |

**Clock Cycles: 1**

**RTS Rt**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 27 | 2625 | 2423 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | 0 | 1 | Imm7..4 | 02 | Lr2 | Sa | Ra6 | 0 | 06 | 0 | Sz3 | 45 |

**Clock Cycles: 1**

### RTE – Return From Exception

**Instruction Formats:**

**RTE Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 27 | 2625 | 2423 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Inline6..0 | 0 | 1 | Arg7..4 | D2 | ~2 | Sa | Ra6 | St | Rt6 | 0 | Sz3 | 45 |

**Clock Cycles: 1**

**Field Description:**

The inline field is used for the number of bytes to skip past the return address. This is to allow inline subroutine arguments. Up to 128 bytes may be skipped over. For externally triggered interrupts this field should be zero.

D2 specifies the number of internal stack entries to unstack. It may be used to perform a multi-level return. Legal values for D are 1 or 2. (0 is the RTD instruction). In most cases a single entry is unstacked. If two entries are unstacked a two-up level return will occur.

**Operation:**

Optionally pop the status register, condition code group register, and program counter from the internal stack. Add inline bytes to the program counter, and Arg hexis to the stack pointer. If returning from an application trap the status register is not popped from the stack.

### TRAP – Trap

**Description:**

Execute trap. The data field is loaded into the specified target register, Rt. The trap number to execute comes from the contents of register Ra or an immediate value encoded in the instruction. The trap number must be between 1 and 511. Trap numbers below 64 are reserved for the system. Trap numbers 64 and above may be used by applications.

Traps below 64 will use the vector base register to lookup the location of the service routine. Traps above 64 will use the application control register to lookup the location of the service routine.

Trap routines should return using an [RTE](#_RTE_–_Return) instruction.

**Instruction Format:**

**TRAP Rt,Ra,#Imm15**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| Imm14..8 | 0 | 0 | Imm7..0 | Sa | Ra6 | 0 | Rt6 | 0 | 03 | 05 |

**Clock Cycles: 1**

**TRAP Rt, #Vec, #Data**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 6 | 5 | 4 0 |
| Imm14..8 | 0 | 1 | Imm7..0 | Vec7..0 | | | Rt6 | 0 | 02 | V9 | 05 |

**Clock Cycles: 1**

**Operation:**

The program counter and the status register are pushed on an internal stack. Next the vector is fetched from the exception vector table and jumped to.

## Memory Operations

### Addressing Modes

Instructions with a U2 field support four scaled indexed address modes outlined in the table below.

|  |  |  |
| --- | --- | --- |
| U2 | Mnemonic | Update |
| 0 | d(Rb, Rc\*Sc) | None |
| 1 | d(Rb, Rc++\*Sc) | Auto post-increment |
| 2 | d(Rb, --Rc\*Sc) | Auto pre-decrement |
| 3 | [d(Rb, Rc\*Sc)] | None |

Other instructions support register indirect with displacement or simple register indirect addressing.

### Cache Policy

#### Load Operations

|  |  |  |  |
| --- | --- | --- | --- |
| Ca2 | Policy | Qualifier | Comment |
| 0 | none | .io | Always read from main memory or I/O |
| 1 | Read | .rd | Read from cache if in cache, otherwise read main memory |
| 2 | Read, allocate | .rda | Allocate storage in cache, read from cache |
| 3 |  |  | Reserved |

#### Store Operations

|  |  |  |  |
| --- | --- | --- | --- |
| Ca2 | Policy | Qualifier | Comment |
| 0 | Write through | .wt | Always write through to main memory |
| 1 | Writeback | .wb | Store to main memory only when data not in cache |
| 2 | Write through, write allocate | .wta | Write to main memory, and allocate in cache |
| 3 | Write back, write allocate | .wba | Allocate in cache, write to cache |

### AMADD - Addition

**Description:**

Atomically add source operand register Rb to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .h

**Instruction Formats: AMO**

**AMADD Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 45 | aq | rl | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMADD Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 205 | aq | rl | Vc | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMAND – Bitwise And

**Description:**

Bitwise ‘And’ source operand register Rb to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMAND Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 85 | aq | rl | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMAND Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 245 | aq | rl | Vc | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMASL – Arithmetic Shift Left

**Description:**

Atomically shift left source operand from memory by Rb and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMASL Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 65 | aq | rl | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMASL Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 225 | aq | rl | Vc | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMEOR – Bitwise Exclusive Or

**Description:**

Bitwise exclusive ‘Or’ source operand register Rb to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMEOR Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 105 | aq | rl | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMEOR Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 265 | aq | rl | Vc | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMLSR – Logical Shift Right

**Description:**

Atomically shift right source operand from memory by Rb and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMLSR Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 75 | aq | rl | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMLSR Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 32 | 31 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 235 | aq | rl | Vc | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMMIN - Minimum

**Description:**

If Rb is less than the value from memory, store Rb to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra. Values are treated as signed two’s complement integers. This operation is performed in an atomic fashion.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMMIN Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 25 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMMINU - Minimum

**Description:**

If Rb is less than the value from memory, store Rb to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra. Values are treated as unsigned integers. This operation is performed in an atomic fashion.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMMINU Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 125 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### AMOR – Bitwise Or

**Description:**

Bitwise ‘Or’ source operand register Rb to value from memory and store the result back to memory. The original value of the memory cell is stored in register Rt. The memory address is contained in register Ra.

**Supported Operand Sizes:** .t, .o, .n

**Instruction Formats: AMO**

**AMOR Rt, Rb, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 95 | aq | rl | 02 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

**AMOR Rt, imm, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 35 | 34 | 33 | 3231 | 30 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 255 | aq | rl | 0 | Imm8 | Sa | Ra6 | St | Rt6 | V | Sz3 | 265 |

**Clock Cycles:**

### CACHE <cmd>,<ea>

**Description:**

Issue command to cache controller.

**Supported Operand Sizes:** N/A

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | LEA |
| 1 |  |  |
| 2 | .t | STPTR |
| 3 | .o | STPTR |
| 4 | .h | STPTR |
| 5 |  | CACHE |
| 6 |  |  |
| 7 |  | Indexed |

**Instruction Formats: RINDS**

**CACHE cmd, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 1 | ~2 | Disp12..7 | Vb | Sb | Rb6 | St | Cmd6 | D6..0 | V | 53 | 175 |

**Clock Cycles:**

**Instruction Formats: NDXS**

**CACHE cmd, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 12 | 11 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | St | Cmd6 | ~4 | 53 | V | 73 | 175 |

**Clock Cycles:**

Notes:

|  |  |  |
| --- | --- | --- |
| Cmd6 | Cache |  |
| ???000 | Ins. | Invalidate cache |
| ???001 | Ins. | Invalidate line |
| ???100 | TLB | Invalidate TLB |
| ???101 | TLB | Invalidate TLB entry |
| 000??? | Data | Invalidate cache |
| 001??? | Data | Invalidate line |
| 010??? | Data | Turn cache off |
| 011??? | Data | Turn cache on |

### CMPXCHG – Compare and Exchange

**Description:**

If the contents of the addressed memory cell is equal to the contents of Rb then a value is stored to memory from the source register Rc. The original contents of the memory cell are loaded into register Rt. The memory address is contained in register Ra. The memory address must be properly aligned. If the operation was successful then Rt and Rb will be the same value. The compare and swap operation are an atomic operation; no other access is allowed between the load and potential store operation.

**Supported Operand Sizes:** .t, .o, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .c | 24-bit |
| 5 | .p | 40-bit |
| 6 | .n | 96-bit |
| 7 |  | reserved |

**Instruction Formats: CMPXCHG**

**CMPXCHG Rt, Rb, Rc, [Ra]**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 0 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 255 |

**Clock Cycles:**

Notes:

### FLOAD Rn,<ea>

**Description:**

Load register Rt from floating-point source. The source value is converted to the machine width; 128-bit quad precision. No rounding needs to take place; the smaller source can always be guaranteed to fit into the target register.

**Supported Operand Sizes:** h, .s, .d, .q

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | reserved |
| 1 | .h | 16-bit half |
| 2 | .s | 32-bit single |
| 3 | .d | 64-bit double |
| 4 | .q | 128-bit quad |
| 5 |  | reserved |
| 6 |  | reserved |
| 7 |  | reserved |

**Instruction Formats: RINDL**

**FLOAD Rt, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3938 | 37 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| F | Ca2 | Disp13..7 | Vb | Sb | Rb6 | St | Rt6 | D6..0 | V | Sz3 | 165 |

**Clock Cycles:**

**Instruction Formats: NDXL**

**FLOAD Rt, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| F | Vc | Rc6 | Sc | Vb | Sb | Rb6 | St | Rt6 | U2 | Ca2 | Sz3 | V | 73 | 165 |

**Clock Cycles:**

Notes:

|  |  |
| --- | --- |
| F | Load operand type |
| 0 | Integer |
| 1 | Floating point |

|  |  |  |  |
| --- | --- | --- | --- |
| Ca2 | Policy | Qualifier | Comment |
| 0 | none | .io | Always read from main memory or I/O |
| 1 | Read | .rd | Read from cache if in cache, otherwise read main memory |
| 2 | Read, allocate | .rda | Allocate storage in cache, read from cache |
| 3 |  |  | Reserved |

### FSTORE Ra,<ea>

**Description:**

Store register Ra to destination. The register is converted from quad precision to the storage precision.

**Supported Operand Sizes:** .h, .s, .d, .t

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | Reserved |
| 1 | .h | 16-bit half |
| 2 | .s | 32-bit single |
| 3 | .d | 64-bit double |
| 4 | .q | 128-bit quad |
| 5 |  |  |
| 6 |  |  |
| 7 |  | Indexed |

**Instruction Formats: RINDS**

**FSTORE Ra, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| F | Ca2 | Disp12..7 | Vb | Sb | Rb6 | Sa | Ra6 | D6..0 | V | Sz3 | 185 |

**Clock Cycles:**

**Instruction Formats: NDXS**

**FSTORE Ra, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| F | Vc | Rc6 | Sc | Vb | Sb | Rb6 | Sa | Ra6 | 22 | Ca2 | Sz3 | V | 73 | 185 |

**Clock Cycles:**

Notes:

|  |  |
| --- | --- |
| F | Store operand type |
| 0 | Integer |
| 1 | Floating point |

|  |  |  |
| --- | --- | --- |
| Ca2 | Policy | Comment |
| 0 | Write through | Always write through to main memory |
| 1 | Writeback | Store to main memory only when data not in cache |
| 2 | Write through, write allocate | Write to main memory, and allocate in cache |
| 3 | Write back, write allocate | Allocate in cache, write to cache |

### LA Ra,<ea>

**Description:**

Load address into target register. The address is calculated as if a memory operation were occurring, then it is loaded into the target register.

**Supported Operand Sizes:** N/A

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | LA |
| 1 |  |  |
| 2 | .t | STPTR |
| 3 | .o | STPTR |
| 4 | .h | STPTR |
| 5 |  | CACHE |
| 6 |  |  |
| 7 |  | Indexed |

**Instruction Formats: RINDS**

**LA Rt, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 1 | ~2 | Disp12..7 | Vb | Sb | Rb6 | St | Rt6 | D6..0 | V | 03 | 175 |

**Clock Cycles:**

**Instruction Formats: NDXS**

**LA Rt, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | St | Rt6 | U2 | ~2 | 03 | V | 73 | 175 |

**Clock Cycles:**

Notes:

### LOAD Rn,<ea>

**Description:**

Load register Rt from source. The source value is sign extended to the machine width. Loading register r53, the stack canary placeholder, will cause a check trap if the value loaded is not equal to the current value of the stack canary register.

The default cache policy is read-allocate, .rda, if not specified.

**Supported Operand Sizes:** .b, .w, .t, .o, .h

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .h | 128-bit Hexi |
| 5 |  | 256-bit |
| 6 | .g | 512-bit group |
| 7 |  | Indexed/group |

**Instruction Formats: RINDL**

**LOAD Rt, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| F | Ca2 | Disp12..7 | Vc | Sb | Rb6 | St | Rt6 | D6..0 | V | Sz3 | 165 |

**Clock Cycles:**

**Instruction Formats: NDXL**

**LOAD Rt, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| F | Vc | Rc6 | Sc | Vb | Sb | Rb6 | St | Rt6 | U2 | Ca2 | Sz3 | V | 73 | 165 |

**Clock Cycles:**

Notes:

|  |  |
| --- | --- |
| F | Load operand type |
| 0 | Integer |
| 1 | Floating point |

|  |  |  |  |
| --- | --- | --- | --- |
| Ca2 | Policy | Qualifier | Comment |
| 0 | none | .io | Always read from main memory or I/O |
| 1 | Read | .rd | Read from cache if in cache, otherwise read main memory |
| 2 | Read, allocate | .rda | Allocate storage in cache, read from cache |
| 3 |  |  | Reserved |

### LOADG Gn,<ea>

**Description:**

Load a group of eight scalar registers from source. The load operation may be masked so that only specific registers of the group are loaded. The instruction will always read 512-bits from memory.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Lower Group (bits 0 to 63) | | |  | Upper Group (bits 64 to 127) | | |
| Gn | Group | Registers |  | Gn | Group | Registers |
| 0 | AG0 | R0 to R7 |  | 8 | UAG0 | R0 to R7 |
| 1 | TG0 | R8 to R15 |  | 9 | UTG0 | R8 to R15 |
| 2 | SG0 | R16 to R23 |  | 10 | USG0 | R16 to R23 |
| 3 | SG1 | R24 to R31 |  | 11 | USG1 | R24 to R31 |
| 4 | VMG | R32 to R39 |  | 12 | VMG | R32 to R39 |
| 5 | G5 | R40 to R47 |  | 13 | UG5 | R40 to R47 |
| 6 | G6 | R48 to R55 |  | 14 | UG6 | R48 to R55 |
| 7 | G7 | R56 to R63 |  | 15 | UG7 | R56 to R63 |

**Supported Operand Sizes:** .g

**Instruction Formats: RINDL**

**LOADG Rt, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 0 | Ca2 | Disp12..7 | ~ | Sb | Rb6 | ~ | Gt6 | D6..0 | 0 | 63 | 165 |

**Clock Cycles:**

**Instruction Formats: NDXL**

**LOADG Rt, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| 0 | ~ | Rc6 | Sc | ~ | Sb | Rb6 | ~ | Gt6 | U2 | Ca2 | 63 | 0 | 73 | 165 |

**Clock Cycles:**

**LOADG Rt, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 40 | 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| Mask8 | 0 | Ca2 | Disp12..7 | ~ | Sb | Rb6 | ~ | Gt6 | D6..0 | 1 | 63 | 165 |

**Clock Cycles:**

**Instruction Formats: NDXL**

**LOADG Rt, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 40 | 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| Mask8 | 0 | ~ | Rc6 | Sc | ~ | Sb | Rb6 | ~ | Gt6 | U2 | Ca2 | 63 | 1 | 73 | 165 |

**Clock Cycles:**

Notes:

### LOADZ Rn,<ea>

**Description:**

Load register Rt from source. The source value is zero extended to the machine width. Loading register r53, the stack canary placeholder, will cause a check trap if the value loaded is not equal to the current value of the stack canary register.

**Supported Operand Sizes:** .b, .w, .t, .o, .p, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .h | 128-bit Hexi |
| 5 |  |  |
| 6 |  |  |
| 7 |  | indexed |

**Instruction Formats: RINDL**

**LOADZ Rt, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| F | Ca2 | Disp12..7 | Vc | Sb | Rb6 | St | Rt6 | D6..0 | V | Sz3 | 175 |

**Clock Cycles:**

**Instruction Formats: NDXL**

**LOADZ Rt, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| F | Vc | Rc6 | Sc | Vb | Sb | Rb6 | St | Rt6 | 02 | Ca2 | Sz3 | V | 73 | 175 |

**Clock Cycles:**

Notes:

|  |  |
| --- | --- |
| F | Store operand type |
| 0 | Integer |
| 1 | LEA, CACHE, STPTR |

|  |  |  |  |
| --- | --- | --- | --- |
| Ca2 | Policy | Qualifier | Comment |
| 0 | none | .io | Always read from main memory or I/O |
| 1 | Read | .rd | Read from cache if in cache, otherwise read main memory |
| 2 | Read, allocate | .rda | Allocate storage in cache, read from cache |
| 3 |  |  | Reserved |

### STORE Ra,<ea>

**Description:**

Store register Ra to destination. The default cache policy is write-through, .wt.

**Supported Operand Sizes:** .b, .w, .t, .o, .p, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .h | 128-bit |
| 5 |  | 256-bit |
| 6 | .g | 512-bit group |
| 7 |  | indexed |

**Instruction Formats: RINDS**

**STORE Ra, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| F | Ca2 | Disp12..7 | Vc | Sb | Rb6 | Sa | Ra6 | D6..0 | V | Sz3 | 185 |

**Clock Cycles:**

**Instruction Formats: NDXS**

**STORE Ra, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| F | Vc | Rc6 | Sc | Vb | Sb | Rb6 | Sa | Ra6 | U2 | Ca2 | Sz3 | V | 73 | 185 |

**Clock Cycles:**

Notes:

|  |  |
| --- | --- |
| F | Store operand type |
| 0 | Integer |
| 1 | Floating point |

|  |  |  |  |
| --- | --- | --- | --- |
| Ca2 | Policy | Qualifier | Comment |
| 0 | Write through | .wt | Always write through to main memory |
| 1 | Writeback | .wb | Store to main memory only when data not in cache |
| 2 | Write through, write allocate | .wta | Write to main memory, and allocate in cache |
| 3 | Write back, write allocate | .wba | Allocate in cache, write to cache |

|  |  |  |
| --- | --- | --- |
| U2 | Mnemonic | Update |
| 0 | d(Rb, Rc\*Sc) | None |
| 1 | d(Rb, Rc++\*Sc) | Auto post-increment |
| 2 | d(Rb, --Rc\*Sc) | Auto pre-decrement |
| 3 | [d(Rb,Rc\*Sc)] | None |

Stores using write through will always write through to main memory, and will also update the cache if the data is in the cache. If allocating is specified, the write operation will allocate storage in the cache for data.

Stores using writeback will update memory only when there is a cache collision and new data needs to be stored in the cache. Otherwise, references will be to and from the cache.

### STOREPTR Ra,<ea>

**Description:**

Store a pointer contained in register Ra to destination.

**Supported Operand Sizes:** N/A

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 |  | LEA |
| 1 |  |  |
| 2 | .t | STPTR |
| 3 | .o | STPTR |
| 4 | .h | STPTR |
| 5 |  | CACHE |
| 6 |  |  |
| 7 |  | indexed |

**Instruction Formats: RINDS**

**STOREPTR Ra, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 1 | ~2 | Disp12..7 | Vb | Sb | Rb6 | Sa | Ra6 | D6..0 | V | 23 | 175 |

**Clock Cycles:**

**Instruction Formats: NDXS**

**STOREPTR Ra, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | Sa | Ra6 | U2 | ~2 | 23 | V | 73 | 175 |

**Clock Cycles:**

Notes:

### STOREG Gt,<ea>

**Description:**

Store a register group to destination. 512-bits are always stored. Zeros may be written instead of specific registers via a mask. One use is to initialize large blocks of memory to zero.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Lower Group (bits 0 to 63) | | |  | Upper Group (bits 64 to 127) | | |
| Gn | Group | Registers |  | Gn | Group | Registers |
| 0 | AG0 | R0 to R7 |  | 8 | UAG0 | R0 to R7 |
| 1 | TG0 | R8 to R15 |  | 9 | UTG0 | R8 to R15 |
| 2 | SG0 | R16 to R23 |  | 10 | USG0 | R16 to R23 |
| 3 | SG1 | R24 to R31 |  | 11 | USG1 | R24 to R31 |
| 4 | VMG | R32 to R39 |  | 12 | VMG | R32 to R39 |
| 5 | G5 | R40 to R47 |  | 13 | UG5 | R40 to R47 |
| 6 | G6 | R48 to R55 |  | 14 | UG6 | R48 to R55 |
| 7 | G7 | R56 to R63 |  | 15 | UG7 | R56 to R63 |

**Supported Operand Sizes:** .b, .w, .l

**Instruction Formats: RINDL**

**STOREG Ra, d(Rb)**

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 0 | Ca2 | Disp12..7 | ~ | Sb | Rb6 | ~ | Ga6 | D6..0 | 0 | 63 | 185 |

**Clock Cycles:**

**Instruction Formats: NDXS**

**STOREG Ra, d(Rb,Rc\*Sc)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| 0 | ~ | Rc6 | Sc | ~ | Sb | Rb6 | ~ | Ga6 | 02 | Ca2 | 63 | 0 | 73 | 185 |

**Clock Cycles:**

**STOREG Ra, d(Rb), Mask**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 40 | 39 | 3837 | 36 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| Mask8 | 0 | Ca2 | Disp12..7 | ~ | Sb | Rb6 | ~ | Ga6 | D6..0 | 1 | 63 | 185 |

**Clock Cycles:**

**Instruction Formats: NDXS**

**STOREG Ra, d(Rb,Rc\*Sc), Mask**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 40 | 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 1514 | 1312 | 11 9 | 8 | 7 5 | 4 0 |
| Mask8 | 0 | ~ | Rc6 | Sc | ~ | Sb | Rb6 | ~ | Ga6 | 02 | Ca2 | 63 | 1 | 73 | 185 |

**Clock Cycles:**

Notes:

Compare and Exchange

|  |
| --- |
| ATOM a0,“AAAAAA”  LOAD a0,[a3]  CMP t0,a0,a1  PEQ t0,”TTF”  STORE a2,[a3]  LDI a0,1  LDI a0,0 |

Load add and store:

|  |
| --- |
| ATOM “AAA”  LOAD a0,[a2]  ADD t0,a0,a1  STORE t0,[a2] |

Load or and store

|  |
| --- |
| ATOM “AAA”  LOAD a0,[a2]  OR t0,a0,a1  STORE t0,[a2] |

Load and complement and store

|  |
| --- |
| ATOM “AAA”  LOAD a0,[a2]  AND t0,a0,~a1  STORE t0,[a2] |

### STORE\_PAIR Rb, Rc, d[Ra]

**Description:**

Store register pair to destination.

**Supported Operand Sizes:** .b, .w, .t, .o, .p, .n

|  |  |  |
| --- | --- | --- |
| Sz3 | Ext. | Operand |
| 0 | .b | 8-bit Byte |
| 1 | .w | 16-bit Wyde |
| 2 | .t | 32-bit Tetra |
| 3 | .o | 64-bit Octa |
| 4 | .c | 24-bit |
| 5 | .p | 40-bit |
| 6 | .n | 96-bit |
| 7 |  | group |

**Instruction Formats: dRa**

**STORE Rb, Rc, d(Ra)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 | 38 | 37 32 | 31 | 30 | 29 | 28 24 | 22 | 21 16 | 15 9 | 8 | 7 5 | 4 0 |
| 1 | Vc | Rc6 | Sc | Vb | Sb | Rb6 | Sa | Ra6 | D6..0 | V | Sz3 | 255 |

**Clock Cycles:**

Notes:

## Vector Specific Instructions

### V2BITS

**Description**

Convert Boolean vector to bits. A bit specified by Rb or an immediate of each vector element is copied to the bit corresponding to the vector element in the target register. The target register is a scalar register. Usually, Rb would be zero so that the least significant bit of the vector is copied.

A typical use is in moving the result of a vector set operation into a mask register.
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**Instruction Format: R2**

**V2BITS Rt, Ra, Rb**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 | 28 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 405 | ~ | Vc | 0 | Vb | Sb | Rb6 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**V2BITS Rt, Ra, Imm7**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 23 | 22 | 21 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 405 | ~ | Vc | 1 | Vb | Imm7 | Sa | Ra6 | St | Rt6 | V | Sz3 | 145 |

**Clock Cycles: 1**

**Operation**

For x = 0 to VL-1

Rt.bit[x] = Ra[x].bit[Rb]

**Exceptions:** none

**Example:**

|  |
| --- |
| cmp v1,v2,v3 ; compare vectors v2 and v3  v2bits vm1,v1,#8 ; move NE status to bits in m1  vadd v4,v5,v6,vm1 ; perform some masked vector operations  vmuls v7,v8,v9,vm1  vadd v7,v7,v4,vm1 |

## Cryptographic Accelerator Instructions

### AES64DS – Final Round Decryption

**Description**:

Perform the final round of decryption for the AES standard. Registers Rb, Ra represent the entire AES state.

**Integer Instruction Format: R3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 50h7 | m3 | z | ~2 | ~6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

1 clock cycle / N clock cycles (N = vector length)

**Operation:**

Rt = Ra & Rb

**Exceptions:** none

### AES64DSM – Middle Round Decryption

**Description**:

Perform a middle round of decryption for the AES standard. Registers Rb, Ra represent the entire AES state.

**Integer Instruction Format: R3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 51h7 | m3 | z | ~2 | ~6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

1 clock cycle / N clock cycles (N = vector length)

**Operation:**

Rt = Ra & Rb

**Exceptions:** none

### AES64ES – Final Round Encryption

**Description**:

Perform the final round of encryption for the AES standard. Registers Rb, Ra represent the entire AES state.

**Integer Instruction Format: R3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 52h7 | m3 | z | ~2 | ~6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

1 clock cycle / N clock cycles (N = vector length)

**Operation:**

Rt = Ra & Rb

**Exceptions:** none

### AES64ESM – Middle Round Encryption

**Description**:

Perform a middle round of encryption for the AES standard. Registers Rb, Ra represent the entire AES state.

**Integer Instruction Format: R3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 53h7 | m3 | z | ~2 | ~6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

1 clock cycle / N clock cycles (N = vector length)

**Operation:**

Rt = Ra & Rb

**Exceptions:** none

### SHA256SIG0

**Description:**

Implements the Sigma0 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R2

**SHA256SIG0 Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 566 | ~ | 0 | 0 | 0 | 06 | Va | Sa | Ra6 | Vt | St | Rt6 | 63 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = sign extend(ror32(Ra,7) ^ ror32(Ra,18) ^ (Ra32 >> 3))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SIG1

**Description:**

Implements the Sigma1 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R2

**SHA256SIG1 Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 576 | ~ | 0 | 0 | 0 | 06 | Va | Sa | Ra6 | Vt | St | Rt6 | 63 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = sign extend(ror32(Ra,17) ^ ror32(Ra,19) ^ (Ra32 >> 10))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SUM0

**Description:**

Implements the Sum0 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R2

**SHA256SUM0 Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 586 | ~ | 0 | 0 | 0 | 06 | Va | Sa | Ra6 | Vt | St | Rt6 | 63 | 25 |

**Clock Cycles: 1**

**Operation:**

Rt = sign extend(ror32(Ra,2) ^ ror32(Ra,13) ^ ror32(Ra, 22))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA256SUM1

**Description:**

Implements the Sum1 transformation function used in the SHA2-256 and SHA2-224 hash function. Only the low order 32 bits of Ra are operated on. The 32-bit result is sign extended to the machine width.

**Instruction Format:** R2

**SHA256SUM1 Rt, Ra – Register direct**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 | 29 24 | 23 | 22 | 21 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 596 | ~ | 0 | 0 | 0 | 06 | Va | Sa | Ra6 | Vt | St | Rt6 | 63 | 25 |

**Operation:**

Rt = sign extend(ror32(Ra,6) ^ ror32(Ra,11) ^ ror32(Ra, 25))

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SIG0

**Description:**

Implements the Sigma0 transformation function used in the SHA2-512 hash function.

**Instruction Format:** R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 34h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

**Clock Cycles:** 1

**Operation:**

Rt = ror64(Ra,1) ^ ror64(Ra, 8) ^ (Ra >> 7)

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SIG1

**Description:**

Implements the Sigma1 transformation function used in the SHA2-512 hash function.

**Instruction Format:** R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 35h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

**Clock Cycles:** 1

**Operation:**

Rt = ror64(Ra,19) ^ ror64(Ra, 61) ^ (Ra >> 6)

**Execution Units:** ALU #0

**Exceptions:** none

### SHA512SUM0

Description:

Instruction Format: R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 36h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

### SHA512SUM1

Description:

Instruction Format: R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 37h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

### SM3P0

Description:

Instruction Format: R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 38h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

### SM3P1

Description:

Instruction Format: R1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 31 25 | 24 22 | 21 | 20 15 | 14 9 | 8 | 7 0 |
| 39h7 | m3 | z | Ra6 | Rt6 | v | 01h8 |

### SM4ED

**Description:**

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 56h7 | m3 | z | Tc2 | Rc6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

### SM4KS

**Description:**

**Instruction Format:** R3

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 47 41 | 49 38 | 37 | 36 35 | 34 29 | 28 27 | 26 21 | 20 15 | 14 9 | 8 | 7 0 |
| 57h7 | m3 | z | Tc2 | Rc6 | Tb2 | Rb6 | Ra6 | Rt6 | v | 02h8 |

## Modifiers

### ATOM

**Description:**

Treat the following sequence of instructions as an “atom”. Rt specifies the register results are to be written to.

Disable interrupts for the following instructions.

|  |  |  |
| --- | --- | --- |
| MASK Modifier  Scope | Mask Bit |  |
| 0,1 | Instruction zero |
| 2,3 | Instruction one |
| 4,5 | Instruction two |
| 6,7 | Instruction three |
| 8,9 | Instruction four |
| 10,11 | Instruction five |
| 12,13 | Instruction six |
| 14,15 | Instruction seven |

|  |  |
| --- | --- |
| Mask Bit | Meaning |
| 00 | No action |
| 01 | Disable interrupts |
| 10 | Disable interrupts and lock bus |
| 11 | Reserved |

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 3332 | 31 24 | 23 16 | 15 | 14 9 | 8 | 7 5 | 4 0 |
| 356 | ~2 | Imm15..8 | Imm7..0 | St | Rt6 | V | Sz3 | 25 |

**Assembler Syntax:**

**Example:**

|  |
| --- |
| ATOM “LLLLAA”  LOAD a0,[a3]  CMP t0,a0,a1  PEQ t0,”TTF”  STORE a2,[a3]  LDI a0,1  LDI a0,0 |

|  |
| --- |
| ATOM “LLLL”  LOAD a1,[a3]  ADD t0,a0,a1  MOV a0,a1  STORE t0,[a3] |

### CARRY

**Description:**

Apply the carry modifier to following instructions according to a bit mask. This modifier may be used to perform extended precision addition. It may also be used to retrieve the high order multiplier bits or the divide remainder. Note that carry input is not available for the first instruction under the modifier’s shadow. Generating carry output for the eight instruction is discarded. Note that postfixes do not count as instructions.

|  |  |  |
| --- | --- | --- |
| Carry Modifier  Scope | Mask Bit |  |
| 0,1 | Instruction zero |
| 2,3 | Instruction one |
| 4,5 | Instruction two |
| 6,7 | Instruction three |
| 8,9 | Instruction four |
| 10,11 | Instruction five |
| 12,13 | Instruction six |
| 14,15 | Instruction seven |

|  |  |  |
| --- | --- | --- |
| Mask Bit | Letter | Meaning |
| 00 | N | No carry in or out |
| 01 | I | Use carry in |
| 10 | O | Generate carry out |
| 11 | C | Use carry in and generate carry out |

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 16 | 15 | 14 | 13 8 | 7 5 | 4 0 |
| 336 | ~ | 0 | Imm15..0 | ~ | 0 | Rn6 | ~3 | 25 |

**Assembler Syntax:**

Specifying carry input / output capability for following instructions consists of a map using one of four characters: ‘I’ for input only, ‘O’ for output only, ‘C’ for both input and output and ‘N’ for neither input or output. A character is present in a string for each following instruction in sequence.

**Example:**

|  |
| --- |
| CARRY ”OCCCCINN” ; first generate carry out, second to fifth use carry in and out, sixth use carry in, seven and eight ignore carry.  ADD r6,r3,r7 ; ‘O’ gen carry  ADD r6,r6,#1234 ; ‘C’ carry in and carry out  ADD r6,r2,r1 ; ‘C’ carry in and carry out  ADD r6,r6,#456 ; ‘C’ carry in and carry out  ADD r7,r6,#456 ; ‘C’ carry in and carry out  ADD r8,r7,#987 ; ‘I’ carry in  MUL r8,r9,r10 ; ‘N’ no carry in or out |

### ~~VMASK~~ (Superseded by mask byte)

**Description:**

Apply the vector masking to following instructions according to a bit mask. Note that postfixes do not count as instructions. The mask register for the next four instructions may be specified. Note that the value in the mask register may be inverted. To have all mask bits enabled specify an inverted r0 as the mask register.

|  |  |  |
| --- | --- | --- |
| MASK Modifier  Scope | Mask Bit |  |
| 0 to 6 | Instruction one |
| 7 to 13 | Instruction two |
| 14 to 20 | Instruction three |
| 21 to 27 | Instruction four |
|  |  |
|  |  |
|  |  |
|  |  |

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 26 | 25 | 24 19 | 18 | 17 12 | 11 | 10 5 | 4 0 |
| 346 | ~ | S3 | Msk3 | S2 | Msk2 | S1 | Msk1 | S0 | Msk0 | 25 |

**Assembler Syntax:**

**sExample:**

|  |
| --- |
| VMASK s0,s1,s2,s3  ADD v6,v3,v7 ; vector mask reg s0  ADD v6,v6,#1234 ; vector mask reg s1  ADD v6,v2,v1 ; vector mask reg s2  ADD v6,v6,#456 ; vector mask reg s3  VMASK t0,t1,t2  ADD v7,v6,#456 ; vector mask reg t0  ADD v8,v7,#987 ; vector mask reg t1  MUL v8,v9,v10 ; vector mask reg t2 |

### PRED

**Description:**

Apply the predicate to following instructions according to a bit mask. The predicate may be applied to a maximum of eight instructions. Note that postfixes do not count as instructions.

|  |  |  |
| --- | --- | --- |
| Pred Modifier  Scope | Mask Bit |  |
| 0,1 | Instruction zero |
| 2,3 | Instruction one |
| 4,5 | Instruction two |
| 6,7 | Instruction three |
| 8,9 | Instruction four |
| 10,11 | Instruction five |
| 12,13 | Instruction six |
| 14,15 | Instruction seven |

|  |  |
| --- | --- |
| Mask Bit | Meaning |
| 00 | Always execute (ignore predicate) |
| 01 | Execute only if predicate is true |
| 10 | Execute only if predicate is false |
| 11 | Always execute (ignore predicate) |

**Instruction Format:**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 16 | 15 10 | 9 5 | 4 0 |
| 326 | ~ | 1 | Imm15..0 | Rn6 | Cond5 | 25 |

**Assembler Syntax:**

The predicate condition is part of the mnemonic. ‘PEQ’ predicates logic if the equals flag in the register containing flags is set. Other conditions work in a similar fashion. After the instruction mnemonic the register containing the predicate flags is specified. Next a character string containing ‘T’ for True, ‘F’ for false, or ‘I’ for ignore for the next eight instructions is present.

**Example:**

|  |
| --- |
| PEQ r2,”TTTFFFII” ; next three execute if true, three after execute if false, two after always execute  MUL r3,r4,r5 ; executes if True  ADD r6,r3,r7 ; executes if True  ADD r6,r6,#1234 ; executes if True  DIV r3,r4,r5 ; executes if FALSE  ADD r6,r2,r1 ; executes if FALSE  ADD r6,r6,#456 ; executes if FALSE  MUL r8,r9,r10 ; always executes |

### REP

**Description:**

This modifier indicates a short series of instructions to repeat while the loop counter condition is met. The repeat modifier includes instructions according to a count specified in the Cnt3 field. The number of included instructions is one greater than Cnt. Up to eight instructions may be part of the repeat operation. The loop counter may be incremented or decremented for each repeat. Loop counter tests perform signed comparisons. The 15-bit immediate may be overridden with a constant postfix instruction. The constant postfix does not count as an instruction in the loop.

REP is limited to a 32-bit immediate value.

**Instruction Format:**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 | 30 16 | 15 | 14 12 | 11 9 | 8 | 7 5 | 4 0 |
| 346 | 0 | 0 | 0 | Immed15 | D | Cnt3 | Cnd3 | 0 | ~3 | 25 |

|  |  |
| --- | --- |
| D | Meaning |
| 0 | Decrement loop counter |
| 1 | Increment loop counter |

|  |  |  |
| --- | --- | --- |
| Cnd3 | Loop Counter Test |  |
| 0h | Equal | LC == Imm |
| 1h | Not equal | LC != Imm |
| 2h | Signed less than | LC < Imm |
| 3h | Signed less than or equal | LC <= Imm |
| 4h | Signed greater than or equal | LC >= Imm |
| 5h | Signed greater than | LC > Imm |
| 6h | Bit clear | LC[imm] = 0 |
| 7h | Bit set | LC[imm] == 1 |

**Assembler Syntax:**

### ROUND

**Description:**

Set the rounding mode for following instructions according to a bit mask. Note that postfixes do not count as instructions.

|  |  |  |
| --- | --- | --- |
| ROUND Modifier  Scope | Mask Bit |  |
| 0 to 2 | Instruction zero |
| 3 to 5 | Instruction one |
| 6 to 8 | Instruction two |
| 9 to 11 | Instruction three |
| 12 to 14 | Instruction four |
| 15 to 17 | Instruction five |
| 18 to 20 | Instruction six |
| 21 to 23 | Instruction seven |

**Instruction Format:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 39 34 | 33 | 32 | 31 8 | 7 5 | 4 0 |
| 366 | ~ | 1 | Imm23..0 | ~3 | 25 |

**Assembler Syntax:**

**Example:**

# MPU Hardware

## PIC – Programmable Interrupt Controller

### Overview

The programmable interrupt controller manages interrupt sources in the system and presents an interrupt signal to the cpu. The PIC may be used in a multi-CPU system as a shared interrupt controller. The PIC can guide the interrupt to the specified core. If two interrupts occur at the same time the controller resolves which interrupt the cpu sees. While the CPU’s interrupt input is only level sensitive the PIC may process interrupts that are either level or edge sensitive. the PIC is a 32-bit I/O device.

### System Usage

There is just a single interrupt controller in the system. It supports 31 different interrupt sources plus a non-maskable interrupt source.

The PIC is located at an address determined by BAR0 in the configuration space.

### Priority Resolution

Interrupts have a fixed priority relationship with interrupt #1 having the highest priority and interrupt #31 the lowest. Note that interrupt priorities are only effective when two interrupts occur at the same time.

### Config Space

A 256-byte config space is supported. Most of the config space is unused. The only configuration is for the I/O address of the register set.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Regno | Width | R/W | Moniker | Description |  |  |
| 000 | 32 | RO | REG\_ID | Vendor and device ID |  |  |
| 004 | 32 | R/W |  |  |  |  |
| 008 | 32 | RO |  |  |  |  |
| 00C | 32 | R/W |  |  |  |  |
| 010 | 32 | R/W | REG\_BAR0 | Base Address Register |  |  |
| 014 | 32 | R/W | REG\_BAR1 | Base Address Register |  |  |
| 018 | 32 | R/W | REG\_BAR2 | Base Address Register |  |  |
| 01C | 32 | R/W | REG\_BAR3 | Base Address Register |  |  |
| 020 | 32 | R/W | REG\_BAR4 | Base Address Register |  |  |
| 024 | 32 | R/W | REG\_BAR5 | Base Address Register |  |  |
| 028 | 32 | R/W |  |  |  |  |
| 02C | 32 | RO |  | Subsystem ID |  |  |
| 030 | 32 | R/W |  | Expansion ROM address |  |  |
| 034 | 32 | RO |  |  |  |  |
| 038 | 32 | R/W |  | Reserved |  |  |
| 03C | 32 | R/W |  | Interrupt |  |  |
| 040 to  0FF | 32 | R/W |  | Capabilities area |  |  |

REG\_BAR0 defaults to $FEE20001 which is used to specify the address of the controller’s registers in the I/O address space.

The controller will respond with a memory size request of 0MB (0xFFFFFFFF) when BAR0 is written with all ones. The controller contains its own dedicated memory and does not require memory allocated from the system.

Parameters

CFG\_BUS defaults to zero

CFG\_DEVICE defaults to six

CFG\_FUNC defaults to zero

Config parameters must be set correctly. CFG device and vendors default to zero.

### Registers

The PIC contains 40 registers spread out through a 256 byte I/O region. All registers are 32-bit and only 32-bit accessible. There are two different means to control interrupt sources. One is a set of registers that works with bit masks enabling control of multiple interrupt sources at the same time using single I/O accesses. The other is a set of control registers, one for each interrupt source, allowing control of interrupts on a source-by-source basis.

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | Access | Moniker | Purpose |
| 00 | R | CAUSE | interrupt cause code for currently interrupting source |
| 04 | RW | RE | request enable, a 1 bit indicates interrupt requesting is enabled for that interrupt, a 0 bit indicates the interrupt request is disabled. |
| 08 | W | ID | Disables interrupt identified by low order five data bits. |
| 0C | W | IE | enables interrupt identified by low order five data bits |
| 10 |  |  | reserved |
| 14 | W | RSTE | resets the edge-sense circuit for edge sensitive interrupts, 1 bit for each interrupt source. This register has no effect on level sensitive sources. This register automatically resets to zero. |
| 18 | W | TRIG | software trigger of the interrupt specified by the low order five data bits. |
| 20 | W | ESL | The low bit for edge sensitivity selection. ESL and ESH combine to form a two bit select of the edge sensitivity.   |  |  | | --- | --- | | ESH,EHL | Sensitivity | | 00 | level sensitive interrupt | | 01 | positive edge sensitive | | 10 | negative edge sensitive | | 11 | either edge sensitive | |
| 24 | W | ESH | The high bit for edge sensitivity selection |
| 80 | RW | CTRL0 | control register for interrupt #0 |
| 84 | RW | CTRL1 | control register for interrupt #1 |
| … |  | … |  |
| FC | RW | CTRL31 | control register for interrupt #31 |

### Control Register

All the control registers are identical for all interrupt sources, so only the first control register is described here.

|  |  |  |
| --- | --- | --- |
| Bits |  |  |
| 0 to 7 | CAUSE | The cause code associated with the interrupt; this register is copied to the cause register when the interrupt is selected. |
| 8 to 10 | IRQ | This register determines which signal lines of the cpu are activated for the interrupt. Signal lines are typically used to resolve priority. |
| 16 | IE | This is the interrupt enable bit, 1 enables the interrupt, 0 disables it. This is the same bit reflected in the RE register. |
| 17 | ES | This bit controls edge sensitivity for the interrupt 0 = level, 1 = pos. edge sensitive. This same bit is present in the ESL register. |
| 18 |  | reserved |
| 19 | IRQAR | Respond to an IRQ Ack cycle |
| 20 to 23 |  | reserved |
| 24 to 29 | CORE | Core number to select for interrupt processing |
| 30 to 31 |  | reserved |

## PIT – Programmable Interval Timer

### Overview

Many systems have at least one timer. The timing device may be built into the cpu, but it is frequently a separate component on its own. The programmable interval timer has many potential uses in the system. It can perform several different timing operations including pulse and waveform generation, along with measurements. While it is possible to manage timing events strictly through software it is quite challenging to perform in that manner. A hardware timer comes into play for the difficult to manage timing events. A hardware timer can supply precise timing. In the test system there are two groups of four timers. Timers are often grouped together in a single component. The PIT is a 64-bit peripheral. The PIT while powerful turns out to be one of the simpler peripherals in the system.

### System Usage

One programmable timer component, which may include up 32 timers, is used to generate the system time slice interrupt and timing controls for system garbage collection. The second timer component is used to aid the paged memory management unit. There are free timing channels on the second timer component.

Each PIT is given a 64kB-byte memory range to respond to for I/O access. As is typical for I/O devices part of the address range is not decoded to conserve hardware.

PIT#1 is located at $FFFFFFFFFFEE4xxxx

PIT#2 is located at $FFFFFFFFFFEE5xxxx

### Config Space

A 256-byte config space is supported. Most of the config space is unused. The only configuration is for the I/O address of the register set and the interrupt line used.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Regno | Width | R/W | Moniker | Description |  |  |
| 000 | 32 | RO | REG\_ID | Vendor and device ID |  |  |
| 004 | 32 | R/W |  |  |  |  |
| 008 | 32 | RO |  |  |  |  |
| 00C | 32 | R/W |  |  |  |  |
| 010 | 32 | R/W | REG\_BAR0 | Base Address Register |  |  |
| 014 | 32 | R/W | REG\_BAR1 | Base Address Register |  |  |
| 018 | 32 | R/W | REG\_BAR2 | Base Address Register |  |  |
| 01C | 32 | R/W | REG\_BAR3 | Base Address Register |  |  |
| 020 | 32 | R/W | REG\_BAR4 | Base Address Register |  |  |
| 024 | 32 | R/W | REG\_BAR5 | Base Address Register |  |  |
| 028 | 32 | R/W |  |  |  |  |
| 02C | 32 | RO |  | Subsystem ID |  |  |
| 030 | 32 | R/W |  | Expansion ROM address |  |  |
| 034 | 32 | RO |  |  |  |  |
| 038 | 32 | R/W |  | Reserved |  |  |
| 03C | 32 | R/W |  | Interrupt |  |  |
| 040 to  0FF | 32 | R/W |  | Capabilities area |  |  |

REG\_BAR0 defaults to $FEE40001 which is used to specify the address of the controller’s registers in the I/O address space. Note for additional groups of timers the REG\_BAR0 must be changed to point to a different I/O address range. Note the core uses only bits determined by the address mask in the address range comparison. It is assumed that the I/O address select input, cs\_io, will have bits 24 and above in its decode and that a 64kB page is required for the device, matching the MMU page size.

The controller will respond with a mask of 0x00FF0000 when BAR0 is written with all ones.

Parameters

CFG\_BUS defaults to zero

CFG\_DEVICE defaults to four

CFG\_FUNC defaults to zero

CFG\_ADDR\_MASK defaults to 0x00FF0000

CFG\_IRQ\_LINE defaults to 29

Config parameters must be set correctly. CFG device and vendors default to zero.

### Parameters

NTIMER: This parameter controls the number of timers present. The default is eight. The maximum is 32.

BITS: This parameter controls the number of bits in the counters. The default is 48 bits. The maximum is 64.

PIT\_ADDR: This parameter sets the I/O address that the PIT responds to. The default is $FEE40001.

PIT\_ADDR\_ALLOC: This parameter determines which bits of the address are significant during decoding. The default is $00FF0000 for an allocation of 64kB. To compute the address range allocation required, ‘or’ the value from the register with $FF000000, complement it then add 1.

### Registers

The PIT has 134 registers addressed as 64-bit I/O cells. It occupies 2048 consecutive I/O locations. All registers are read-write except for the current counts which are read-only. All registers all 64-bit accessible; all 64 bits must be read or written. Values written to registers do not take effect until the synchronization register is written.

Note the core may be configured to implement fewer timers in which case timers that are not implemented will read as zero and ignore writes. The core may also be configured to support fewer bits per count register in which case the unimplemented bits will read as zero and ignore writes.

|  |  |  |  |
| --- | --- | --- | --- |
| Regno | Access | Moniker | Purpose |
| 00 | R | CC0 | Current Count |
| 08 | RW | MC0 | Max count |
| 10 | RW | OT0 | On Time |
| 18 | RW | CTRL0 | Control |
| 20 to 7F8 | … | … | Groups of four registers for timer #1 to #63 |
| 800 | RW | USTAT | Underflow status |
| 808 | RZW | SYNC | Synchronization register |
| 810 | RW | IE | Interrupt enable |
| 818 | RW | TMP | Temporary register |
| 820 | RO | OSTAT | Output status |
| 828 | RW | GATE | Gate register |
| 830 | RZW | GATEON | Gate on register |
| 838 | RZW | GATEOFF | Gate off register |

#### Control Register

This register contains bits controlling the overall operation of the timer.

|  |  |  |
| --- | --- | --- |
| Bit |  | Purpose |
| 0 | LD | setting this bit will load max count into current count, this bit automatically resets to zero. |
| 1 | CE | count enable, if 1 counting will be enabled, if 0 counting is disabled and the current count register holds its value. On counter underflow this bit will be reset to zero causing the count to halt unless auto-reload is set. |
| 2 | AR | auto-reload, if 1 the max count will automatically be reloaded into the current count register when it underflows. |
| 3 | XC | external clock, if 1 the counter is clocked by an external clock source. The external clock source must be of lower frequency than the clock supplied to the PIT. The PIT contains edge detectors on the external clock source and counting occurs on the detection of a positive edge on the clock source.  This bit is forced to 0 for timers 4 to 31. |
| 4 | GE | gating enable, if 1 an external gate signal will also be required to be active high for the counter to count, otherwise if 0 the external gate is ignored. Gating the counter using the external gate may allow pulse-width measurement. This bit is forced to 0 for timers 4 to 31. |
| 5 to 63 | ~ | not used, reserved |
|  |  |  |

#### Current Count

This register reflects the current count value for the timer. The value in this register will change by counting downwards whenever a count signal is active. The current count may be automatically reloaded at underflow if the auto reload bit (bit #2) of the control byte is set. The current count may also be force loaded to the max count by setting the load bit (bit #0) of the counter control byte.

#### Max Count

This register holds onto the maximum count for the timer. It is loaded by software and otherwise does not change. When the counter underflows the current count may be automatically reloaded from the max count register.

#### On Time

The on-time register determines the output pulse width of the timer. The timer output is low until the on-time value is reached, at which point the timer output switches high. The timer output remains high until the counter reaches zero at which point the timer output is reset back to zero. So, the on time reflects the length of time the timer output is high. The timer output is low for max count minus the on-time clock cycles.

#### Underflow Status

The underflow status register contains a record of which timers underflowed.

Writing the underflow register clears the underflows and disable further interrupts where bits are set in the incoming data. Interrupt processing should read the underflow register to determine which timers underflowed, then write back the value to the underflow register.

#### Synchronization Register

The synchronization register allows all the timers to be updated simultaneously. Values written to timer registers do not take effect until the synchronization register is written. The synchronization register must be written with a ‘1’ bit in the bit position corresponding to the timer to update. For instance, writing all one’s to the sync register will cause all timers to be updated. The synchronization register is write-only and reads as zero.

#### Interrupt Enable Register

Each bit of the interrupt enable register enables the interrupt for the corresponding timer. Interrupts must also be globally enabled by the interrupt enable bit in the config space for interrupts to occur. A ‘1’ bit enables the interrupt, a ‘0’ bit value disables it.

#### Temporary Register

This is merely a register that may be used to hold values temporarily.

#### Output Status

The output status register reflects the current status of the timers output (high or low). This register is read-only.

#### Gate Register

The internal gate register is used to temporarily halt or resume counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn on all timers where there is a ‘1’ bit in the value and turn off all timers where there is a ‘0’ bit in the value.

#### Gate On Register

The internal gate ‘on’ register is used to resume counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn on all timers where there is a ‘1’ bit in the value. Where there is a ‘0’ in the value the timer will not be affected. This register reads as zero.

#### Gate Off Register

The internal gate ‘off’ register is used to halt counting for the timer corresponding to the bit position of this register. Writing a value to this register will turn off all timers where there is a ‘1’ bit in the value. Where there is a ‘0’ in the value the timer will not be affected. This register reads as zero.

### Programming

The PIT is a memory mapped i/o device. The PIT is programmed using 64-bit load and store instructions (LDO and STO). Byte loads and stores (LDB, STB) may be used for control register access. It must reside in the non-cached address space of the system.

### Interrupts

The core is configured use interrupt signal #29 by default. This may be changed with the CFG\_IRQ\_LINE parameter. Interrupts may be globally disabled by writing the interrupt disable bit in the config space with a ‘1’. Individual interrupts may be enabled or disabled by the setting of the interrupt enable register in the I/O space.

# Testing and Debugging

This section seems short for the amount of testing I do. 90% of the work is in the testing. But this is a book about implementing or developing a processor, not a book about testing. Whole books could easily be written about testing. The key to avoiding backtracking and wasted time down the road is lots of testing along the way. Every bug fix is a test. When one bug is fixed, the next one shows up. Sometimes they seem like a two-headed hydra. Good testing skills are a requirement for developing and debugging a processor. Once you’ve managed to get such a thing working you’re probably an ace at testing. Sometimes the processor and programming cannot help you to find a bug in the processor itself. You must be able to think in terms of ‘what test can I do ?’ to fix the bug. There are usually a least several wow-zzy bugs. For example, I had a bug where a register exchange instruction only failed on a cache miss, when the instruction was at the end of a cache line. Many programs worked fine, and the processor seemed not to work intermittently. It took quite a while to find. I finally noticed the instruction failed when the cache was turned off. So, one thing to try for testing is turning the cache on or off.

## Test Benches

If you’re going to build it there must be some way to perform testing. I’d recommend writing a test-bench first and trying the code in a simulator before trying out the code in an FPGA. A test bench is an artificial environment setup specifically to test a component. Inputs simulating a real environment are sent to the component then the output of the component is monitored for correctness. In the test bench usually so-called corner cases are tested, which are cases testing the extremes to which the component should work. If the component works in the extremes of the test bench it’ll certainly work when it’s put to real use is the general idea. A simulator is a tool built specifically for running test benches. The simulator has features to aid in debugging logic. One may set breakpoints, points which force the logic to stop at a particular place, and view the outputs of a component.

A simple test bench for the Thor divider circuit is shown below. Note that most test bench files don’t have any input or output ports. Instead, signals are selected in the simulator for viewing.

In this case parameters for the divider were manually altered in the test bench to check for specific cases.

|  |
| --- |
| **module** Thor\_divider\_tb();  parameter WID=64;  reg rst;  reg clk;  reg ld;  wire done;  wire [WID-1:0] qo,ro;  initial begin  clk = 1;  rst = 0;  #100 rst = 1;  #100 rst = 0;  #100 ld = 1;  #150 ld = 0;  end  always #10 clk = ~clk; // 50 MHz  Thor\_divider #(WID) u1  (  .rst(rst),  .clk(clk),  .ld(ld),  .sgn(1'b1),  .isDivi(1'b0),  .a(64'd10005),  .b(64'd27),  .imm(64'd123),  .qo(qo),  .ro(ro),  .dvByZr(),  .done(done)  );  **endmodule** |

Note that it is possible to automate test cases and even use file I/O in some tools. Test benches can become quite complex. Test benches for the float components often use a test input file containing the operands for the design under test, DUT, and output the results along with the input operands in a results output file. The output file can then be studied at leisure for issues to correct. Having a file output allows different revisions of the core to be compared and may make regression testing easier.

It is extremely unlikely that one would get the HDL code perfect the first time. The processor is not likely to be working, so how do you fix it up ? One needs debugging dumps of course, and those are only available from a simulator. Judiciously placed debug output can be real aid to getting the cpu working. Unless a fix-up is minor and well-known, I run simulator traces before attempting to run the code in an FPGA.

As a first test running software code in the FPGA try something simple like turning an LED on or off. One of the first lines of code Table888 executes is:

|  |
| --- |
| start  sei ; disable interrupts  ld r1,#$FF  st r1,LEDS |

which turns on all the LEDs on the board.

This idea is popular for debugging hardware. The IBM PC had a “post-code” which was a byte value periodically written to an I/O port during startup for debugging. Depending on the display of the byte one could tell where in start-up it failed. Something like a missing or bad display adapter would end up with a specific code.

Another suggestion for test-benches is to use the actual system being loaded into the FPGA device as a component of the test-bench. If one keeps the system simple enough to start with then it’s possible to debug using the test-bench.

## Emulators

An invaluable tool for debugging software prior to the processor being finished is the software emulator. A software emulator is an emulation of the device or system written as a software program to run on a workstation. Software emulators are often significantly slower than the real hardware. It’s also a tool where events applied to the system can be generated by user input. The code for the software emulation of a system mirrors the code for processor implementation itself. The code is just written in a different language. Having an emulator available allows for consistency checks between the emulation and the “real” device. Ideally the emulator should produce the same results as the real device would, except that it’s in a virtual environment of the emulator. The emulator can help resolve software problems that would be too difficult to do using the logic simulator.

Emulators can be cycle-exact, meaning they emulate what happens during each cycle of the processor’s clock. Cycle-exact emulators are often slower than non-cycle exact ones. An emulator that is not cycle exact may only emulate running software, interpreting object code, rather than performing all the internal operations that the CPU does.

## Bootstrap Code vs the “Real Code”

The next thing to do after getting simpler I/O tests working is more complex I/O like a video display. Being able to display things on-screen can be invaluable (a character LCD display or LED display works well too). Many low-cost FPGA boards come with a numeric LED displays for output and buttons for input. It’s slightly more challenging to drive a numeric display and may make a good second test. Also being able to get a keystroke can be valuable too. One of the first routines my processors execute is the clear-screen routine. If it can’t clear the screen I know something’s seriously wrong in the start-up. While the blue screen-of-death may be a bad sign, it’s a good sign at least the processor is working that much. When setting the processor software up (bootstrapping) don’t go for the most complex algorithms to begin with. Go with simple things. I have two versions of keyboard routines. The one that ‘works the right way’ and the one I use for bootstrapping. The bootstrapping routine goes directly to the keyboard port to read a character. It’s very simple, and pauses the whole machine waiting for a character.

## Data Alignment

Are your variables mysteriously getting over-written ? There could be a problem with address generation in the processor, or perhaps a problem with the external address decoding.

One approach to aligning data structures in memory is to ensure that the structures don’t have partially overlapping addresses. This may help if there are memory addressing problems. For instance, if data structure addresses all end in xxx000, then if there is an address decoding problem, all the structures may get overwritten by values intended for other variables. If the variable addresses are somewhat mangled for example 0xxxx004,xx1018, xx2036 (ending in different LSB’s) then it may be less likely for data to be corrupted. This is a temporary debugging approach. One would want to have the var’s properly listed in a program.

## Get Rid of Complexity

One of the best ways to be able to debug something is to get rid of all the extra complexities involved with it. Many is the time that the author has backtracked on a project and removed features in favor of getting something to work. Add one feature at a time, make it a component that can be easily disabled or removed from the design. Disable the complex features of the design. It’s great to be able to do a complex design. But all the complicated stuff started out small and simple. One doesn’t need caches, interrupts, branch predictors, and so on to have a working design. It’s very rewarding to have even the simplest design working.

## Disabling Interrupts

This bit only applies if you’ve managed to get some sort of interrupt facility working. Several smaller, simpler systems don’t make use of interrupts. The original Apple computer did not use interrupts. Interrupts aren’t something that one must get working right away. They would be part of a longer-term project goal (if at all). Start small and simple and expand from there. There are alternatives to interrupts the main one being polling in a loop.

When working with the real hardware having a set of switches available can be invaluable. The switches can be wired to key signals in the design to offer a manual override option. There may be times when one desires to disable a feature under development while other aspects of the project are taking place. For instance, eventually at some point in time one might want to venture into the world of interrupt processing. Interrupts are a challenge to get working. It’s nice to be able to disable interrupts using an external switch. Also, there are times when one wants to know if the processor is capable of executing a linear sequence of instructions, without the interference of interrupts. Debugging the processor with interrupts enabled can be tricky. Development of an interrupt system is something for a later stage of development. Get the processor running longer sequences of code successfully first before trying to deal with interrupts.

## IRQ Live Indicator

The IRQ live indicator is one of the first debug techniques the author uses once the core can run some code. An indicator that IRQ’s are happening seems like a friendly image. It can be useful to see that IRQ’s are happening on a regular basis. An IRQ indicator can let one know if the machine is just busy, or really, really stuck. This can be accomplished by incrementing a character at a fixed location on-screen. If that character stops flipping around one knows there’s real trouble. Another common approach is to use an LED to indicate the presence of IRQ’s. Turning a LED on and off at a low frequency can be handy to visually detect the presence of IRQs.

## Disable Caching

This tip applies only if a cache is present. Implementing a cache isn’t priority number one. The first few projects I did, did not include any caching. It was too complex to add a cache to begin with. As mentioned before, it sometimes necessary to disable the cache. Nice-to-have instructions are a cache-on and cache-off instruction. The processor should end up with the same results regardless of whether caching is enabled. If results seem flaky try disabling the cache.

## Clock Frequency

Be conservative when choosing a clock frequency. Don’t try to run at the fastest possible frequency until the design is thoroughly debugged. Sometimes changing the clock frequency will provide clues to timing or synchronization problems. If the problem varies with a change in clock frequency, then maybe it’s a timing problem. If the problem is consistent regardless of the clock frequency, it’s likely some other problem. Note we are dealing with debugging probabilities here. Just because a problem is consistent at different clock frequencies doesn’t mean it’s not a timing problem.

Another nice aspect of a conservative clock frequency is that the tools used for building the system often work much faster if it’s easy for the tools to meet the timing requirements. A conservative clock frequency is a way to speed up the development cycle.

## More Advanced Debugging Options

The following debugging mechanisms fall under the category of being more sophisticated in nature and more difficult to do, but they can sometime prove invaluable. They require interrupts or exceptions.

## Debug Registers

One option that aids primarily software debugging is the presence and use of debug registers. Adding debug registers to the core may make software debugging easier to do. Typically, there are one or more address matching registers that cause an interrupt or exception when the processor’s program counter or data address matches the one in the debug register. One must have a working interrupt system for this to be usable.

## Trace / Program Counter History

One of the debug facilities that I’ve added to cores is the capability to capture the history of the program counter. While the processor is running at full speed, the program counter is stored in a small history table which is usually some sort of shift register. When an exceptional condition occurs in the processor core the history capture is turned off. In the exception processing routine, the program counter history can then be dumped to the screen showing where the program went awry.

The technique is called “trace”. A good trace history will often be able to be triggered perhaps at a specific address or via debug match register. The trace may record all instructions, but it is common to record only the branch history, and then a few of the instruction addresses for synchronization purposes. Since branches are either taken or not taken a single bit can be used to record the history making trace very compact. With only a couple of block RAMs a trace history of thousands of instructions is possible.

## Stuck on a Bug ?

This is a brain trick. Try changing the code around in the area of the bug. Sometimes just by changing the code, refactoring without really changing operation, you will be able to spot a bug that wasn’t readily apparent. It’s a bit like moving your eyes around on the horizon to try and spot an enemy. The action of changing or simply moving the code causes a bug to pop out, out of the shadows.

## The Rare Chance

There is a rare chance that it’s a problem in the toolset. A problem like this can make things really difficult, especially if it’s a free toolset with no technical support. In about 20 years or so, of using toolsets I’ve found a few bugs. The toolsets, generally speaking are superb, so the chance of it being a bug in a toolset is extremely remote but not impossible. The one bug I ran into was in extending a complement of a single bit value. The toolset returned a binary “10” the value two when a single bit was being inverted. It should have returned a zero. I was able to work around this problem by zero extending the value manually. I found the bug by tracking the location of it down and dumping values using debug outputs.

Bugs in toolsets are often obvious. The most recent one caused the toolset to crash and quit running depending on how simulation was started. There was a work-around by restarting the simulation fresh every time which takes longer than the usual restart.

If you suspect a bug in the toolset try searching the web for information on it. If it’s a common problem it’s bound to be posted on the web somewhere. There are also usually forums on the web where one can post about problems, and even sometimes get replies.

# Glossary

## AMO

AMO stands for atomic memory operation. An atomic memory operation typically reads then writes to memory in a fashion that may not be interrupted by another processor. Some examples of AMO operations are swap, add, and, and or.

## Assembler

A program that translates mnemonics and operands into machine code OR a low-level language used by programmers to conveniently translate programs into machine code. Compilers are often capable of generating assembler code as an output.

## ATC

ATC stands for address translation cache. This buffer is used to cache address translations for fast memory access in a system with an mmu capable of performing address translations. The address translation cache is more commonly known as the TLB.

## Base Pointer

An alternate term for frame pointer.

## Burst Access

A burst access is several bus accesses that occur rapidly in a row in a known sequence. If hardware supports burst access the cycle time for access to the device is drastically reduced. For instance, dynamic RAM memory access is fast for sequential burst access, and somewhat slower for random access.

## BTB

An acronym for Branch Target Buffer. The branch target buffer is used to improve the performance of a processing core. The BTB is a table that stores the branch target from previously executed branch instructions. A typical table may contain 1024 entries. The table is typically indexed by part of the branch address. Since the target address of a branch type instruction may not be known at fetch time, the address is speculated to be the address in the branch target buffer. This allows the machine to fetch instructions in a continuous fashion without pipeline bubbles. In many cases the calculated branch address from a previously executed instruction remains the same the next time the same instruction is executed. If the address from the BTB turns out to be incorrect, then the machine will have to flush the instruction queue or pipeline and begin fetching instructions from the correct address.

## Card Memory

A card memory is a memory reserved to record the location of pointer stores in a garbage collection system. The card memory is much smaller than main memory; there may be card memory entry for a block of main memory addresses. Card memory covers memory in 128 to 512-byte sized blocks. Usually, a byte is dedicated to record the pointer store status even though a bit would be adequate, for performance reasons. The location of card memory to update is found by shifting the pointer value to the right some number of bits (7 to 9 bits) and then adding the base address of the table. The update to the card memory needs to be done with interrupts disabled.

## Commit

As in commit stage of processor. This is the stage where the processor is dedicated or committed to performing the operation. There are no prior outstanding exceptions or flow control changes to prevent the instruction from executing. The instruction may execute in the commit stage, but registers and memory are not updated until the retire stage of the processor.

## Decimal Floating Point

Floating point numbers encoded specially to allow processing as decimal numbers. Decimal floating point allows processing every-day decimal numbers rounding in the same manner as would be done by hand.

## Decode

The stage in a processor where instructions are decoded or broken up into simpler control signals. For instance, there is often a register file write signal that must be decoded from instructions that update the register file.

## Diadic

As in diadic instruction. An instruction with two operands.

## Endian

Computing machines are often referred to as big endian or little endian. The endian of the machine has to do with the order bits and bytes are labeled. Little endian machines label bits from right to left with the lowest bit at the right. Big endian machines label bits from left to right with the lowest numbered bit at the left.

## FIFO

An acronym standing for ‘first-in first-out’. Fifo memories are used to aid data transfer when the rate of data exchange may have momentary differences. Usually when fifos transfer data the average data rate for input and output is the same. Data is stored in a buffer in order then retrieved from the buffer in order. Uarts often contain fifos.

## FPGA

An acronym for Field Programmable Gate Array. FPGA’s consist of a large number of small RAM tables, flip-flops, and other logic. These are all connected with a programmable connection network. FPGA’s are ‘in the field’ programmable, and usually re-programmable. An FPGA’s re-programmability is typically RAM based. They are often used with configuration PROM’s so they may be loaded to perform specific functions.

## Floating Point

A means of encoding numbers into binary code to allow processing. Floating point numbers have a range within which numbers may be processed, outside of this range the number will be marked as infinity or zero. The range is usually large enough that it is not a concern for most programs.

## Frame Pointer

A pointer to the current working area on the stack for a function. Local variables and parameters may be accessed relative to the frame pointer. As a program progresses a series of “frames” may build up on the stack. In many cases the frame pointer may be omitted, and the stack pointer used for references instead. Often a register from the general register file is used as a frame pointer.

## HDL

An acronym that stands for ‘Hardware Description Language’. A hardware description language is used to describe hardware constructs at a high level.

## HLL

An acronym that stands for “High Level Language”

## Instruction Bundle

A group of instructions. It is sometimes required to group instructions together into bundle. For instance, all instructions in a bundle may be executed simultaneously on a processor as a unit. Instructions may also need to be grouped if they are oddball in size for example 41 bits, so that they can be fit evenly into memory. Typically, a bundle has some bits that are global to the bundle, such as template bits, in addition to the encoded instructions.

## Instruction Pointers

A processor register dedicated to addressing instructions in memory. It is also often called a program counter. The program counter got its name because it usually increments (or counts) automatically after an instruction is fetched. In early machines in some rare cases the program counter did not count in a sequential binary fashion, but instead used other forms of a counter such as a grey counter or linear feedback shift register. In some machines the program counter addresses bundles of instructions rather than individual instructions. This is common with some stack machines where multiple instructions are packed into a memory word.

## Instruction Prefix

An instruction prefix applies to the following instruction to modify its operation. An instruction prefix may be used to add more bits to a following immediate constant, or to add additional register fields for the instruction. The prefix essentially extends the number of bits available to encode instructions. An instruction prefix usually locks out interrupts between the prefix and following instruction.

## Instruction Modifier

An instruction modifier is similar to an instruction prefix except that the modifier may apply to multiple following instructions.

## ISA

An acronym for Instruction Set Architecture. The group of instructions that an architecture supports. ISA’s are sometimes categorized at extreme edges as RISC or CISC. RTF64 falls somewhere in between with features of both RISC and CISC architectures.

## Keyed Memory

A memory system that has a key associated with each page to protect access to the page. A process must have a matching key in its key list in order to access the memory page. The key is often 20 bits or larger. Keys for pages are usually cached in the processor for performance reasons. The key may be part of the paging tables.

## Linear Address

A linear address is the resulting address from a virtual address after segmentation has been applied.

## Machine Code

A code that the processing machine is able execute. Machine code is lowest form of code used for processing and is not usually delt with by programmers except in debugging cases. While it is possible to assemble machine code by hand usually a tool called an assembler is used for this purpose.

## Milli-code

A short sequence of code that may be used to emulate a higher-level instruction. For instance, a garbage collection write barrier might be written as milli-code. Milli-code may use an alternate link register to return to obtain better performance.

## Monadic

An instruction with just a single operand.

## Opcode

A short form for operation code, a code that determines what operation the processor is going to perform. Instructions are typically made up of opcodes and operands.

## Operand

The data that an opcode operates on, or the result produced by the operation. Operands are often located in registers. Inputs to an operation are referred to as source operands, the result of an operation is a destination operand.

## Physical Address

A physical address is the final address seen by the memory system after both segmentation and paging have been applied to a virtual address. One can think of a physical address as one that is “physically” wired to the memory.

## Physical Memory Attributes (PMA)

Memory usually has several characteristics associated with it. In the memory system there may be several different types of memory, rom, static ram, dynamic ram, eeprom, memory mapped I/O devices, and others. Each type of memory device is likely to have different characteristics. These characteristics are called the physical memory attributes. Physical memory attributes are associated with address ranges that the memory is located in. There may be a hardware unit dedicated to verifying software is adhering to the attributes associated with the memory range. The hardware unit is called a physical memory attributes checker (PMA checker).

## Posits

An alternate representation of numbers.

## Program Counter

A processor register dedicated to addressing instructions in memory. It is also often and perhaps more aptly called an instruction pointer. The program counter got its name because it usually increments (or counts) automatically after an instruction is fetched. In early machines in some rare cases the program counter did not count in a sequential binary fashion, but instead used other forms of a counter such as a grey counter or linear feedback shift register. In some machines the program counter addresses bundles of instructions rather than individual instructions. This is common with some stack machines where multiple instructions are packed into a memory word.

## Retire

As in retire an instruction. This is the stage in processor in which the machine state is updated. Updates include the register file and memory. Buffers used for instruction storage are freed.

## ROB

An acronym for ReOrder Buffer. The re-order buffer allows instructions to execute out of order yet update the machine’s state in order by tracking instruction state and variables. In FT64 the re-order buffer is a circular queue with a head and tail pointers. Instructions at the head are committed if done to the machine’s state then the head advanced. New instructions are queued at the buffer’s tail as long as there is room in the queue. Instructions in the queue may be processed out of the order that they entered the queue in depending on the availability of resources (register values and functional units).

## RSB

An acronym that stands for return stack buffer. A buffer of addresses used to predict the return address which increases processor performance. The RSB is usually small, typically 16 entries. When a return instruction is detected at time of fetch the RSB is accessed to determine the address of the next instruction to fetch. Predicting the return address allows the processing core to continuously fetch instructions in a speculative fashion without bubbles in the pipeline. The return address in the RSB may turn out to be detected as incorrect during execution of the return instruction, in which case the pipeline or instruction queue will need to be flushed and instructions fetched from the proper address.

## SIMD

An acronym that stands for ‘Single Instruction Multiple Data’. SIMD instructions are usually implemented with extra wide registers. The registers contain multiple data items, such as a 128-bit register containing four 32-bit numbers. The same instruction is applied to all the data items in the register at the same time. For some applications SIMD instructions can enhance performance considerably.

## **Stack Pointer**

A processor register dedicated to addressing stack memory. Sometimes this register is assigned by convention from the general register pool. This register may also sometimes index into a small dedicated stack memory that is not part of the main memory system. Sometimes machines have multiple stack pointers for different purposes, but they all work on the idea of a stack. For instance, in Forth machines there are typically two stacks, one for data and one for return addresses.

## Telescopic Memory

A memory system composed of layers where each layer contains simplified data from the topmost layer downwards. At the topmost layer data is represented verbatim. At the bottom layer there may be only a single bit to represent the presence of data. Each layer of the telescopic memory uses far less memory than the layer above. A telescopic memory could be used in garbage collection systems. Normally however the extra overhead of updating multiple layers of memory is not warranted.

## TLB

TLB stands for translation look-aside buffer. This buffer is used to store address translations for fast memory access in a system with an mmu capable of performing address translations.

## Trace Memory

A memory that traces instructions or data. As instructions are executed the address of the executing instruction is stored in a trace memory. The trace memory may then be dumped to allow debugging of software. The trace memory may compress the storage of addresses by storing branch status (taken or not taken) for consecutive branches rather than storing all addresses. It typically requires only a single bit to store the branch status. However, even when branches are traced, periodically the entire address of the program executing is stored. Often trace buffers support tracing thousands of instructions.

## Triadic

An instruction with three operands.

## Vector Length (VL register)

The vector length register controls the maximum number of elements of a vector that are processed. The vector length register may not be set to a value greater than the number of elements supported by hardware. Vector registers often contain more elements than are required by program code. It would be wasteful to process all elements when only a few are needed. To improve the processing performance only the elements up to the vector length are examined.

## Vector Mask (VM)

A vector mask is used to restrict which elements of a vector are processed during a vector operation. A one bit in a mask register enables the processing for that element, a zero bit disables it. The mask register is commonly set using a vector set operation.

## Virtual Address

The address before segmentation and paging has been applied. This is the primary type of address a program will work with. Different programs may use the same virtual address range without being concerned about data being overwritten by another program. Although the virtual address may be the same the final physical addresses used will be different.

## Writeback

A stage in a pipelined processing core where the machine state is updated. Values are ‘written back’ to the register file.

# Miscellaneous
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