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Typical tutorials on graphing in R aim to rapidly develop understanding of higher level graphing functions to get users generating useful graphs quickly. While this approach has merit in certain use cases, it tends to gloss over the lower level understanding of detail on how high level graphing functions work. This lack of detail limits the creativity with which a user is able to create graphs not supported by the higher level functions or the specificity with which a user can make a graphical rendering look exactly as desired. Lack of detail also limits the skill with which a user can troubleshoot graphing code that does not render as expected.

This tutorial is designed to provide a deeper dive into graphing with base R functions. It first reviews the basics of graphics devices, then progresses to build scaffolding of examples with increasing levels of detail into how graphing is implemented in base R. While the tutorial attempts to build in complexity and detail one step at a time, some familiarity with the manipulation of fundamental data types and the operation of functions in R is probably necessary to take full advantage of this tutorial. Completing a higher level tutorial on graphing in base R before working through this more detailed tutorial may be an effective strategy.

The reader should also be prepared to experiment with an open session in R (perhaps starting with code copied from this document) to take full advantage of the tutorial. Challenging yourself to predict what a function will do if you change an argument, and then testing that prediction with your own code, is an effective way to self-assess complete understanding of these skills and principles presented here. Ongoing learning of the R functions that allow exploration of the data structures of arguments to R functions and the return values from R functions is highly recommended for rapid progress in R programming and debugging skill.

This tutorial focuses on graphics tools typically loaded by default in an R session, including the **grDevices** package and the **graphics** package. Not covered here are a family of tools based on the **grid** graphics package that is an alternative implementation of the **graphics** package and thus provides an alternative interface to creating graphical objects. Popular higher level graphing tools that use **grid** include the **lattice** and **ggplot2** packages. A full understanding of **grid** with the conveniences of **lattice** or **ggplot2** are another way to take full control over the appearance of complex data visualizations.

## 1. Graphics devices

Opening a graphics device creates a blank canvas upon which graphs will be rendered. The most common graphing tools in R (including base R, grid, and ggplot) all use the same canvas provided by a given graphics device. Therefore, if you understand the details of how to control the specific areas of the canvas that are used by a given graphing tool, you can combine or overlap the results of any or all of these tools on the same canvas.

Graphics devices are designed to have a common interface for the functions used to add symbols to the graphs. Ideally, calling a given graphing function should create the same rendered visualization regardless of which device is in use. This feature provides the modularity that a given block of graphing code should create the same image regardless of using a device that puts it on the screen, writing it to an raster image file, or writing it to a vector graphics format. This degree of modularity is seldom fully realized. Particular devices may not have all the features necessary to render all aspects of a given graphing tool. For example, identical fonts or font sizes may not be available across all graphics devices, and transparency in colors will not render properly on all devices. You should expect differences between how different devices plot the same graph, so early consideration of the appropriate device that generates the proper format for the final product is encouraged.

A default device (called the “null device”) is likely automatically open in R, where the device used as default depends upon the platform you are using for development. In RStudio, the default device typically renders to the “Plots” tab, which is typically available in the bottom right panel. The device that renders to the “Plots” tab is convenient, but the size and aspect ratio of graphs rendered in this panel will change depending on how your RStudio window is configured. This lack of consistency in size and aspect ratio is problematic when refining figures or sharing code that generates figures, and use of an external device that allows consistency through programmatic control over the dimensions of the figure is suggested.

The full array of available graphics devices cannot be demonstrated directly in an Rmarkdown file, because the compiler for R Markdown uses a specific device that embeds the resulting rendered graphics in the compiled document. However, a few examples of useful graphics devices are briefly outlined here, and experimentation with these devices is encouraged to understand the available options for figure development.

### 1.1. Writing graphs to postscript vector graphics

A useful device directly renders graphics to a file in vectorized postscript format (e.g., Adobe PDF files), and works on both Mac and PC computing platforms (as well as many others). The pdf() function is used to open this graphics device. Key arguments to the pdf() function allow direct programmatic control over the basic size and default font point size for a given canvas. The following code generates a sample PDF file, if run in an R session with the working directory set to where the file should be written. You are encouraged to cut and paste this code into an R script, and experiment with running the script with different values for the arguments to confirm you understand the behaviors they control. Note that the script may not run properly if you have the resulting graphics file open in a PDF viewer, if your PDF viewer locks the file.

# Shut down any existing devices  
graphics.off()  
  
# Open the PDF graphics device   
pdf(  
 file = "./graphics\_test.pdf",  
 width = 6,  
 height = 5,  
 pointsize = 12  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)  
  
# Terminate the graphics device  
dev.off()

Description of functions and arguments being used for the first time:

* graphics.off(): Closes all graphics devices opened previously. Calling this before starting a new graph is particularly useful when debugging code and graphics devices might have been left open due to a fatal error in a previous execution of a script. For devices that write to a file, previously opened devices writing to the same file name will likely cause this code to fail because the file cannot be overwritten if it is currently open.
* pdf(): Opens a graphics device that writes to a postscript file
  + file: Path to the file where the graphics will be written
    - "./graphics\_test.pdf": Results in the file “graphics\_test.pdf” being written to the working directory.
  + width: Width of the canvas where graphical elements can be added
    - 6: Width of the canvas will be 6 inches
  + height: Height of the canvas where graphical elements can be added
    - 5: Height of the canvas will b 5 inches
  + pointsize: The default point size of characters and symbols
    - 12: Renderer will use a 12 point font for characters (12/72 = 1/6 of an inch). You might note from the documentation of pdf() that 12 is the default value for this argument. Therefore, the same result would be obtained if this argument were removed from the function call.
* plot() : A high level function for creating a new plot with a single line of code
  + x: Numerical vector of values for the x coordinate of each data point graphed
    - c(...): A function returning a numerical vector with the x coordinates (see below)
  + xlab: Character string to use as the label for the x axis
    - "x": x axis will be labeled with “x”
  + y: Numerical vector of values for the y coordinate of each data point graphed
    - c(...): A function returning a numerical vector with the y coordinates (see below)
  + ylab: Character string to use as the label for the y axis
    - "y": y axis will be labeled with “y”
* c(): A general concatenation function
  + 0, 1: Providing a collection of numbers to the generic arguments of the c() function results in a numeric atomic vector being returned with elements containing values corresponding to the numbers provided (in this case, a vector with two elements containing the values 0 and 1)
* dev.off(): Closes the most recently opened graphics device. For devices that write to a file (like pdf()), this typically needs to be called for the file to be written to the disk and available to be opened by other applications.

### 1.2. Graphing in Rmarkdown

When Rmarkdown is being compiled to an html file, the default graphics device used by code chunks embedded in the markdown is png(). This device creates a lossless portable graphics format file that can be embedded in the html and later displayed by a web browser application when viewing the file. The graphics device is open by default, so code in an Rmarkdown chunk does not directly open the device. Chunk options can be changed to allow graphics device arguments to be altered from their default values. For example, the code chunk generated the test graph below sets new values for three chunk options that result in a customized canvas for the associated graphics device. Code chunk options are set by including a list of key-value pairs after the r in the curly brackets specifying the beginning of the chunk.

{r fig.width = 6, fig.height = 5, dev.args = list(pointsize = 12)}

Description of Rmarkdown chunk options being used for the first time:

* fig.width: Width of the canvas where graphical elements can be added
  + 6: Width of the canvas will be 6 inches
* fig.height: Height of the canvas where graphical elements can be added
  + 5: Width of the canvas will be 6 inches
* dev.args: List of arguments to be passed to the device
  + 12: Renderer will use a 12 point font for characters (12/72 = 1/6 of an inch)

The following code chunk provides a simple example of how using these chunk options specifies the properties of the canvas created by the default png() device used by Rmarkdown.

# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")

![](data:image/png;base64,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)

Description of functions and arguments being used for the first time:

* box(): Draws a box around predefined regions of a graphing canvas
  + which: Specifies which region of the graphing canvas around which to draw the box
    - "outer": Results in a box around the outer edge of the canvas

**Note to RStudio users:** The device used by RStudio to show graphics within the coding window is not the same device used to generate the compiled document. Be sure to view figures in the final compilation to be sure they have the desired characteristics, and do not assume the test figures in the coding window will necessarily match the final figure.

### 1.3. Other useful devices

Other useful graphics devices will render to a new pop-up window on your computer. Because these windows are operating system dependent, a different device is needed for Windows or Mac computers. The windows() function will open a pop-up graphics device on a PC, and the quartz() function will open a pop-up graphics device on a Mac. Use the following code as a basis for experimentation. Note that you should not call dev.off() after opening these devices or the pop-up will close before you get a chance to look at it. Also note that graphics.off() will close any lingering devices, including previously opened pop-up windows.

For a PC:

# Shut down any existing devices  
graphics.off()  
  
# Open the windows graphics device   
windows(  
 width = 6,  
 height = 5,  
 pointsize = 12  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)

For a Mac:

# Shut down any existing devices  
graphics.off()  
  
# Open the quartz graphics device   
quartz(  
 width = 6,  
 height = 5,  
 pointsize = 12  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)

Description of functions and arguments being used for the first time:

* windows(): Opens a graphics device that writes to a pop-up window in the Windows operating system
  + width: Width of the canvas where graphical elements can be added
    - 6: Width of the canvas will be 6 inches
  + height: Height of the canvas where graphical elements can be added
    - 5: Height of the canvas will b 5 inches
  + pointsize: The default point size of characters and symbols
    - 12: Renderer will use a 12 point font for characters (12/72 = 1/6 of an inch)
* quartz(): Opens a graphics device that writes to a pop-up window in MacOS
  + width: Width of the canvas where graphical elements can be added
    - 6: Width of the canvas will be 6 inches
  + height: Height of the canvas where graphical elements can be added
    - 5: Height of the canvas will b 5 inches
  + pointsize: The default point size of characters and symbols
    - 12: Renderer will use a 12 point font for characters (12/72 = 1/6 of an inch)

Finally, Windows users may want to experiment with the win.metafile() graphics device if you would like to render to the clipboard in a form that can be directly pasted into a Microsoft Word document or a Microsoft Powerpoint slide. Devices like bmp(), jpeg(), png(), and tiff() are available to render graphics into various common raster image files. These files tend to take up more space (depending on image quality), but are also more reliably transferable across operating systems.

## 2. Dissecting the plot() function

Taking full control over your figures requires a deeper understanding of what is happening when high-level functions like plot() are used. This understanding specifically requires knowing how S3 objects work in R, and why plot.default() is actually the function that gets called when you call plot() on a numeric vector. It also requires understanding how the device canvas is scaled and how individual graphical elements are added to the canvas by lower level graphing functions.

### 2.1. Why is plot.default() called when I call plot()?

One way to explore the S3 abstraction for plot() is to look at the implementation of the function. For functions implemented with R code, the implementation of the function can be viewed by typing the function name at the console prompt, without parentheses.

plot

## function (x, y, ...)   
## UseMethod("plot")  
## <bytecode: 0x000001b38eb8bff8>  
## <environment: namespace:base>

The entire implementation of this function is simply a call to the UseMethod() function, which means that the function that ultimately gets called depends on the data type of the first argument to the plot(x, y, ...) function. In other words, a call to plot is not enough information to know what is going to happen, you also need to know the data type of the first argument to plot(x, y, ...). This abstraction is an artifact of the S3 implementation of object oriented programming, and is the reason why calling help("plot", package = "base") yields so little specific information about the arguments that can be used with plot(). The remaining arguments that can be used depend on the data type of the first argument.

Throughout these exercises, the first argument (x) to plot(x, y, ...) will always be an atomic vector, which results in the plot.default() function being called by UseMethod() after plot() is called in a script. Note that the implementation of plot.default() contains far more complex code that actually creates a figure. For further exploration, note that calling help("plot.default") also yields far more detailed information about how to use the plot() function on vector arguments than help("plot", package = "base").

plot.default

## function (x, y = NULL, type = "p", xlim = NULL, ylim = NULL,   
## log = "", main = NULL, sub = NULL, xlab = NULL, ylab = NULL,   
## ann = par("ann"), axes = TRUE, frame.plot = axes, panel.first = NULL,   
## panel.last = NULL, asp = NA, xgap.axis = NA, ygap.axis = NA,   
## ...)   
## {  
## localAxis <- function(..., col, bg, pch, cex, lty, lwd) Axis(...)  
## localBox <- function(..., col, bg, pch, cex, lty, lwd) box(...)  
## localWindow <- function(..., col, bg, pch, cex, lty, lwd) plot.window(...)  
## localTitle <- function(..., col, bg, pch, cex, lty, lwd) title(...)  
## xlabel <- if (!missing(x))   
## deparse1(substitute(x))  
## ylabel <- if (!missing(y))   
## deparse1(substitute(y))  
## xy <- xy.coords(x, y, xlabel, ylabel, log)  
## xlab <- if (is.null(xlab))   
## xy$xlab  
## else xlab  
## ylab <- if (is.null(ylab))   
## xy$ylab  
## else ylab  
## xlim <- if (is.null(xlim))   
## range(xy$x[is.finite(xy$x)])  
## else xlim  
## ylim <- if (is.null(ylim))   
## range(xy$y[is.finite(xy$y)])  
## else ylim  
## dev.hold()  
## on.exit(dev.flush())  
## plot.new()  
## localWindow(xlim, ylim, log, asp, ...)  
## panel.first  
## plot.xy(xy, type, ...)  
## panel.last  
## if (axes) {  
## localAxis(if (is.null(y))   
## xy$x  
## else x, side = 1, gap.axis = xgap.axis, ...)  
## localAxis(if (is.null(y))   
## x  
## else y, side = 2, gap.axis = ygap.axis, ...)  
## }  
## if (frame.plot)   
## localBox(...)  
## if (ann)   
## localTitle(main = main, sub = sub, xlab = xlab, ylab = ylab,   
## ...)  
## invisible()  
## }  
## <bytecode: 0x000001b38f565678>  
## <environment: namespace:graphics>

For other examples of S3 functional abstractions, look at the implementation of the print() or summary() functions. See if you can find the specific implementations of these functions for particular data types that might be passed as the first argument to the abstraction (e.g., print.default() or print.data.frame()) . While detailed knowledge of the benefits of these object oriented principles of polymorphism is not strictly necessary to use R, deeper understanding of this topic will allow for more informed troubleshooting when a function does something unexpected. If nothing else, deeper understanding of S3 abstractions will provide a pathway to finding more detailed help() documentation on the functions you are actually using when calling abstract methods.

### 2.2. Scaling the canvas

Placing graphics on the canvas at a desired locations first requires definition of the scales for the axes of the canvas. Much of the first part of the plot.default() function is aliasing and bookkeeping that are a topic for different discussion. The lines of code that actually start to build the plot are

plot.new()  
localWindow(xlim, ylim, log, asp, ...)

Earlier in the function, localWindow() is established as a wrapper around the function plot.window() with the line

localWindow <- function(..., col, bg, pch, cex, lty, lwd) plot.window(...)

which means that calls to localWindow() are ultimately resulting in calls to plot.window(). This pattern is applied to many graphical functions being used to simplify the large number of arguments that need to be passed explicitly to those functions, but understanding the details of this practice is not necessary at this time.

The function plot.new() prepares the canvas for a new plot, and the function plot.window() scales the axes of the prepared canvas to establish the coordinate system for the canvas. The effect of these functions can be explored by calling them directly with simplified arguments, consistent with examples provided above. Here, a box is drawn around the outer edge to aid with visualization of the extent of the blank canvas. As above, the code chunk options are set to control the dimensions of the canvas being embedded in the compiled document, and all code chunks in the remainder of this section are configured the same way.

{r fig.width = 6, fig.height = 5, dev.args = list(pointsize = 12)}

# Prepare the canvas for a new plot  
plot.new()  
  
# Scale the canvas   
plot.window(  
 xlim = c(0, 1),  
 ylim = c(0, 1)  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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Description of functions and arguments being used for the first time:

* plot.new(): Prepares the device canvas for a new plot
* plot.window(): Scales the canvas, providing an orthogonal 2-dimensional coordinate system (x is horizontal and y is vertical) for locating graphical objects placed on the canvas by later calls to graphing functions.
  + xlim: Numerical vector with 2 elements specifying the leftmost and rightmost values to be used in the graphing area of the coordinate system
  + ylim: Numerical vector with 2 elements specifying the bottommost and topmost values to be used in the graphing area of the coordinate system

The results are not particularly exciting. The fact that we have established a coordinate system does not result in any graphical elements being added to the canvas. However, it has provided a spatially rectified blank slate, such that there is now a context for adding graphical elements exactly where desired.

### 2.3. Plotting the data

Graphics objects can now be added to the canvas in layers. Lower layers will still be visible, unless opaque elements are added on top of them. The plot.default() function plots the data as the first visible element of the figure, using the function plot.xy(). The first argument (xy) is expected to be a list of vectors characterizing the coordinates to be plotted. This list can be conveniently constructed using the xy.coords() function with arguments specifying the x and y coordinates for a number of points to be plotted. The points plotted here are at coordinates 0, 0 and 1, 1. Multiple arguments are available to adjust the symbolism of each data point, but symbols will be black open circles if those arguments are not specified.

# Prepare the canvas for a new plot  
plot.new()  
  
# Scale the canvas   
plot.window(  
 xlim = c(0, 1),  
 ylim = c(0, 1)  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")  
  
# Plot example data points  
plot.xy(  
 xy = xy.coords(  
 x = c(0, 1),  
 y = c(0, 1)  
 ),  
 type = "p"  
)
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Description of functions and arguments being used for the first time:

* plot.xy(): Renders the symbolism of a bivariate scatter plot on the canvas
  + xy: An coordinate list specifying information about the x an y coordinates of a set of data to be plotted.
    - xy.coords(...): A function returning the list of x and y coordinates for the data set to be plotted (see below)
  + type: The character string code for the type of scatter plot to render
    - "p": Results in data being plotted as point symbols in the scatter plot
* xy.coords(): Creates a coordinate list for a bivariate data set to be plotted
  + x: Numerical vector of values for the x coordinate of each data point graphed
    - c(0, 1): Two data points with x coordinates of 0 and 1, respectively.
  + y: Numerical vector of values for the y coordinate of each data point graphed
    - c(0, 1): Two data points with y coordinates of 0 and 1, respectively.

The result is two points on the graph, exactly as would be expected by two points plotted within the domain defined in plot.window(). However, without further reference for how the scaling of the canvas was completed, interpretation of these locations as 0, 0 and 1, 1 is impossible.

### 2.4. Creating the axes

The Axis() function provides a tool for adding axes describing the scale of the canvas in the area where the data are being plotted. This function is highly configurable to make an axis with ticks and labels exactly where desired, but the default arguments will attempt to create ticks and labels that are reasonably legible. Here, the only arguments provided are the side of the graph where the axis should be located (1 is the bottom and 2 is the left) and the range of values representing the extremes of the ticks that should be provided on the axis (0 to 1 for both axes).

# Prepare the canvas for a new plot  
plot.new()  
  
# Scale the canvas   
plot.window(  
 xlim = c(0, 1),  
 ylim = c(0, 1)  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")  
  
# Plot example data points  
plot.xy(  
 xy = xy.coords(  
 x = c(0, 1),  
 y = c(0, 1)  
 ),  
 type = "p"  
)  
  
  
# Add an x axis  
Axis(  
 x = c(0, 1),  
 side = 1  
)  
  
# Add a y axis  
Axis(  
 x = c(0, 1),  
 side = 2  
)
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Description of functions and arguments being used for the first time:

* Axis(): Renders the symbolism of an axis with labeled ticks
  + x: A numerical vector with 2 elements specifying the range of values on the axis from the lowest to highest tick. Note that use of “x” as the argument name in this case has nothing to do with the x axis of the figure. By convention, the first argument of many R functions is generically named “x”, due to the nature of S3 classes and the potential for this argument to be of diverse types. The argument containing the extremes for the scaling is called x regardless of the axes to which the call to Axis() is being targeted, and the side argument (see below) designates the orientation with which an axis is created and applied.
    - c(0, 1): Start ticks at 0 and end ticks at 1
  + side: An integer specifying the side of the plotting area upon which to place the axis (1 = bottom, 2 = left, 3 = top, 4 = right)
    - 1 or 2: Call with 1 creates the x axis and call with 2 creates the y axis

The axes clearly label the scaling of the canvas in the area dictated by the arguments provided to the Axis() function. The consistency of the scaling established by plot.window() is evident in that the data points plotted earlier line up with the appropriate ticks on the axes. These are the fundamentals of building any graph on the canvas.

### 2.5. Labeling the axes

The title() function is a unified tool for labeling different parts of the graph. Most style guides for figures suggest that the area where data are plotted should be differentiated from the rest of the figure. The box() function can be used with no arguments to put a box around the area with plotted data. As with previous graphics tools, the location and symbolism used for the elements being added are highly configurable with additional arguments. However, the default arguments are used for now, and detail on arguments that are commonly altered from the defaults are discussed later.

# Prepare the canvas for a new plot  
plot.new()  
  
# Scale the canvas   
plot.window(  
 xlim = c(0, 1),  
 ylim = c(0, 1)  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")  
  
# Plot example data points  
plot.xy(  
 xy = xy.coords(  
 x = c(0, 1),  
 y = c(0, 1)  
 ),  
 type = "p"  
)  
  
  
# Add an x axis  
Axis(  
 x = c(0, 1),  
 side = 1  
)  
  
# Add a y axis  
Axis(  
 x = c(0, 1),  
 side = 2  
)  
  
# Add a box around the area where data is plotted  
box()  
  
# Add axis labels  
title(  
 xlab = "x",  
 ylab = "y"  
)
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Description of functions and arguments being used for the first time:

* title(): Renders the symbolism of labels on various elements of a graphing canvas
  + xlab: A character string (or expression) specifying the label for the x axis
    - "x": Results in the x axis being labeled with an “x”
  + ylab: A character string (or expression) specifying the label for the y axis
    - "y": Results in the y axis being labeled with a “y”

### 2.6. Summary

This dissection of plot.default() clearly requires substantially more lines of code than the original example of a single call to plot() that generates exactly the same figure. The point here is not that you should avoid using plot() and subsequently plot.default(), because it clearly provides substantial convenience for basic plotting. The point is that your ability to debug and be creative with graphing code will expand if you understand how functions like plot.default() construct a graph, such that you can take advantage of the power of altering the arguments for each component of the graph should it be necessary to do something plot.default() does not allow. Furthermore, understanding of these details allows for much more informed troubleshooting should high level functions like plot.default() produce something unexpected in a given application.

## 3. Taking control of base R graphics

A revisit of the code and result for the basic figure introduced earlier reveals that the plot() function must be making several assumptions about the desired format of the plot.

# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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Note that many aesthetic or technical aspects of this plot did not have to be defined in values passed to arguments in the function used, including: the use of point symbols rather than lines; the shape and color of the points; the thickness of boxes and axes lines; and the location of the axes relative to the edges of the canvas (among many others). However, computers are generally not able to guess at what these aspects of plots should look like, so copious information about the default appearance of graphs must exist somewhere in the underlying R data structures. The trick is to know where that information is stored or to understand the functions that allow it to be altered.

A common location for default graphical information is the definition of default values for the arguments to graphical functions. For example, the plot.default()function (e.g., what is called if using plot() on vectors) accepts the optional argument type that controls the type of symbolism used for the data in the graph. The values that can be passed to type to control the symbolism are documented in the package containing the function and in this case can be accessed using the help("plot.default"). The potential values for arguments are usually described in either the **Arguments** section or **Details** section of the function documentation. Any default value defined for a parameter is usually described in the **Usage** or **Arguments** section. A quick and succinct way to view the definition of a function’s arguments is to use the args() function (e.g., args(plot.default)).

# Display the definition of arguments for the function plot.default  
args(name = plot.default)

## function (x, y = NULL, type = "p", xlim = NULL, ylim = NULL,   
## log = "", main = NULL, sub = NULL, xlab = NULL, ylab = NULL,   
## ann = par("ann"), axes = TRUE, frame.plot = axes, panel.first = NULL,   
## panel.last = NULL, asp = NA, xgap.axis = NA, ygap.axis = NA,   
## ...)   
## NULL

Description of functions and arguments being used for the first time:

* args(): Returns the argument definitions for a function. Return type is a function with the argument definition but a NULL code block.
  + name: The name of the function for which the argument definition is retrieved
    - plot.default: Causes the function to return the argument definitions for the function plot.default()

Note that the argument type is followed by the assignment = "p", which designates that it will take on the value of the character string "p" if a value for that argument is not provided in a given call to the function. Any differing value provided for type in a call to the function will replace the default value and thus change the symbolism in the plot. For example, passing the value "o" to the argument type will result in an overlay of both points and lines.

# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y",  
 type = "o"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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Description of functions and arguments being used for the first time:

* plot() : A high level function for creating a new plot with a single line of code
  + type : A character string that defines the symbolism used when plotting data. For example, a value of “p” denotes points, “l” denotes lines, and “o” denotes an overlay of points and lines (among others).
    - "o": Results in graphing data as an overlay of points and lines

Extensive information used to plot graphical elements is also stored in a collection of default values for common graphical parameters associated with the open device. The current default values for these graphical parameters can be accessed by passing the names of those parameters as arguments to the par() function. For example, the graphics parameter that determines the symbols used for data points is pch, so the current value of “pch” can viewed with…

# Display the value of the graphical parameter pch for the current graphics device  
par("pch")

## [1] 1

Description of functions and arguments being used for the first time:

* par(): Returns the argument definitions for a function. Return type is a function with the argument definition but a NULL code block.
  + ...: The ellipses in the definition of arguments to a function indicate that the function will accept any number of generic arguments when called. “Generic” means that the function will either interpret the comma-delimited generic collection of elements without explicit definition of argument names, or it means that any generic arguments provided will be passed generically to other functions called when the function’s code is executed. Use of ellipses in graphical functions is a very common practice for passing values for graphical parameters generically from higher level functions to lower level functions.
    - "pch": Passing the character string “pch” generically to par() results in a return value of the current default value of the correspondingly named graphical parameter associated with the current graphics device. Note that multiple parameter names can be provided in a comma delimited list of character strings, which will return a named list of values with each element providing the current default value for each graphical parameter provided. For example par("pch", "lty") will return the current default values for the point type and line type graphical parameters.

By default, pch typically has a value of 1, which specifies an open circle, hence the symbols plotted in the graphs so far have all been open circles. The par function can also be used to change the values of graphical parameters based on a collection of <parameter> = <value> in the argument to the function call. Thus, the default symbol can be changed to an open triangle by changing the value of the graphics parameter pch to 2.

# Change the value of the graphical parameter pch for the current graphics device  
par(pch = 2)  
  
# Display the value of the graphical parameter pch for the current graphics device  
par("pch")

## [1] 2

Description of functions and arguments being used for the first time:

* par(): Returns the argument definitions for a function. Return type is a function with the argument definition but a NULL code block.
  + ...: The ellipses in the definition of arguments to a function indicate that the function will accept any number of generic arguments when called
    - pch = 2: Passing a named value to the generic arguments in par() will result in the default value for the named graphical parameter to be changed to the provided value. Setting the graphical parameter pch to 2 will result in data being represented by open triangles.

Changing the value of a graphical parameter with par() will change the default value within the open graphics device for all subsequent calls to graphical functions, until the device is closed or reset. If we add an additional plot to the basic graph, it will also use the new setting of the graphical parameter pch.

The effect of this change can be demonstrated by calling two different graphing functions that plot data points in sequence. The understanding gained from dissecting the plot() function provides one method for adding an additional plot to the same basic graph, putting points in the unused corners of the basic graph using the plot.xy() function.

# Change the value of the graphical parameter pch for the current graphics device  
par(pch = 2)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y",  
 type = "o"  
)  
# Plot example data points  
plot.xy(  
 xy = xy.coords(  
 x = c(0, 1),  
 y = c(1, 0)  
 ),  
 type = "p"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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All the data points are open triangles, demonstrating how changing the pch graphical parameter with par() altered the value for all subsequent calls to graphics functions within the code chunk. Note that in Rmarkdown, each code chunk will open a separate graphics device, such that any changes to graphics parameters applied to the device in one code chunk will not propagate to other code chunks without further action.

The main reason that graphics parameters controlled by par() have influence with subsequent graphing code is that they often represent the default values for arguments to lower level graphing functions. Therefore, the default values of the graphics parameters can often be locally overridden using values passed directly to those arguments. For example, consider the default value for the pch parameter in the list of arguments to the plot.xy() function.

args(plot.xy)

## function (xy, type, pch = par("pch"), lty = par("lty"), col = par("col"),   
## bg = NA, cex = 1, lwd = par("lwd"), ...)   
## NULL

The default value for the pch argument comes directly from the graphical parameters via a call to par("pch"). Therefore, the value for the graphing parameter that would normally result in triangle symbols from the previous example can be overridden for the call to plot.xy() by directly setting a value for the pch argument.

# Change the value of the graphical parameter pch for the current graphics device  
par(pch = 2)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y",  
 type = "o"  
)  
# Plot example data points  
plot.xy(  
 xy = xy.coords(  
 x = c(0, 1),  
 y = c(1, 0)  
 ),  
 type = "p",  
 pch = 0  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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Description of functions and arguments being used for the first time:

* plot.xy(): Renders the symbolism of a bivariate scatter plot on the canvas
  + pch: A vector of integers specifying the symbol to use for data points.
    - 0: A value of zero specifies an open square symbol

In this case, the graphical parameter of pch is ignored in place of the value directly passed to the pch argument of the plot.xy() function, hence the squares in the second plot rather than the triangles.

The remainder of this section provides tutorials on adjusting the values passed to arguments of graphical functions or the default values of graphics parameters used by those functions, which together provide a great deal of explicit control over the scaling, formatting, symbolism, and labeling used in base R graphics. Throughout the remainder of this section, frequent reference to the base R documentation using help("par") or the help for lower level graphing functions is suggested to convince yourself you understand the consequences of changing the default value for each graphics parameter before calling graphical functions. As always, experimentation is also highly encouraged.

### 3.1. Taking control of scaling

Scaling of the device canvas is controlled by function arguments or graphical parameters that define the spacing desired both within the plotting area and in the margins. Two sets of margins provide full control around both individual plots and around multi-panel plots. Buffering of the limits in the x and y directions within the plotting area also influence the overall scaling of the canvas.

#### 3.1.1 Inner margins

Scaling or rescaling a device canvas in base R (i.e., use of plot.window()) is first determined by defining the locations of the bottom, left, top, and right edges of a *plot region*. The canvas is subsequently scaled such that the coordinate values associated with those edges will result in the symbols for plotted data within the ranges of those coordinates to appear within that region.

The location of the edges of a plot region are determined by two sets of nested margins: the *margins* for individual plots and the *outer margins* for the area around multi-panel plots. Default graphics parameters are typically initially configured for single graphs (not multi-panel graphs), so the outer margins are typically set to zero by default. Depending on units used, the outer margins can be set with the graphical parameters oma or omi.

# Retrieve values of the oma and omi  
# graphics parameters  
par("oma", "omi")

## $oma  
## [1] 0 0 0 0  
##   
## $omi  
## [1] 0 0 0 0

Description of functions and arguments being used for the first time:

* par(): Returns the argument definitions for a function. Return type is a function with the argument definition but a NULL code block.
  + ...: The ellipses in the definition of arguments to a function indicate that the function will accept any number of generic arguments when called
    - “oma” or “omi” `: Returns the current setting for the graphical parameter defining the outer margins. The return value will be a vector with 4 elements designating the bottom, left, top, and right margins, in that order.

Multi-panel plots will be covered in more detail later, so we will not experiment with outer margins here. Just note for now that the default values here are typically zero and thus have no effect on scaling.

With all outer margins defaulting to zero, the scaling for the basic plot we have examined has been determined by the default values for the margins for individual plots.

# Retrieve values of the mar and mai   
# graphics parameters  
par("mar", "mai")

## $mar  
## [1] 5.1 4.1 4.1 2.1  
##   
## $mai  
## [1] 1.02 0.82 0.82 0.42

Description of functions and arguments being used for the first time:

* par(): Returns the argument definitions for a function. Return type is a function with the argument definition but a NULL code block.
  + ...: The ellipses in the definition of arguments to a function indicate that the function will accept any number of generic arguments when called
    - "mar" or "mai": Returns the current setting for the graphical parameter defining the default margins for an individual graph. The return value will be a vector with 4 elements designating the bottom, left, top, and right margins, in that order. The parameter mar is in the relative units of *lines*, which are sized relative to the point size of the font being used in labels in the margin of the graph. The parameter mai is in absolute units of inches, which is independent of font size. If either of these parameter values is changed using the par() function, the other is automatically updated based on the font size being used.

# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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The extra space at the top and right of this basic plot is determined by the default values for mar or mai. Full control and consistency of the scaling can be gained by setting these graphical parameters explicitly before using graphical functions (like plot.window()) that reference them.

# Define margins leaving room for axes on the  
# bottom and left sides  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.2)  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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Experiment with values for the margins to be sure you understand their behavior. For example, recognize the potentially confusing behavior that labels might be cut off if the scaling dictates they fall outside the canvas. Understanding behavior of margins will prevent going down the incorrect troubleshooting path of assuming the axis labels are not being generated in the following graph. They are being generated, just outside the canvas that is in view.

# Define margins without leaving room for axes labels on the  
# bottom and left sides  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.6, 0.6, 0.2, 0.2)  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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#### 3.1.2 Buffers within the plot region

The scaling that determines the coordinates associated with the edges of the plot region is controlled by the combination of the xlim and ylim arguments to plot.window() and the style of each axis. Unless otherwise specified, the xlim and ylim will be determined by the associated minimum and maximum values in the vectors begin plotted. In the basic plot, note that there is extra space between the edges of the plot region and the minima of 0 and the maxima of 1. This space is created because the default value for each axis type designates a surrounding buffer of 4% of the difference between the maxima and minima designated for each axis.

# Retrieve the values of the xaxs and yaxs   
# graphics parameters  
par("xaxs", "yaxs")

## $xaxs  
## [1] "r"  
##   
## $yaxs  
## [1] "r"

Description of functions and arguments being used for the first time:

* par(): Returns the argument definitions for a function. Return type is a function with the argument definition but a NULL code block.
  + ...: The ellipses in the definition of arguments to a function indicate that the function will accept any number of generic arguments when called
    - "xaxs" or "yaxs": Returns the current setting for the graphical parameter defining the type of the x or y axes. By default, values are the character string “r” indicated a “regular” scaling (includes a 4% buffer around the limits of the plot region).

The default types for the axes can be specified generally for the device using the par() function.

# Define margins leaving room for axes on the  
# bottom and left sides  
# Set the types of both axes to internal  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.2),  
 xaxs = "i",  
 yaxs = "i"  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 y = c(0, 1),  
 ylab = "y"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkAAAAHgCAMAAAB6sCJ3AAAAVFBMVEUAAAAAADoAAGYAOjoAOpAAZrY6AAA6ADo6AGY6kNtmAABmADpmZmZmtv+QOgCQZgCQ2/+2ZgC2/7a2///bkDrb/9vb////tmb/25D//7b//9v////GkoVkAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAKV0lEQVR4nO3dYVfaWhqG4ehoz8iMTD1mjMD//58DBK20pkN53qgh1/WhC3tOd1hwr52dBGLTQGQDZxMQEQERERARAREREBEBEREQkTMDWi/7c0jXj9VPiGk5L6C2uesfdC8PmKmzAlovX7Npb54qnw5Tc1ZAq8X9y8POTmzezEBEzl0DHaYga6C5O/MobLXoj8LMP3PnPBARARFJA2odhc1b7Qz0UR+i5JOMHdCbcUcZlU/UvPuuCohTNQIiYhdGpiqgl9OIOwNHYQK6RGUz0Hr5/47eBXSJ6nZh6+XtH2+KyStcA3XN/W//u4AukUU0EQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERqQvooWlu18vtP74/fVNMXllA7c3TtqHbzWa1uDt5U0xeVUDr5Tab7ur7pk/pxE0xeVUBrRbbPVd3/bh5+fOkTTF5ZiAi9WugfUonborJcxRGxHkgIgIiMkJAraOwGRl9Bmp+KByVr8IujIiAiNQFtD+E3xpYAQnoMtWdSGwO5w+7xonEGSm9lNFzKWNOSi+m9lxMnRMzEJHCNdBhCrIGmpW6o7DVoj8KG5h/BHSZnAciIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgInUBPVw/bp6/Nc3V99M3xeSVBbTv56/vu98ff3/yppi8qoBWi7ttRLe7h+3N06mbYvLqArrfrJd3u4fddi46cVNMXt0ubDv7tGag2SkLaLW4ftxPQd3QKlpAl6jwML5r9m7/YFNMnvNARAREZISAWkdhMzL6DNT8UDgqX4VdGBEBEakLaL3sd1QDKyABXaaygNrmrn/QvTw4YVNMXlVAh+tgOy5lzEnlxdQDF1PnxAxEpHANdJiCrIFmpe4obLXoj8IG5h8BXSbngYgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIicEtBqMXzv3mxTTN5pM1C7/buBb7xHm2LyTt6F5Q0J6BL9wRqo/d39687bFJN3akC732Ow+308g/feOGtTTN5JAe3u3NKXM3T3sTM3xeSddhQ2+Gssw00xec4DEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARARGpDuj52/0fbIrJqwpo9+XVFwPfXhXQJSqbgbr+3h1moJmp24WtFruvzwtoZirXQA9X3wU0N6WL6La5E9DM1B6FPX/7h4Dmpfgwfr1sBDQrTiQSGSGg1nmgGRl9BvpxflFAl8gujIiAiNQFtD0A+92VMAFdprKA2pf72HdDN7QX0CWqCmi9fM2mHbgZuYAuUd3HOV5PIA7djFxAl8gMRKRwDXSYgqyBZqXy80D9Udjgr2MR0CVyHoiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIhIXUDt9t/d7x9cP566KSavLKD26vtmtbjdCGheqgJaL+/2f948CWhWqgJaLfa7r83DzZOA5qR2Btp6uBXQnNStgQ7ZrBaNgGak8iis34mtlwKaEeeBiAiIyAgBWUTPyegzUPND4ah8FXZhRAREpC6g9bLfUQ2sgAR0mepOJDaHU9Hdy4MTNsXklV/K2KZ083Tqppi86oupW53D+BkxAxEpXAMdpiBroFmpOwpbLfqjsIH5R0CXyXkgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICIiIgInUBrZf9742/fjx9U0xeWUBtc9c/6F4enLApJq8qoPXyNZv25unUTTF5VQGtFvcvD7uBnZiALpEZiEjhGugwBVkDzUrdUdhq0R+FDcw/ArpMH3keSEEX6ENPJCro8owQUDt8FKagizP6DNRw2cYO6M24o4xq9C83uoCMHo1+ZkCffDHV6F9m9PMC+uyLqUb/MqOfFdCnX8ow+pcZ/ayAPv1iqtG/zOhmIKNHo5+7Bvrci6lG/zKjn3kU9skXU43+ZUZ3Hsjo0ehjBcRMCIiIgIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICIFAfUNc3V93d/qB59/7H+gQ8j5aPvPAx+ViUe/flb09wWDn48ert9Ze5/93//ued/vn7w9KeXqTagbjt09zL80Q/Vo6+X2wdt5bvw89Pthj/slI7ebUdeLcZ67u3uh9qCVovXTy7//DKVBtR/1PXh9tcfykd//rZ7hYa+WJ2Ovtl/ZK4woHdembGe+3p5uyl93feTzsuT/eVdLQ3o6F0tf4vfGbBwgvt59PbmP4UBHb8yf5Xu2H8avT6grrl7/e7EL29CbUD7V6Z7+zINfWsjHb33MNro2x8r10BHo3fXfy9K12/Hz32EXdjR67I5ehNKA+onhMO0cPRD+ej93xS+C8ej72bqyoCORm93O4R+ohhh9BEOXt4U88ubMOWAuuo19I/Rd99WGi+gq+K5+fi576bl52+lB6gfFdDH7sIq55/3nvtou7B+BdGvJupHL197bjabj9qFfegiuq09C3Q0enu4HU7dW/x29P7lL1xKH49ePfPvB/2YRfQHHsb/+G7jKKPvVM5AR6P33wwvnJvfOcFROPrm7XDjHsZ/4InE6p38O0+39Ez08am+7chvvh5ePPqoa6BxTyTu5/7d4P0hRlt9NPBm9MNOpnL8o+e+qb6UcTR6V30Z5mj0h+rRDwG9+666mEpEQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARAREREBEBEREQEQERERARARERECR3Z2WVovqO81MiYAiu7v8tKW3gZkaAWW667//VXxH1GkRUOih9pdeTI6AQtW39J4aAWXWy3/X3s5yagSUaW/+W3m3zOkRUGR3x97iO+pOjIAiD/sb9s55GS0gIgIiIiAiAiIiICICIiIgIgIiIiAiAiIiICICItJA5H9e3/lf/IqZQQAAAABJRU5ErkJggg==)

Values for the xaxs and yaxs arguments can also be passed generically to the plot() function, which will ultimately pass them on to plot.window() to achieve the same result. However, this technique will not change the default graphical parameter values, so the effects of using these arguments would not propagate to other graphs created later on the same device.

# Define margins leaving room for axes on the  
# bottom and left sides  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.2)  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 xaxs = "i",  
 y = c(0, 1),  
 ylab = "y",  
 yaxs = "i"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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Note that without the buffering, the symbols on this graph are barely visible. Only a quarter of each circle symbol can be seen in the corners of the plot region. The full circles are actually there, the parts of them outside the plot region are just being clipped. This clipping is, yet again, controlled by a graphics parameter (i.e., xpd).

# Retrieve the value of the xpd graphics parameter  
par("xpd")

## [1] FALSE

Description of functions and arguments being used for the first time:

* par(): Returns the argument definitions for a function. Return type is a function with the argument definition but a NULL code block.
  + ...: The ellipses in the definition of arguments to a function indicate that the function will accept any number of generic arguments when called
    - "xpd": Returns the current setting for the logical control on whether plot region symbols are rendered when located in the margins. A value of “TRUE” means that symbols in the margins will be visible. A value of “FALSE” means they will not.

This graphics parameter can be altered to allow plot region symbols to be visible if plotted in the margins.

# Define margins leaving room for axes on the  
# bottom and left sides  
# Allow rendering of plot region symbolism  
# in the margins  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.2),  
 xpd = TRUE  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 xaxs = "i",  
 y = c(0, 1),  
 ylab = "y",  
 yaxs = "i"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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As with axis types, a value for the xpd argument can be generically provided to plot(). This generic argument is subsequently passed to plot.xy(), which has the effect of disabling clipping for the generated plot. However, this does not change the default graphics parameter, so this approach would have no effect on future plotting on the same device.

# Define margins leaving room for axes on the  
# bottom and left sides  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.2)  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 xaxs = "i",  
 y = c(0, 1),  
 ylab = "y",  
 yaxs = "i",  
 xpd = TRUE  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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While locating the symbols representing data outside the plot region is not typical, this exercise illustrates the effect of the xpd graphical parameter or argument, which is useful in common labeling tasks like placing legends outside the axes of plots.

#### 3.1.3 Inverted and log scales

An inverted or logarithmic number system for coordinates does not affect the basic considerations of scaling a canvas.

An inverted scale on a given axis arises from switching the order of the limits on the plot region. The value for the limits of the plot region are given from the bottom to the top for the y axis and from the left to the right for the y axis. For example, the following will invert the y axis from the previous example by setting the y value associated with the bottom of the plot region to 1 and the y value associated with the top of the plot region to 0.

# Define margins leaving room for axes on the  
# bottom and left sides  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.2)  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0, 1),  
 xlab = "x",  
 xaxs = "i",  
 y = c(0, 1),  
 ylim = c(1, 0),  
 ylab = "y",  
 yaxs = "i",  
 xpd = TRUE  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")

![](data:image/png;base64,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)

Description of functions and arguments being used for the first time:

* plot() : A high level function for creating a new plot with a single line of code
  + ylim: The limits of the values defining the plot region on the y axis
    - c(1, 0): Results in the bottom edge of the plot region being defined by a y value of 1 and the top edge of the plot region being defined by a y value of 0.

The use of a log scale alters the distribution of the number system used for either or both of the axes. A logarithmic number system can be specified by a passing a generic log argument to plot(), which is ultimately meaningfully passed on to the plot.window() function. The values for this argument can be “x” or “y” to specify a log scale on one of the axes, or “xy” to specify a log scale on both. For example, the x scaling can be altered to be on a log scale with x coordinate values at 0.1 and 1 (values of zero cannot be plotted in log space).

# Define margins leaving room for axes on the  
# bottom and left sides  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.2)  
)  
  
# Plot points at coordinates 0, 0 and 1, 1  
plot(  
 x = c(0.1, 1),  
 xlab = "x",  
 xaxs = "i",  
 y = c(0, 1),  
 ylab = "y",  
 yaxs = "i",  
 xpd = TRUE,  
 log = "x"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")

![](data:image/png;base64,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)

Description of functions and arguments being used for the first time:

* plot() : A high level function for creating a new plot with a single line of code
  + log: A character string specifying which axes should be in log space. The value “x” or “y” specifies one of the axes is in log space, and the value of “xy” specifies that both axes are in log space.
    - "x": Specifies that the x axis should be scaled in log space

#### 3.1.4 Summary

So far, we have been able to gain complete control of scaling while continuing to use the high-level abstract function plot(), which ultimately calls plot.default() and passes generic arguments on to lower level graphing functions. Understanding the behavior of these examples comes from recognizing that the resulting plot is being generated by the following sequence of calls to lower level graphical functions. For example, the graph with a logarithmic x axis, with altered margins, without buffers, and with visible symbols in the margins can be properly scaled and created with lower level functions as follows.

# Define margins leaving room for axes on the  
# bottom and left sides  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.2)  
)  
  
# Prepare the canvas for a new plot  
plot.new()  
  
# Scale the canvas   
plot.window(  
 xlim = c(0.1, 1),  
 xaxs = "i",  
 ylim = c(0, 1),  
 yaxs = "i",  
 log = "x"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")  
  
# Plot example data points  
plot.xy(  
 xy = xy.coords(  
 x = c(0.1, 1),  
 y = c(0, 1)  
 ),  
 type = "p",  
 xpd = TRUE  
)  
  
  
# Add an x axis  
Axis(  
 x = c(0.1, 1),  
 side = 1  
)  
  
# Add a y axis  
Axis(  
 x = c(0, 1),  
 side = 2  
)  
  
# Add a box around the area where data is plotted  
box()  
  
# Add axis labels  
title(  
 xlab = "x",  
 ylab = "y"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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Description of functions and arguments being used for the first time:

* plot.window(): Scales the canvas, providing an orthogonal 2-dimensional coordinate system (x is horizontal and y is vertical) for locating graphical objects placed on the canvas by later calls to graphing functions.
  + xaxs or yaxs: Character string specifying the type of scaling to use for the x or y axis
    - "i": An “internal” axis does not include any buffering outside the minima and maxima of the values in the x and y vectors of coordinates
  + log: A character string specifying which axes should be in log space. The value “x” or “y” specifies one of the axes is in log space, and the value of “xy” specifies that both axes are in log space.
    - "x": Specifies that the x axis should be scaled in log space
* plot.xy(): Renders the symbolism of a bivariate scatter plot on the canvas
  + xpd: A logical value indicating whether plot region symbolism located at canvas coordinates in the margins outside the plot region should be visible (TRUE) or clipped (FALSE)
    - TRUE: Results in the portions of the data symbols (circles) in the margins outside the plot region to be visible.

Just these few scaling features and recognition that the same canvas can be rescaled over and over again shows the way forward to more advanced techniques, such as adding data to the plot region on an secondary y axis. Starting with the previous example, we can alter margins to make room for the secondary axis on the right, rescale the canvas using plot.window(), plot the data using plot.xy(), and add the secondary axis to the right side of the plot region using Axis(), without the need to learn any new functions or arguments.

# Define margins leaving room for axes on the  
# bottom, left, and right sides  
par(  
 omi = c(0, 0, 0, 0),  
 mai = c(0.9, 0.9, 0.2, 0.9)  
)  
  
# Prepare the canvas for a new plot  
plot.new()  
  
# Scale the canvas   
plot.window(  
 xlim = c(0.1, 1),  
 xaxs = "i",  
 ylim = c(0, 1),  
 yaxs = "i",  
 log = "x"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")  
  
# Plot example data points  
plot.xy(  
 xy = xy.coords(  
 x = c(0.1, 1),  
 y = c(0, 1)  
 ),  
 type = "p",  
 xpd = TRUE  
)  
  
# Add an x axis  
Axis(  
 x = c(0.1, 1),  
 side = 1  
)  
  
# Add a y axis  
Axis(  
 x = c(0, 1),  
 side = 2  
)  
  
# Rescale the canvas for a secondary axis  
plot.window(  
 xlim = c(0.1, 1),  
 xaxs = "i",  
 ylim = c(10, 20),  
 yaxs = "i",  
 log = "x"  
)  
  
# Plot example data points using the secondary scaling  
plot.xy(  
 xy = xy.coords(  
 x = c(0.15, 0.8),  
 y = c(11, 19)  
 ),  
 type = "p",  
 pch = 2  
)  
  
# Add the secondary y axis on the right side  
Axis(  
 x = c(10, 20),  
 side = 4  
)  
  
# Add a box around the area where data is plotted  
box()  
  
# Add axis labels  
title(  
 xlab = "x",  
 ylab = "y"  
)  
  
# Draw a box around the outer edge of the canvas  
box(which = "outer")
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While the functions necessary to add appropriate axis labels and legends to this graph have not yet been discussed, detailed understanding of just a few scaling controls and lower level graphing functions add tremendous potential for creativity and informed troubleshooting.

The graphics parameters and graphical function arguments that control margins, limits on the plot region, and axis types together give complete control over canvas scaling. The xpd graphical parameter or graphical function argument allows subsequent control over whether plot region symbols are visible when they are placed at coordinates that are in the margins outside the plot region.

### 3.2. Taking control of axes

### 3.3. Taking control of plotting data

### 3.4. Taking control of labeling