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**Apresentação do Problema**

Na área de processamento de imagens existem muitos interessantes problemas de pesquisas. Para ter bons resultados é importante que o desenvolvedor tenha domínio de filtros e transformações típicas desta área.

Além de conhecer a teoria por trás destes filtros é importante também que o desenvolvedor saiba procurar código e bibliotecas nativas da linguagem que já contém implementação destes filtros. Assim o desenvolvedor economiza tempo de implementação pois não precisa mais reinventar a roda, visto que esta já foi inventada e compartilhada por outros usuários.

**Data Limite de Entrega**

A data limite de entrega do código fonte é dia 31 de agosto de 2016 até as 23h59.

**Iniciação**

No Python uma importante biblioteca de processamento e parsing de imagens é o PyTesser. Você pode obter mais informações nos seguintes links:

<https://pypi.python.org/pypi/PyTesser/>

<http://stackoverflow.com/questions/15567141/installing-pytesser>

<https://github.com/RobinDavid/Pytesser>

**Exemplo**

Utilizando a seguinte imagem de entrada:

![input image](data:image/gif;base64,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)

Vamos construir um trecho de código para implementar um filtro para eliminar ruídos de fundo.

from PIL import Image

img = Image.open('1.gif')

img = img.convert("RGBA")

pixdata = img.load()

# Clean the background noise, if color != black, then set to white.

for y in xrange(img.size[1]):

for x in xrange(img.size[0]):

if pixdata[x, y][0] < 90:

pixdata[x, y] = (0, 0, 0, 255)

for y in xrange(img.size[1]):

for x in xrange(img.size[0]):

if pixdata[x, y][2] < 136:

pixdata[x, y] = (0, 0, 0, 255)

for y in xrange(img.size[1]):

for x in xrange(img.size[0]):

if pixdata[x, y][3] > 0:

pixdata[x, y] = (255, 255, 255, 255)

img.save("input-black.gif", "GIF")

A saída deste código é a seguinte imagem.

![http://i.stack.imgur.com/0v0pe.gif](data:image/gif;base64,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)

Após remover os ruídos eu posso ainda redimensionar a imagem conforme o seguinte código:

im\_orig = Image.open('input-black.gif')

big = im\_orig.resize((116, 56), Image.NEAREST)

ext = ".tif"

big.save("input-NEAREST" + ext)

O resultado deste código é a seguinte imagem:

![enter image description here](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAAA4CAAAAAAJa4PsAAABv0lEQVRYw+2Y226EMAxE5/8/Omq1CyG2Z4xTSKm05Y00zPE92aI98OAf+jHQpcZI6Eqq0MYD0G/kSurfgb6Aj0AXUqEX1wUYeu1XoR22jPo4FK+RMKDWQ/F+jH+LqAEK6/ta6OalxSyGbjg/6AP1lpNgEoq44QdGaOhWVjkUl6DRcDBqKLQboIMG6yAfzl7tUE8BCgtl5+oo1IWRQQlaZairtYKnwiPpL4TiYWVeOUguGSUoKNTMD1q++kYpEuuCxazcV6nh2W1Khh5uD4XCrJQbdY9WAiUdaK8Qe3RVGdAU5TntfySFjkE+2BazGKIFAd0nAe2ucaUARYAigfqWPgJsg6wy2r91fgtoMMkuDGUYStxcqtCafbcL1NMQKFNDpFDCLikuPY3ZGS6Gx5QlGeFQFxEGTTcipCAw56Fsp38T0FFbQa0cFJN8aMqGTycNDffpyumfTYETauh8tMRCLZipN6tOGget5qhLyskJOhphe2ASas4GHQ42Yny0UGaGwZNQ3buXQKl0XXSQbspPhDe0fnFFudRPNFAqXfvFNSiK7TJCr/6Amte45X9aU8Ht0bkOnQ/ODdQbROapHwP9ArFtjM6aMxAZAAAAAElFTkSuQmCC)

Por fim, vamos chamar o PyTesser para fazer a decodificação deste capcha. Veja o código a seguir.

from pytesser import \*

image = Image.open('input-NEAREST.tif')

print image\_to\_string(image)

A saída ideal desse código deveria ser algo como 2ed1c5. Mas devido aos ruídos restantes o resultado vai ser algo como **%/ww**

Sua missão é melhor esse código a fim de alcançar o resultado correto **2ed1c5.**

**Desafio**

Você deve implementar ajustes neste código, filtros e transformações de modo a melhorar o processo de reconhecimento de caracteres para facilitar o trabalho do PyTesser. Para isso utilize seus conhecimentos e suas experiências para anteriores para implementar uma melhoria para este código e assim resolver o problema.

**Considerações**

Em anexo segue um pacote contendo 20 imagens diferentes.

Cada imagem resolvida por completo conta 1 ponto. Se o seu algoritmo resolver por completo 10 imagens, sua pontuação será de (10/20)\*100 = 50 pontos.

Não existe uma solução única.

Você utilizar outra biblioteca de OCR que não o PyTesser se você achar melhor.

Geralmente os algoritmos de iniciantes não resolvem 100% dos casos.

Você pode consultar a web, seus amigos e reutilizar códigos em Git públicos ou Stackoverflow!

A data final de entrega deste projeto é dia 31 de agosto de 2016.

Se você tiver dificuldade, procure ajuda. Entregue aquilo que conseguir entregar.