AI Assignment

In this assignment, we are going to experiment on the four corners problem. Pacman lives in a grid maze with dots on each corner as shown below:
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The problem is to find a plan with the minimum number of steps to collect all four dots.

A state is defined as a tuple of Pacman position and remaining food positions in the maze. For example, the figure above has:

* Pacman Position=(4, 2),
* Remaining food positions = [(1, 1), (6, 1), (1, 6), (6, 6)]

So, the state is: ((4, 2), [(1, 1), (6, 1), (1, 6), (6, 6)]).

The goal state is when the remaining food is empty ([]).

Think of the problem as the following states only:

Start state: ((4, 2), [(1, 1), (6, 1), (1, 6), (6, 6)])

If Pacman at location (1, 1) to eat the food at (1, 1), then the state could be any of the following:

* ((1, 1), [(6, 1), (1, 6), (6, 6)])
* ((1, 1), [ (1, 6), (6, 6)])
* ((1, 1), [(6, 1), (6, 6)])
* ((1, 1), [(6, 1), (1, 6)])

The graph is as follows:

Move ((4, 2), (1,1))

Move ((4, 2), (6,6))

. . .

The above graph says that, the agent ‘Pacman’ is at (4, 2), if it moves to state (1, 1), then the agent is on state ((1,1), [(1,6),(6,1),(6,6)]), which is the state on the top left (red edge).

The cost of moving from state (4,2) to state (1, 1) is the number of steps needed to move from state (4, 2) to state (1, 1), this can be found if we apply Breadth-first search starting from state (4, 2) and the target state is (1, 1). In the fourCornersProblem, there is a function called BFS that takes input the start node and target node and return the minimum number of steps to move from start node to target node. The header function is:

def BFS(self, start\_pos, target\_pos):

This function returns the number of steps (actual cost) and the path from the start position to target position. You can call this function by:

cost, plan = BFS (start\_pos, target\_pos)

You are provided with the following programs:

|  |  |
| --- | --- |
| fourCornerProblem.py | The file describes the problem. You have the initial (or start) state, the goal state, the transition, … etc. |
| fourConrners.py | The program describes the main program and the search function. |

Let us look at the FourCornerProblem.py program, we have the class problem that defines the methods:

* **startState**: the start configuration of the problem,
* **isGoal**: checks that a state or node is a goal state, in this problem, the goal is when the remaining food list is empty.
* **transition**: returns the next states given a node or a state irrespective of the cost.
* **BFS**: finds the minimum number of steps to move from a start position to a target position.
* **nextState**: returns next state given a node or state with their cost. The cost is computed from the length of the plan returned by the BFS method.
* **h**: heuristic method that computes the heuristic of a node or a state. The heuristic h(current\_state) is the cost to move from the current state to the goal state. The goal state is when Pacman eats all the foods in the maze. The algorithm to compute that is as follows:
  1. You have Pacman position and a list of the dots’ positions. You can those from the current state = (pacman\_position, foods\_positions\_list)
  2. compute the number of steps from Pacman position to every food and pick the smallest one. Call the food with smallest number of steps to reach from Pacman position f1.
  3. Then compute the number of steps from the food (f1) found in step (b) to every other food and pick the smallest. Call the new food found f2.
  4. Then compute the number of steps from the food (f2) found in step (c) to every other food and pick the smallest.
  5. Repeat that c and d until there is no more food left in the food list.

Here is a formal algorithm:

1. Define a list mst = {} and empty dictionary.
2. Set all mst for all foods position to False (mst[f] = False for all foods)
3. Define an accumulator sumSteps = 0
4. Loop until mst[f] all becomes true, meaning all foods are computed.
   1. Compute the minimum number of steps (s) needed from Pacman position to every food, ignore food with its mst is true.
   2. Set mst[f] = True, where f is the food with the minimum number of steps needed for Pacman to reach.
   3. Set Pacman position to f in step b.
   4. Add to sumSteps the s steps computed in a
   5. Go back to step a
5. After completing the loop return sumSteps as it is the minimum number of steps to reach the goal state from the current state. That is the heuristic.
6. Note: to compute the minimum number of steps between two positions (x1, y1) and (x2, y2), use the BFS method in the FourCornerProblem.py, it will compute the minimum distance.
7. Note: To speed up your program, create a lookup table for the number of steps needed between any two positions of Pacman and the foods and between any two foods positions. You can compute all number of steps between Pacman and any of the foods and between any two foods in advance in that lookup table before the search starts.

Answer the following questions:

1. Complete the code for heuristic method h, write down below the code for h:

def h(self, state):

# Note: state is of the form (pacman\_position, remaining\_food\_list)

# e.g., state = ((4, 2), [(1, 1), (1, 6), (6, 1), (6, 6)])

# getting the positions from the state passed into the function

        pacman\_pos, remaining\_dots = state

        if not remaining\_dots:

            return 0

        # accumulator

        sumSteps = 0

        # define and set each mst to false for every food item

        mst = {f: False for f in remaining\_dots}

        # set the current position to where pacman is currently located

        currentPosition = pacman\_pos

        # loop until all mst values are true (true == food has been reached and completed)

        while not all(mst.values()):

            pacman\_pos = currentPosition

            # initializing the minimum food value to none and the initial step value to a number that will be greater than the beginning distance

            minFood = None

            minSteps = float('inf')

            for food in remaining\_dots:

                # if mst is false, it will check the value, if not it will skip

                if not mst[food]:

                    # gets the number of steps between pacman and the position

                    steps = self.BFS(currentPosition, food)

                    if isinstance(steps, list):

                        stepCounter = len(steps)

                    else:

                        stepCounter = steps

                    # if it is the lowest, it will be set to the lowest

                    if stepCounter < minSteps:

                        minSteps = stepCounter

                        minFood = food

            # pacman's new position is at the food he just "ate"

            currentPosition = minFood

            # incrementing the number of steps calculated to the overall steps

            sumSteps += minSteps

            # sets the food found to have the minimum distance to True so it will not be recalculated

            mst[minFood] = True

        # returns the final number of steps (lowest amount) to reach all four food

        return sumSteps

Let us look at the FourCorners.py program, that consists of the following functions:

* bfs: that do the search using breadth first search.
* ucs: that do the search using uniform cost search
* AStar: that do the search using A\* search
* The main program that:
  + 1. Create an instance of the FourCornerProblem
    2. Call the AStar method
    3. Create an instance of the pacmanGraphics
    4. Setup the screen with a graphical maze.
    5. Execute the plan returned.

1. Complete the code for the main where it says complete the code here.
2. Complete the part in AStar where it see # Complete your code here.
3. Run the program on the file name ‘tinyCorners.txt’ and record the following:
   * + BFS:
     1. Number of nodes explored: 251
     2. Time to execute algorithm: 41.647911071777344 ms
     3. Plan length: 28
        + UCS:
   1. Number of nodes explored: 21
   2. Time to execute algorithm: 12.583494186401367 ms
   3. Plan length: 28
      * + A\*:
   4. Number of nodes explored: 4
   5. Time to execute algorithm: 21.04806900024414 ms
   6. Plan length: 28
   7. Change the file name to ‘mediumCorners.txt’, and record the following:
      * BFS:
4. Number of nodes explored: 1972
5. Time to execute algorithm: 122.40195274353027 ms
6. Plan length: 106
   * + - UCS:
   1. Number of nodes explored: 23
   2. Time to execute algorithm: 124.77946281433105 ms
   3. Plan length: 106
      * + A\*:
   4. Number of nodes explored: 6
   5. Time to execute algorithm: 156.2502384185791 ms
   6. Plan length: 106

Part 2:

The second part of the assignment, is using the A\* to collect the dots in a maze Given a maze as follows:
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Try the running the same program on the maze: ‘tinySearch.txt’. Record the following:

* BFS:
  1. Number of nodes explored: 5312
  2. Time to execute algorithm: 231.83178901672363 ms
  3. Plan length: 27
* UCS:
  1. Number of nodes explored: 3726
  2. Time to execute algorithm: 141.88909530639648 ms
  3. Plan length: 27
* A\*:
  1. Number of nodes explored: 12
  2. Time to execute algorithm: 127.8085708618164 ms
  3. Plan length: 27

Try running the same program on the maze: ‘smallSearch.txt”. Record the following:

* BFS:

1. Number of nodes explored: 69189
2. Time to execute algorithm: 56249.87244606018 ms
3. Plan length: 34

* UCS:

1. Number of nodes explored: 417717
2. Time to execute algorithm: 25145.04909515381 ms
3. Plan length: 34

* A\*:

1. Number of nodes explored: 26
2. Time to execute algorithm: 1774.775505065918 ms
3. Plan length: 34

Create a github repository then upload the completed programs FoutCornerProblem.py, FourCorners.py and this document “FourCornersAssignment.docx”, then post the link to the repository into Canvas assignment.