**Source file 구조**

1. 자바 파일의 이름은 반드시 .java 확장자로 끝나야 한다.
2. source안에 public인 top level class가 있다면 파일이름은 반드시 해당 class의 이름으로 되어야 한다.
   * public인 class가 2개 이상 하나의 파일에 존재 할 수 없으므로 이런 경우는 따로 만들어야 한다.
   * public인 class가 하나도 없다면 파일 이름은 어떤 class의 이름을 사용하여도 상관없다
   * 만약 public인 class가 존재하고 타 클래스가 main method를 가지고 있다면 public인 class의 이름으로 파일을 생성하여 main method를 가진 클래스를 호출해야한다.
3. source 파일의 구조는 문장에 따라서 순서가 정해져 있다.
   * package 선언문
   * import 문
   * class 정의문

**keyword**

1. 자바의 키워드는 모두 소문자이다.
   * abstract   do   implements   private   throw  
     boolean   double   import   protected   throws  
     break   else   instanceof   public   transient  
     byte   extends   int   return   true  
     case   false   interface   short   try  
     catch   final   long   static   void  
     char   finally   native   super   volatile  
     class   float   new   switch   while  
     continue   for   null   synchronized  
     default   if   package   this
2. C에서 많이 쓰이던 sizeof operator가 없다.
3. NULL, TRUE, FALSE와 같이 에서 keyword는 아니지만 #define 문으로 정의해서 사용하던 단어들도 소문자이다.
4. goto, const는 실제 구현은 되어있지 않으나 keyword로 등록되어 있다.

**identifier**

1. java identifier는 class name, method name, variable name, label등에 사용된다.
2. 첫번째 문저는 숫자가 아닌 단어로 시작해야 한다.
   * 특수 문자도 첫번째 문자로 올 수 있다.
3. 자바 keyword는 identifier로 사용할 수 없다.
   * keyword를 포함하는 단어는 사용할 수 있다.
4. 공백을  포함할 수 없다.
5. unicode를 지원하기 때문에 한글도 사용은 가능하다.
6. maximum length에 대한  제한이 없다.

**coding convention**

1. class & interface
   * 첫번째 문자 : 대문자
   * 단어와 단어의 연결 : 뒷 단어가 대문자로 시작
   * 명사
2. method & variable
   * 첫번째 문자 : 소문자
   * 단어와 단어의 연결 : 뒷 단어가 대문자로 시작
   * method는 동사, variable는 명사
3. constant
   * Primitive Data Type constant
     + 모두 대문자
     + 단어와 단어의 연결 : \_(underscore)로 연결
   * Reference Data Type constant
     + 대소문자 다같이 사용

**Data type**

1. Primitive Data Type
   * boolean, char, byte, short, int, long, float, double등 8개가 있다.
     + byte : 8bit (-128[-2^7]~127[2^7-1])
     + short : 16bit ( -2^15 ~ 2^15-1 )
     + int : 32bit (-2^31 ~ 2^31-1 )
     + long : 64bit (-2^63 ~ 2^63-1 )
     + float : 32bit 크기의 실수
     + double : 64bit 크기의 실수
     + boolean : true, false
     + char
       1. single quotes에 둘러쌓인 문자로 표현됨 (ex: 'e', 'g', '1'... )
       2. '\n', '\r', '\t', \u88ab' 형식 지원 (마지막은 유니코드 표현)
   * 실제 값을 갖는다.
   * 위의 Data Type은 이에 대한 정보가 Compiler에 내장되어 있어 선언과 함께 정의된 만큼의 메모리를 생성하게 된다.
2. Reference Data Type
   * 값이 저장되어 있는 메모리의 주소를 갖는다.
   * Type : Array, class, interface
   * 그때 그때마다의 정의에 따라 메모리 할당에 필요한 정보가 달라지기 때문에 선언과 생성이 분리되어 있다.
     + new operator를 사용하여 heap으로 부터 할당해서 사용할 수 있다

|  |
| --- |
|  |
| import java.util.\*;  class TestVar {      public static void main(String[] args) {          String msg;   //라인 1         msg = new String("sample 1"); //라인 2      }  } |
|  |

* + - 1번은 선언을 한 경우이며 이 경우는 메모리가 할당되지 않는다. 2의 라인에서 메모리가 할당된다.
    - 위의 선언은 new를 생략하고 간단히  "sample 1"이라고 해도 생성이 된다. 내부적으로는 new 연산이 적용이 된다.
  + array의 경우 [] 기로를 통해 해당 변수가 arrayType이라는 것을 알려주어야 하며, array는 특정 타입의 element들을 연속적으로 갖는 것이기 때문에 반드기 그 element의 type이 무엇인지 알려주어야 한다.

|  |
| --- |
|  |
| int intArray[];  String msgArray[], str; |
|  |

* + - []안에 절대 size 정보를 주면 안된다. 선언은 단지 어떤 타입의 array라는 것을 알려주는 것이므로 메모리가 할당되지 않는다.
    - String의 변수를 갖는 msgArray는 배열로 선언되었으나 str은 단지 String class type 변수이다.
    - array에 실질적인 메모리를 할당하기 위해서는 new 연산자가 사용되게 되며 이 때 size도 지정을 한다.

|  |
| --- |
|  |
| int intArray[] = new int[100]  double [] dArray, otherArray; dArray = new double[100]; otherArray = new double[200] |
|  |

* + - []가 변수 선언시 앞에 있으면 그 뒤에 나오는 변수들은 모두 배열이다.
    - 선언 후 size 지정을 통한 생성에 대한 명시를 하지않고 바로 변수를 할당 할 수 있다. 이 경우 배열의 갯수는 할당된 수 만큼 생성된다.

|  |
| --- |
|  |
| int intArray[] = {100, 200, 300}; |
|  |

* + 다차원 배열의 경우 2차 이상의 배열들은 각각 dynamic하게 size를 가질 수 있다.
  + 초기값
    - byte : 0
    - short : 0
    - int : 0
    - long : 0L
    - float : 0.0f
    - double : 0.0d
    - char : '\u0000'
    - boolean : false
    - Reference Data Type : null

**멤버변수와 지역변수**

* 멤버변수
  1. 해당 class 내에 method와 동등한 위치에 선언된 변수
  2. 해당 class 내 어디서든 참조 가능하고 한 class 안에서는 global하게 값이 유지된다.
  3. 단. static으로 선언된 method에서는 non static인 멤버 변수를 access 할 수 없다.
  4. 멤버 변수의 경우 선언된 후 별도로 초기값이 지정되지 않으면 선언한 에따라 default 값을 초기값으로 갖게 된다.
* 지역변수
  1. 해당 Class의 method 내에 선연된 변수
  2. 해당 method가 호출되었을 때 stack에 생성되었다가 수행이 완료되면 없어진다.
  3. 지역변수는 초기값이 자동적으로 주어지지 않는다. 따라서 초기화를 하지 않고 호출하면 지역 변수는 전부 error로 처리합니다.

위와 같은 차이가 나는 이유는 {}로 싸여진 변수의 범위가 다르기 때문이다.

{} 내에서 선언된 지역 변수는 {} 지역을 벗어나면 자동으로 삭제된다.

**매개변수 전달방식**

매개변수란?

1. method를 호출할 때 메소드 내로 값을 전달하기 위한 매개로 선언된 변수.
2. 무제한으로 매개변수를 선언 할 수 있다.
3. 매개 변수의 데이터 형을 맞추지 않으면 method는 호출할 수 없다.

* Primitive Data Type의 변수를 매개변수로 이용하는 경우
  1. call by value방식으로 전달이 된다.
  2. 변수에 할당된 메모리의 주소를 전달하는 것이 아니라 이와 똑같은 정보의 메모리 복사본이 새롭게 만들어져 호출되는 쪽에서 사용하도록 하는 것
* Reference Data Type의 변수를 매개변수로 이용하는 경우
  1. call by ref 방식으로 전달이 된다. (주소값이 복사되므로 실제적인 메모리에 대한 정보가 전달이 됨.)

**연산자**

a++, ++a

아래와 같은 예제가 있다.

|  |
| --- |
|  |
| int a = 1;  int b, c; b = ++a;  c = a++; |
|  |

위의 경우

b는 2,  a에도 2

c는 2, a는 3이 저장이 된다.

++이 앞에 있으면 그 뒤의 변수에 대해 우선 연산이 이루어진다.

++이 뒤에 있으면 그 앞부분의 연산이 먼저 이루어진다.

연산식

* int type보다 크기가 작은 숫자 type들은 연산식을 처리할 때 int로 Type Conversion을 하고 연산식을 처리한다.

따라서 아래의 경우는 compile error가 발생한다.

|  |
| --- |
|  |
| byte b1 = 64;  byte b2 = 4;  byte b3 = b1 \* b2; |
|  |

이유는 b1 \* b2의 결과가 int값의 결과값을 리턴하게 되는데 이 결과값을 byte type인 b3에 대입하려고 하기 때문이다.

이런경우 type Conversion을 해주어야 한다.

|  |
| --- |
|  |
| byte b1 = 64;  byte b2 = 4; byte b3 = byte(b1 \* b2); |
|  |

그러나 위의 경우는 b1과 b2의 곱이 byte의 값을 over했기 때문에 올바른 값이 b3에 들어가지 않게 된다.

* + 연산자는, 만약 한 operand만 Stirng이고 나머지가 String이 아닌 모든 경우(Primitive Data Type, Reference Data Type 모두), String이 아닌 다른 쪽이 무조건 String으로 conversion 된다.

instanceof 연산자

Reference Data Type에만 적용해서 쓸 수 있는 연산자로 그 object의 run-time type을 알아낼 수 있게 해준다.

&, |, &&, || 연산자

두 쌍의 연산자는 각각 같은 역할을 한다.

다만 &&와 ||는 해당 연산자의 왼쪽 조건이 부합되지 않는 조건이면 연산을 끝낸다.

따라서 일반적으로는 &&와 ||의 연산이 좀더 효율적이다.

**Type Conversion**

서로 다른 Data Type을 사용한 연산식은 연산을 실행하기 전, 둘 중 하나를 다른 하나의 Data Type에 맞게 전환한다.

이는 컴파일 때 뿐만이 아니라 run-time일 때에도 올바르게 되었는지 check를 한다.

강제 변환(Explicit Type Conversion)과 수동 변환 (Implicit Type Conversion)이 있다.

강제 변환은 변환될 type을 지정해주어 형을 변환하는 것이다.

수동변환

1. Primitive  Data Type은 컴파일할 때에 이미 Type Conversion이 일어난다.
2. int type보다 크기가 작은 숫자 type들은 연산식을 처리 할 때 int로 Type Conversion을 하고 연산식을 처리한다.
3. Primitive Data Type 중 boolean type을 제외한 모든 다른 type (char, byte, short, int, long, float, double)들은 boolean type으로의 전환이 불가능, (자바에서는 1=true라는 공식이 성립하지 않는다.)
4. 서로 다른 Data Type에 있어 Type Conversion은 보다 더 넓은 Data Type으로 전환이 자동으로 일어난다.
5. Primitive Data Type 간에 있어 자신보다 좁은 type으로의 Implicit Type Conversion은 절대 일어나지 않는다.

![사용자 삽입 이미지](data:image/gif;base64,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)

1. 위와 같은 크기 관계이지만 char와 short타입은 둘다 16bit로 크기는 같으나 char type은 unsigned인 관계로, 둘 사이는 Implicit Type Conversion이 일어나지 않는다.

**Class의 Type Conversion**

Class 간의 Type Conversion이 일어나기 위해서는 상위 클래스 중에 공통인 클래스가 존재해야 한다.

derived(sub) class의 type으로 선언된 변수가 base class의 type으로 생성된 object를 참조(포인트) 하도록 하는 문장은 일단 컴파일시 무사히 통과가 된다.

그러나 run-time일 때 유요한 Type Conversion인지 확인할 때에는 경우에 따라 다르다.

이를 통과하기 위한 조건은 base class type의 변수가 전환될 type의 class나 전환될 type의 class로부터 파생된 class의 instance를 정확히 갖고 있어야 한다.

**instanceof 연산자**

해당 클래스가 해당 object 타입인지 결과를 true, false로 리턴해준다.

|  |
| --- |
|  |
| [object] instanceof [object type] |
|  |

**Java에서의 modifier들**

선언을 통해 identifier를 compiler에게 알려주는 역할을 할 때 단순히 type 정보뿐만 아니라 그 이외에 좀 더 다양한 정보를 modfier를 통해 알려 줄 수 있다.

자바에서 제공하는 modifier는 크게 access modifier와 그 외 modifier로 나뉘어진다.

* access modifier
  + public, private, friendly, protected
* 그 외 modifier
  + final, static, abstract, native, synchronized, volatile, transient

modifier는 선언문에 쓰여지는데, 반드시 **Data Type 앞 쪽에 와야 한다.**

access modifier

주로 method나 member variables 선언시 사용하는 modifier

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | class 내부 | 같은 package의 다른 class | 다른 package의 상속 class | 다른 package의 다른 class |
| public | O | O | O | O |
| protected | O | O | O | X |
| (friendly) | O | O | X | X |
| private | O | X | X | X |

가장 헷갈리기 쉬운 것이 friendly와 private의 관계인데 friendly는 modifier의 명명자가 아닌 modifier를 지정하지 않았을 경우 기본적으로 적용되는 범위 지정을 뜻한다.

friendly와 private 둘다 다른 package의 상속된 class에서는 사용할 수 없으나

friendly는 같은 package내의 상속된 class는 사용할 수 있다.

그 외의 modifier들

* final
  1. class : class를 상속하는 것은 불가능
  2. method : 해당 method가 존재하는 class를 상속받은 class 내에 해당 method의 verride 불가
  3. member variable : 상수 선언
* abstract
  1. abstract로 정의 해야하는경우
     + class가 한 개 이상의 abstract 메소드를 갖고 있을 때
     + abstract class로부터 파생된 base class에 있는 abstract 메소드를 override로 구현하지 않았을 때
     + class가 interface로부터 파생되었는데 interface에 있는 전체 메소드를 구현하지 않았을 때
     + 해당 class를 상속받은 sub class에서는 객체를 생성할 수 있지만 기존의 class는 객체를 생성하지 않으려는 경우
* static
  1. member variable
     + class의 일반 멤버 변수는 new 연산자를 통해 instance를 만들 때 마다 (즉, object를 생성할 때 마다) 각각 메모리가 할당되어진다.
     + 그러나 class의 어떤 멤버 변수가 static으로 선언되어 있다면 그 멤버 변수는 정의된 class가 load되는 시점에 이미 유일한 메모리를 할당받게 된다.
     + 즉, 하나의 class에 대해 new 연산자를 이용하여 아무리 많은 instance를 생성한다고 해도 static으로 선언된 멤버 변수는 new 연산을 수행하기 전에 이미 메모리를 할당 받았으므로 static으로 선언된 멤버 변수에 대해 object 생성시 추가적인 메모리 할당은 없는 것이다.
     + 이러한 변수를 class 변수라고 한다.
     + 이렇게 static으로 정의된  멤버 변수는, instance와 상관없이 만들어지고 유지되기 때문에 자바에서 class wide global 변수로서의 역할을 한다.
  2. method
     + 해당 메소드가 각 클래스마다 새로운 메소드 호출이 아닌 동일한 메소드가 호출되게 되어진다.
     + 따라서 static으로 선언된 method는 instance를 생성하지 않아도 사용이 가능하다.
     + 이와 같은 특성상 주의해야 할 사항이 있다.
       1. static으로 선언된 메소드에서는 non static인 멤버 변수를 access할 수 없다. 일반적인 멤버 변수는 new 연산자에 의해 instance가 생성될 때에야 비로소 메모리에 할당 받기 때문이다.
       2. this란 class안에서 자신의 reference를 의미하는 keyword이다. 따라서 this는 생성된 instance가 없으면 존재할 수 없으므로 static으로 선언된 method에서는 this라는 keyword를 사용할 수 없다.
       3. static으로 선언된 메소드를 파생된 class에서 override를 통해 일반 메소드로 바꿀 수 없다.
  3. static initializer block
     + block  '**{**' 와 '**}**' 앞에 static modifier를 붙인 형태를 말한다.
     + class 내에 위치하며 method 외에 위치한다.
     + method처럼 호출될 수 있는 형태가 아니며 class가 load되는 시점에 한번 실행되게 되어있다. 즉 instance 생성과 무관하다.
     + static initializer block이 여러 개 존재한다면 class가 load되는 시점에 나타나는 순서대로 차례로 실행이 된다.
     + 실행 순서
       1. 멤버 변수
       2. static initializer block
       3. main method 호출
          1. main method에서 자신의 instance 생성시 또는 외부 class에서 해당 class의 instance 생성시 constructor 호출
  4. native modifier
     + method를 선언할 때 사용
     + native로 선언된 메소드는 abstract처럼 선언부만 가지며 이 메소드의 body 부분은 통상 자바가 아닌 다른 언어(주로 C언어)로 만들어진다.
     + 이러한 개념은 platform dependent한 코드 부분을 자바와 연결시키는 방법으로 많이 이용되고 있다.
  5. transient modifier
     + Java에는 serialize를 하게 해주는 ObjectInputStream과 ObjectOutputStream 같은 특별한 stream이 있다. 만약 어떤 메소드가 serializable 하다면, ObjectOutputStream이 제공하고 있는 writeObject 메소드를 이용하여 이 class의 object 상태를 persistent한 위치에 object 단위로 저장할 수 있다. transient modifier는 이러한 과정중에 serializable한 변수에서 제외 시키는 기능을 한다.

|  |
| --- |
|  |
| class Account implements Serializable {      String name;      int balance;      transient String passwd;  } |
|  |

* + - 위와 같은 경우 name과 balance 변수는 멤버변수로서 그 변수가 직렬화(serializable) 과정에 저장이 되지만 passwd는 저장이 되지 않는다.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | class | method | member variable | local variable |
| public | O | O | O | X |
| protected | X | O | O | X |
| (friendly) | O | O | O | X |
| priavte | X | O | O | X |
| final | O | O | O | O |
| abstract | O | O | X | X |
| static | X | O | O | X |
| native | X | O | X | X |
| transient | X | X | O | X |
| synchronized | X | O | X | X |

modifier 사용대상

**조건 분기문**

자바에서는 if구문을 사용할 때 true = 1, false = 0으로 인식을 하지 않으므로 true와 false에 대한 결과값에 대해 명시를 해주어야 한다. 따라서 다음과 같은 구문은 오류가 발생한다.

|  |
| --- |
|  |
| int count = 0;  if (count) {      System.out.println("true state");  } |
|  |

위와 같은 구문은 아래와 같이 수정해주어야 한다.

|  |
| --- |
|  |
| int count = 0;  if (count != 0) {      System.out.println("true state");  } |
|  |

switch 구문은 다음과 같다.

|  |
| --- |
|  |
| switch (expression) {      case value1 : 문장(들);          break;      case value2 : 문장(들);          break;      case valueN : 문장(들);          break;      default : 문장(들);          break;  } |
|  |

for 구문은 다음과 같다.

|  |
| --- |
|  |
| for (init\_expr; boolean expr; alter\_expr)      문장 or block (중괄호{}로 감싸인 여러 문장들); |
|  |

whlie 구문은 다음과 같다.

|  |
| --- |
|  |
| while (boolean\_exp)      문장 or block (중괄호{}로 감싸인 여러 문장들); |
|  |

do whlie 구문은 다음과 같다.

|  |
| --- |
|  |
| do 문장 or block (중괄호{}로 감싸인 여러 문장들);      while (boolean\_exp); |
|  |

while 문과 do while문의 차이는 while 문은 boolean\_exp의 조건에 따라 한번도 실행되지 않을 수 있는 반면 do while문은 무조건 실행이 된 후 조건을 비교하게 된다는 점이다.

이외의 구문으로

break문은 현재 위치에서 가장 가까운 block을 벗어나기 위해 사용되는 문장이며

continnue 문은 자신이 포함된 반복문의 시작위치로 jump하여 새롭게 조건을 비교하도록 하고자 할 때 사용된다.

**예외처리**

자바에서는 프로그래밍에서 발생할 수 있는 문제를 두가지로 구분하여 처리를 한다.

1. 화면에 잘못된 메세지를 보내주소 실행을 멈출 만큼 프로그램 자체에 문제가 있는 것은 **error**로 분류.
   * Error class에서 파생된 class 형태로 error를 처리. (OutOfMemoryError, StackOverflowError 등)
   * error에 대한 처리코드가 명확하게 정의되어 있지 않아도 컴파일 할 때 문제삼지 않음
2. 문제가 발생될 것이 예측되어 프로그램 과정 중에 잡아낼 수 있는 문제들은 **exception**(예외)로 간주
   * exception또한 class로 다루어진다.
   * 자바의 모든 예외 class들은 java.lang package의 Exception class에서 파생되며 java.lang package가 자동으로 import되며 Exception class도 자동 import 된다.

Exception의 종류

1. RuntimeException class에서 파생된 예외들
   * 주로 프로그래머의 부주의로 발생되는 예외 (array bound를 벗어나거나 null pointer를 사용하거나 등등...)
2. Exception class에서 파생된 예외들
   * 주로 사용자가 잘못 사용할 수도 있기 때문에 발생하는 예외 (파일명을 잘못 입력하는 식의 오류)

Exception의 처리

1. try-catch구문에 의해 처리되거나
2. 발생된 메소드의 밖으로 처리를 던질수 있다.
   * 예외 처리를 던진다는 것은 곧 인위적 예외 발생도 가능하다는 말이다.
   * 또한 던질 대상이 될 예외 클래스를 지정할 수 있으므로 사용자 지정 예외 처리 클래스도 존재한다는 말이다.

try, catch, finally 구문

|  |
| --- |
|  |
| try {      구문;  }  catch (ExceptionType1 e) {      복구 routine1;  }  catch (ExceptionType2 e) {      복구 routine2;  }  catch (ExceptionType3 e) {      복구 routine3;  }  finally {      구문;  } |
|  |

* + try 블럭 안쪽의 구문을 실행하는 동안 아무런 예외(exception)이 발생하지 않았다면, catch 블럭은 실행되지 않는다.
  + try 블럭 안쪽의 구문에서 예외가 발생되면 catch문 중 해당 발생된 예외를 잡는 블럭 안으로 흐름이 이동되며 해당 catch 블럭의 구문이 수행이 된 후 다시 흐름이 외부로 이동된다.
  + 예외가 catch에서 중복 해당하는 경우 가장 순서가 위쪽에 나열된 catch 블럭을 수행하며 더이상의 catch 블럭의 처리는 없다. (하나의 예외에 대해서 수행되는 catch 블럭은 하나이다.)
  + finally 블럭은 생략가능하며, 존재하는 경우 예외 발생 여부와 상관없이 무조건 실행이 된다.
    - 혹 발생하지 않는 경우가 있을 수는 있다.
      1. try 블럭을 실행시키는 thread가 dead상태가 되었을 때
      2. try 블럭에서 System.exit()가 호출되어 프로그램이 종료될 때
      3. CPU 전원이 끊겼을 때
      4. finally 블럭이 끝나기 전에 안에서 또 다른 예외가 발생했을 때

인위적으로 예외 발생하기.

위에서 언급한 방법은 프로그램 실행중 try 블럭 내에서 예외가 발생시 catch로 예외 상황에 대한 처리를 맡기는 것인데 객체를 생성한 대상 클래스 내의 메소드에서 예외가 발생한 경우 해당 예외에 대한 처리를 해당 객체를 생성한 클래스와 같은 상위 클래스로 던질 수 있다.

이때 사용하는 구문이 throws, throw 이다.

**throw**는 인위적으로 예외를 발생시키는 keyword이며 만약 throw문이 try문 안에서 사용되었다면 당연히 이에 매칭되는 catch 문에서 throw에 의해 던져진 예외를 잡을 것이다.

그러나 호출된 메소드에서 try, catch구문의 사용없이 throw를 통해 예외를 던졌다면 그 순간 수행이 중단되며, 어디선가 이 예외를 잡아(catch) 처리하는 루틴, 즉 try, catch문이 있는 곳까지 (호출관계가 누적된 stack의 정보를 참조하여) 예외는 상위로 전달이 될 것이다.

이 경우 **throws**는 컴파일러에게 "이 메소드에서는 이런 예외가 throw를 이용하여 던져질 수 있다."는 것을 알려주는 keyword로, 메소드의 선언부에 사용된다.

구문은 다음과 같이 사용한다.

|  |
| --- |
|  |
| class {      method() throws 예외이름 {          throw new 예외이름();      }  } |
|  |

위와 같이 사용하면 해당 예외이름의 예외를 상위 클래스에서 찾아서 처리를 하게 되며 상위 클래스에도 해당 예외처리가 없다면 그 상위로 다시 던지게 된다.

이 경우 만약 중간에 있는 메소드 내에서 실행중 오류가 발생되고 상위로 해당 오류에 대한 exception처리를 던지는 경우 상위 메소드의 exception처리 후 finally가 실행되며 중간에 있는 메소드의 오류 발생 이후의 연산은 처리가 되지 않는다.

**객체지향의 개념**

객체가 가지는 구성요소는 2가지가 있다.

1. 상태 (state, attribute)
   * 객체가 가지고 있는 속성 또는 특성. 객체의 정적인 부분
2. 행동 (behavior, action)
   * 객체가 가지고 있는 기능 또는 행동, 객체의 동적인 부분

이러한 객체를 소프트웨어적으로 표현하기 위한 방법 중의 하나가 객체지향방법이며, 이 객체지향방법에서 나타내는 몇가지 특징들을 살펴보면 다음과 같다.

* 캡슐화 (Encapsulation)
  + 상태 정보를 저장하고 있는 변수와 상태를 변경하거나 서비스를 수행하는 메소드를 하나의 소프트웨어 묶음으로 캡슐화한다.  
    캡슐화는 소프트웨어의 개발자에게 높은 모듈성(modulatiry)과 정보은닉(information hiding) 등 두가지 이득을 제공해 준다.
  + 모듈성이 높아지면 다른 객체의 내용 변경과 연관이 적어져서 재사용성과 유지보수성을 높일 수 있다.
  + 이러한 캡슐화된 부분은 접근 권한을 어떻게 부여하느냐에 따라서 다른 객체가 접근할 수 있는지를 결정하게 된다.
* 다형성 (Polymorphism)
  + 하나의 객체가 여러 형태로 나타날 수 있거나 여러개의 class가 같은 메세지에 대해서 각자의 방법으로 작용함을 의미한다.  
    즉, 같은 이름을 갖는 여러가지 형태가 존재한다는 것이다.
  + 자바에서는 연산자 overloading이 없으며 메소드 overloading과 메소드 overriding을 제공한다.
  + 자바에서는 아직 형태가 결정되지 않은 interface를 두고 이 interface를 상속받아 다른 형태가 나타나도록 하고 있다.
* 상속 (Inheritance)
  + 하나의 class로 캡슐화된 정보가 다른 class에서도 사용되어야 한다면 새롭게 정의할 class는 기존의 class에 포함된 정보와 중복된다.  
    이렇게 중복되는 정보는 새롭게 정의하는 class에서 기존의 정의된 class에 포함된 정보를 이용함으로써 그 정보를 가지게 되는데 이것을 상속이라 한다.
  + 즉 상속은 새롭게 정의할 class에서 이미 존재하는 class의 속성을 그대로 가질 수 있으며 이를 바탕으로 필요한 속성만 추가하여 정의하는 방법이다.  
    이 때 새로 정의되는 class를 sub class, 기존의 클래스를 super class라고 한다.

**class의 개념**

class란 어떤 특정 종류의 모든 객체들에 대해 일반적으로 적용할 수 있는 변수와 메소드를 정의하고 있는 소프트웨어적인 설계도 (blueprint) 또는 프로토타입 (prototype)이라 할 수 있다.

다시 말해서, 실세계에 존재하는 객체들이 가질 수 있는 상태와 행동들에 대해 소프트웨어적으로 추상화 (abstraction) 해 놓은 것이 class 이다.

객체가 갖는 상태를 변수로 정의하고, 행동을 메소드로 정의할 수 있다.

그리고 이를 하나의 묶음으로 캡술화 하기 위해 "class { }"와 같이 정의할 수 있다.

이렇게 정의된 class르르 실제 객체로 생성할 수 있고, 객체를 선언하는 방법은 기본 데이터 형에 대한 변수를 선언하는 것과 같다.

다시 말해서 class형에 대한 변수를 선언한다고 생각할 수 있다.

자바에서 객체생성은 다음과 같다.

|  |
| --- |
|  |
| class이름 객체이름 = new class이름();  또는  class이름 객체이름;  객체이름 = new class이름(); |
|  |

자바에서 class에 대한 객체 (인스턴스)를 선언하고 생성하기 위해

1. class에 대한 변수를 선언함과 동시에 생성하는 방법
2. class에 대한 변수를 선언하고 나중에 필요할 때 객체 (인스턴스)를 생성하는 방법

두가지 방법이 있다.

자바에서는 이러한 class에 대한 변수를 참조형 변수라 하고, 참조형은 반드시 new 연산자를 이용하여 메모리 공간을 할당해 주어야 한다.

자바에서 말하는 class란 object를 만들어내기 위한 틀이다.

class는 element의 집합을 정의(선언)한 것이고, 이러한 정의에 근거하여 메모리를 할당받은 것이 object이다. 틀이 아니고 틀에 의해 만들어진 실체가 object인 것이다.

보통 class를 표현하는 명사나 형용사(attribute)는 멤버 변수로, 동사(behavior)는 메소드로 class 내에 표현이 된다.

**class들 간의 관계**

1. 상속의 관계 ("is a" 관계)
   * 상속의 관계인 두 class에 있어, sub class의 object를 생성하면 extends 된 super class의 object도 함께 생성되는 것이다.
2. 포함의 관계 ("has a" 관계)
   * 포함의 관계인 경우 포함을 하고 있는 클래스의 객체가 생성이 된다고 하더라도 이에 포함된 class의 object가 만들어지는 것은 아니다.
   * 포함의 관계에서는 상위 클래스가 호출시 포함을 시킬 클래스의 object를 생성하는 형식으로 객체 내부에 포함되는 객체를 생성해준다.

**this와 super**

this는 object 안에서 자신을 참조할 때 사용

super는 상위 class의 object를 참조할 때 사용

위의 두 keyword는 생성된  object 내에서 사용되는 것이기 때문에 static으로 선언된 메소드에서는 사용될 수 없다.

1. this는 객체 자신에 대한 참조값을 가지고 super는 객체를 상속해준 super class 타입의 객체에 대한 참조값을 가진다.
2. 메소드 내에서만 사용된다.
3. 매개변수와 객체 자신이 가지고 있는 변수의 이름이 같을 경우 또는 객체 자신의 변수 이름과 객체의 superclass로부터 상속받아 가진 변수의 이름이 같을 때, 이를 구분하기 위해 자신이 가지고 있는 변수앞에 this나 super를 사용한다.
4. 객체 자신이나 super class 타입의 객체에 대한 참조값을 ㅡ메소드에 전달하거나 리턴해주기 위해 사용하기도 한다.
5. this나 super를 사용함으로써, 모호하지 않고 좀더 명확한 프로그램을 작성할 수 있다.

**package 선언**

1. class들을 하나의 묶음(그룹) 단위로 구성한다.
2. class들을 묶음 단위로 제공하여, 필요할 때만 사용할 수 있게 한다.
3. class 이름의 혼란을 막아서 충돌을 방지한다.
4. package 이름과 함께 class 이름을 사용함으로써 class를 효율적으로 관리할 수 있다.
5. class를 관련이 있는 것끼리 묶어놓음으로써, 필요한 class의 식별이 용이하게 한다.
6. package 단위의 접근 권한을 지정할 수 있고, 이를 통하여 class만 있는 경우보다 더욱 다양한 접근 권한을 제어할 수 있다.
7. 하나의 class는 하나의 package에 속해야 한다.

**자바표준 패키지 : 자바 API**

자바는 J2SDK에서 정의된 많은 연관된 class들을 package로 묶어 제공하여, 필요에 따라 사용자가 import하여 사용할 수 있다.

이러한 미리 제공된 class package들을 자바 API (Java Application Programming Interface)라 한다.

자주 사용하는 자바 API Package는 다음과 같다.

* java.applet
  + Java Applet Package. 애플릿 제작 및 브라우저와 애플릿의 상호작용 등을 제공하는 Applet class와 interface를 포함하고 있다.
* java.awt
  + Java Abstract Windowing Toolkit Package. 그래픽 사용자 인터페이스의 제작과 관리에 필요한 모든 class와 interface를 포함하고 있다.
* java.awt.event
  + Java AWT Event Package. 이벤트 처리를 해주는 class와 interface를 포함하고 있다.
* java.io
  + Java Input/Output Package. 데이터를 입력받고 출력할 수 있도록 하는 class를 포함하고 있다.
* java.lang
  + Java Language Package. 이 package는 특별히 지정하지 않아도 자동으로 import된다. 자바 프로그램들이 기본적이니 언어차원에서 필요로 하는 class와 interface를 포함하고 있다.
* java.sql
  + Java Structured Query Language Package. 프로그램이 데이터베이스와 정보를 교환하기 위한 class와 interface를 포함하고 있다.
* java.util
  + Java Utilities Package. 날짜/시간 조작, 난수 발생, 문자열의 토큰화 등과 관련된 각종 유틸리티 class와 interface를 포함하고 있다.

**Method overloading**

Method overloading은 매개변수의 type이나 개수를 다르게 하여, method 이름이 같은 또다른 메소드를 정의할 수 있는 개념이다.

실제로 method 이름이란 프로그래머에게 보여지는 것이고, 내부적으로는 package명, class명, 매개변수 type, 매개변수 개수 등의 정보들이 method를 구별짓는데 영향을 주게 되어있다.

따라서 엄밀히 말하면 단순히 이름이 똑같다고 똑같은 함수는 아닌 것이다.

하지만 return type이나 modifier의 종류, exception 선언등과 같은 것들은 method를 구별짓는데 아무 영향도 줄 수 없기에, 다른 것은 다 똑같으며 이것들이 달라진다는 것은 overloading라고 할 수 없다.

method overloading의 규칙은 다음과 같다.

1. overloading이 된 메소드를 호출할 때 넘겨주는 매개변수 값에 의해 widen promotion이 일어난다.
2. return type, access modifier, exception 선언은 overloading에 전혀 영향을 미치지 않는다.

**Method overriding**

파생된 class는 이미 super (base) class가 가지고 있는 method들을 상속받아서 가지고 있게 된다.

이러한 상황에서, super (base) class에 정의된 method와 동일한 이름의 method를 파생된 class에서 재정의할 수 있게 하는 것이 바로 메소드 overriding이다.

이 때 재정의되는 method는 (overloading과는 달리) return type과 매개변수 갯수, type들의 선언부를 완전히 똑같이 만들어야만 한다.

이 개념은 super class에서 정의해놓은 method의 body(구현) 부분으르 파생된 class에서 다시 정의하여 사용하겠다는 것이다. 즉, super class 코드를 바탕으로 새로운 기능을 추가하거나, 수정할 수 있게 해주는 것이다.

method overriding의 규칙은 다음과 같다.

1. access modifier는 파생된 class에서 access 범위가 넓어지는 쪽으로는 변경이 가능하다. 하지만 좁혀지게는 재정의 할 수 없다.
   * private < (friendly) < protected < public
2. 더 많은 예외(exception)을 던질 수 없다. 즉 줄이거나 같게만 가능하다.

**Constructor (생성자)**

생성자는 이미 method 이름이 정해져 있는 method(class 명과 동일)이며, 다른 method처럼 class의 object가 만들어진 후 필요에 따라 언제든지 호출할 수 있는 것이 아니라, object가 만들어지는 순간 딱 한번만 수행되는 method이다.

주로 object 멤버 변수들의 초기화에 관련된 작업을 수행한다.

constructor를 선언하지 않은 경우 default constructor가 수행이 되며 이 default constructor는 아무런 동작을 하지 않는다.

constructor overriding

만약 constructor가 선언이 되어있고 해당 constructor의 매개변수와 호출한 object의 매개변수의 type이나 개수가 다른 경우 error가 발생된다.

이런 경우 constructor도 overloading이 가능하므로 this()로 다른 constructor를 호출하는 것이 가능하다. 이에 대한 예제는 아래와 같다.

|  |
| --- |
|  |
| class Employee {      String name;      float salary;      Employee(String name, float f) { //constructor          this.name = name;          this.salary = f;      }      Employee() { //constructor          this("unknown", 0.0f);      }      //...  } |
|  |

위와 같이 Employee class를 정의한 경우

|  |
| --- |
|  |
| Employee someone = new Employee(); |
|  |

와 같은 문장에 의해

|  |
| --- |
|  |
| Employee("unknown", 0.0f); |
|  |

가 호출이 된다. 이 때, this()는 항상 첫번째 문장으로 불려져야 한다.

부모 클래스의 constructor 호출

파생된 object가 생성될 때 base class의 object도 같이 생성이 된다. 이러한 작업에 사용되는 것이 super()이다.

super는 원래 참조형 상수이지만 constructor를 호출하는 메소드처럼 사용할 수 있다.

파생된 object가 생성될 때, 파생된 class의 constructor에서 특별한 지정이 없었다면, base class의 object를 생성하기 위한 base class의 default constructor가 호출되어진다.

이 때에도 상위 클래스의 constructor의 호출에 대한 언급이 없다면 기본적으로 상위클래스의 default constructor(매개 변수가 없는 constructor)를 호출하게 되므로 해당 constructor가 있는지, 또는 원하는 상위 클래스의 constructor를 호출하였는지에 대한 확인이 필요하다.

이때 상위 constructor를 호출할 때 사용하는 것이 super(); 이다.

**member 변수의 초기화 순서**

new 연산자에 의해 어떤 class의 object가 만들어 질 때

1. object 크기 만큼 memory가 할당된다.
2. 할당되면서 멤버변수들에게 초기값을 주지 않았을 때 갖는 default 값이 대입된다.
   * 만약 이 object가 파생된 class에 대한 것이었다면, base class의 object도 만들어지며 위 1, 2번과 같은 진행을 거친 후, base class 부터 다음과 같은 방식으로 초기화가 진행이 된다.
     + 맴버 변수를 선언하면서 지정한 초기값이 있을 경우 이 값이 대입된다.
     + 지정된 constructor에 의해 초기화가 발생된다.
3. 멤버 변수를 선언하면서 지정한 초기값이 있을 경우 이 값이 대입된다.
4. 지정된 constructor에 의해 초기화가 발생된다.

즉, 최종적으로는 constructor에 의해 초기값이 영향을 받게 된다.

**Inheritance (상속)**

모든 객체지향 기반의 환경에서는 class를 기반으로 하는 프로그래밍이 이루어지며 각 class간의 관계는 상속과 포함으로 이루어진다고 하였다.

전혀 새로운 독립적인 class를 무조건 만들어내기보다는 기존에 존재하는 class 중 상속("is a") 관계를 갖는 class를 찾아서, 그것을 바탕으로 기본속성은 상속받고 새로운 기능만 파생된 class에 추가해서 넣는다면, 보다 효율적으로 system을 구축할 수 있다.

즉, 상속은 객체지향에서 주장하는 code의 재사용성을 제공해준다.

자바의 class들은 run-time에 동적으로 binding 되기 때문에 (base class와 derived class가 다른 파일에 저장되어 있을 경우) bass class에 새로운 멤버 변수나 메소드를 추가하거나 기존 코드를 변경시킨다 해도, 이미 컴파일 되어 있던 파생 class를 다시 컴파일 시키지 않아도 된다. (왜냐하면 run-time에 파생된 class들이 메모리를 할당받을 때 변경된 base class도 메모리를 할당받게 되므로 변경된 정보를 그대로 상속받을 수 있는 것이다.)

이것은 maintenance와 reliability라는 측면에서도 커다란 개선 효과를 가져다 준다.

자바에서 상속을 명시하는 keyword는 'extends' 이다.

자바는 single inheritance (단일 상속) 만을 허용한다.

**Polymorphism (다형성)**

같은 class type의 object가 동일한 이름의 method를 호출했음에도 불구하고, (상속과 overriding된 method로 인해) 경우에 따라 서로 다른 기능의 method가 동작되는 것을 다형성이라 한다.

이에 관련이 있는 것이 바로 binding 시점인데

* C++, Java와 같은 객체 지향 언어의 경우 run-time binding이 발생
* C의 경우 compile time binding이 발생

위와 같은 시점의 차이가 있다.

만약 아래와 같은 선언이 있다고 하자.

|  |
| --- |
|  |
| A test = new B();  test.method(); |
|  |

C의 경우 compile 단계에서 binding이 일어나므로 선언된 type인 A라는 type으로 메모리가 할당이 되어 A에 존재하는 method()가 호출이 된다.

그러나 C++, Java의 경우 run-time 단계에서 binding이 일어나므로 선언은 A로 되어 있어도 new로 정의된 정보에 대하여 메모리 할당이 발생이 되어 B에 존재하는 method()가 호출이 된다.

결국 종속된 class을 new를 통해 지정해 주게 되면 해당 class의 method가 호출이 되어 다형성이 이루어지게 된다.

다형성은 method에 대해 동작되므로 멤버변수에 발생하지는 않는다.

결국 instance 변수와 class 변수는 재정의가 되어 다형성이 이루어지지 않는 것이다.

또한 instance 변수와 class 변수, class method가 은닉된 경우는 재정의 될 수 없다.

**Heterogeneous collection class**

array 배열을 이용해 class의 선언도 가능하다.

이는 다형성이 가능하기 때문에 가능한 것이기도 하다.

|  |
| --- |
|  |
| GeoShape list[] = new GeoShape[5];  list[0] = new Rectangle();  list[1] = new GeoShape();  list[2] = new Circle();  list[3] = new Rectangle();  list[4] = new GeoShape(); |
|  |

위와 같이 배열로 부모 class 객체에 대해 선언을 하고 각 배열을 해당 class의 자식 class로 생성을 해줄 수 있다.

마찬가지로 배열의 특성을 이용해 해당 class들의 method를 호출 할 수 있다.

|  |
| --- |
|  |
| for(int i=0; i < list.length; i++) {      list[i].method();  } |
|  |

만약 자식 class 내에 해당 method()가 존재하지 않는 경우 에러가 발생하게 된다. 이런 경우를 부모 class에서 해당 method()를 abstract method로 선언을 하고 자식 class에서 구현을 하는 식으로 정해놓으면 이러한 문제가 발생할 염려가 없다.

이것처럼 불특정한 대상들을 묶어서 관리하기 위한 interface를 자바에서는 제공해주고 있다.

|  |  |  |
| --- | --- | --- |
| interface | 특징 | 구현 class |
| Set | 데이터 순서와 무관  데이터의 중복 불허 | HashSet, TreeSet |
| List | 데이터의 순서 관리  데이터의 중복 허용 | ArrayList, LinkedList, Vector |
| Map | 키(key)와 값을 묶어서 관리  키(key)의 중복 불허 | HashMap, TreeMap, Hashtable |

각 interface에 정의되어 있는 주요 method는 다음과 같다.

Set

|  |  |
| --- | --- |
| size() | Set의 요소 개수를 리턴 |
| isEmpty() | Set이 비어있는지 여부 리턴 |
| contains() | Set에 특정 원소가 포함되어 있는지 여부 리턴 |
| add() | Set에 특정 원소를 추가 |
| remove() | Set에서 특정 원소를 제거 |

List

|  |  |
| --- | --- |
| get() | 지정한 위치에 있는 데이터를 리턴 |
| set() | 지정한 위치에 있는 데이터를 변경 |
| add() | 지정한 위치에 데이터를 추가 |
| remove() | 지정한 위치에서 데이터를 제거 |
| indexOf() | 지정한 데이터가 있는 처음 위치를 리턴 |
| lastIndexOf() | 지정한 데이터가 있는 마지막 위치를 리턴 |
| subList() | 지정된 범위에 해당하는 부분 List를 리턴 |

Map

|  |  |
| --- | --- |
| put() | 키(key)와 값으로 구성된 새로운 데이터를 추가 |
| get() | 지정한 키(key)에 해당하는 데이터를 리턴 |
| remove() | 지정한 키(key)에 해당하는 데이터를 삭제 |
| containsKey() | 지정한 키(key)가 존재하는지 여부를 리턴 |
| containsValue() | 지정한 값이 존재하는지 여부를 리턴 |
| size() | Map의 요소 개수를 리턴 |
| isEmpty() | Map이 비어있는지 여부를 리턴 |

Vector class

array를 생성할 때, 그 길이가 정해지고, 저장하려는 원소(element)의 형태가 같아야 한다는 단점이 있다.

vector는 다양한 형의 원소를 저장 가능하며, 그 길이 또한 가변적이라는 장점을 가지고 있다.

vector의 주요 method는 다음과 같다.

* void add(int index, Object element): 객체를 해당 index에 추가합니다.
* boolean add(Object o): 객체를 현재 Vector의 끝에 추가합니다.
* boolean addAll(Collection c): 주어진 Collection의 모든 객체를 추가합니다.
* boolean addAll(int index, Collection c) : 주어진 Collection의 모든 객체를 index 위치에 추가합니다.
* void addElement(Object obj): 객체를 추가합니다.
* int capacity(): 이 객체의 용량을 얻습니다.
* void clear(): Vector 내의 모든 객체를 제거합니다.
* boolean contains(Object elem): 객체를 포함하고 있는지를 얻습니다.
* boolean containsAll(Collection c) : Collection 내의 객체들을 포함하고 있는지를 알아봅니다.
* Object elementAt(int index): 해당 index에 있는 객체를 얻습니다.
* Enumeration elements(): 이 Vector에 대한 Enumeration 객체를 가져옵니다.
* Object firstElement(): 첫 번째 객체를 가져옵니다.
* Object get(int index): 해당 index 위치에 있는 객체를 가져옵니다.
* int indexOf(Object elem): 객체의 위치를 가져옵니다.
* int indexOf(Object elem, int index) : 해당 index 위치에서로부터 해당 객체가 처음 나오는 index를 가져옵니다.
* void insertElementAt(Object obj, int index): 해당 index에 객체를 삽입합니다.
* boolean isEmpty(): Vector가 비어있는지를 알 수 있습니다.
* Object lastElement(): Vector내의 마지막 객체를 가져옵니다.
* int lastIndexOf(Object elem): Vector 내에서 객체의 마지막 index를 얻습니다.
* int lastIndexOf(Object elem, int index) : 해당 index로부터 마지막의 객체 index를 가져옵니다.
* Object remove(int index): 해당 index의 객체를 제거합니다.
* boolean remove(Object o): 객체를 제거합니다.
* boolean removeAll(Collection c): Collection에 있는 모든 객체를 제거합니다.
* void removeAllElements(): Vector 내의 모든 객체를 제거합니다.
* boolean removeElement(Object obj): 객체를 제거합니다.
* void removeElementAt(int index): 해당 index의 객체를 제거합니다.
* boolean retainAll(Collection c): Collection에 있는 객체들을 보존합니다.
* Object set(int index, Object element): 해당 index의 객체를 대체합니다.

Stack class

Stack은 LIFO(Last In First Out) 방식으로 객체를 추가, 삭제하는 자료구조이다.

Vector 클래스를 상속하는 class로서, stack의 고유 기능인 push, pop, top, empty등과 같은 연산기능을 가진 method를 제공해준다.

stack의 주요 method는 다음과 같다.

* boolean empty(): Stack이 현재 아무 것도 저장되어 있지 않은지를 검사합니다.
* Object peek(): Stack의 top에 있는 원소를 가져옵니다.
* Object pop() : Stack의 top에 있는 원소를 가져오고 top의 위치를 하나 감소시킵니다.
* Object push(Object item): Stack에 새로운 원소를 저장합니다.
* int search(Object o): 원소의 위치를 가져옵니다.

Enumeration Interface

여러개의 원소들을 포함하는 객체에 대해 정의하고 있는 interface이다. Vector에서 처럼 각 원소에 접근할 때 그 원소의 데이터 형으로 전환하는 코드가 없어도 된다.

Enumeration interface에서 제공하는 주요 method는 다음과 같다.

* boolean hasMoreElements() : 더 이상 원소가 존재하는지를 검사한다.
* Object nextElement() : Enumeration 내의 현재 원소 다음의 원소를 가져온다.

다음과 같이 사용한다.

|  |
| --- |
|  |
| for (Enumeration e = v.elements() ; e.hasMoreElements(); ) {      System.out.println(e.nextElement());  } |
|  |

Iterator interface

Enumeration interface를 대체하기 위한 것으로 주요 method는 다음과 같다.

* boolean hasNext() : 더 이상의 원소가 존재하는지를 얻는다.
* Object next() : 현재 위치 다음에 있는 원소를 가져온다.
* void remove() : Iterator 내의 마지막 원소를 제거한다.

다음과 같이 사용한다.

|  |
| --- |
|  |
| for (Iterator i = v.iterator(); i.hasNext(); ) {      System.out.println(i.next());  } |
|  |

**Interface**

프로그래밍 과정중에 만들어지는 method들의 정의를 표준화 시키기 위한 툴

class와 동일하게 멤버 변수와 메소드를 갖는 구조로 선언이 된다.

class와의 차이점

1. 모든 member variable은 public static final로 선언되어야만 한다.
   * interface의 member variable은 단지 상수로만 사용이 된다.
   * 선언을 해주지 않아도 자동으로 public static final로 선언이 된다.
2. 모든 method는 public abstract로 선언되어야만한다.
   * 선언을 해주지 않아도 자동으로 public abstract로 선언이 된다.

이렇게 선언된 interface는 (abstract로 선언된 class처럼)

1. 생성문을 통해 object를 만들 수 없으며, 단지 base class처럼 상속을 시켜주는 역할만 한다.
2. 일단 선언되고 나면 class들처럼 data type으로 사용할 수 있다.  
   즉, 일반 변수, 매개 변수, return 값 등의 type으로 사용할 수 있다.
3. interface도 interface로부터 상속되어질 수 있다.
4. implements라는 keyword로 상속을 선언한다.

interface는 선언된 method를 가지고 base class와 같이 상속을 시켜줌으로써, 관계없는 class간에 method를 overriding 하여 사용할 수 있게 해준다.

interface는 abstract로 선언된 class가 제공하지 못하는 다중 상속(multiple inheritance)를 지원한다.

**inner class**

inner class는 크게

* 멤버의 속성을 갖는 inner member class
* method 안에 정의하는 inner area class
* 이름을 생략할 수 있는 anonymous inner class

로 나누어 볼 수 있다.

inner member class

class 내부에 member와 같은 level로정의되는 class를 말한다.

예제는 다음과 같다.

|  |
| --- |
|  |
| class MyOuter {     private int   outVar = 1;          class MyInner {         int      inVar = 2;         static int  s1 = 3;       // 라인 1.  error !!          int innerMethod() {             inVar = outVar;       // 라인 2.                                   if (this.inVar == MyOuter.this.outVar) // 라인 3.             inVar = 0;              return inVar;         }     }       int outerMethod() {         MyInner inobj = new MyInner(); // 라인 4.          return inobj.innerMethod();       }      public static void main( String   arg[]) {         MyInner tobj = new MyInner();  // 라인 5.  error!!         MyOuter mobj = new MyOuter();         mobj.outerMethod();     } } |
|  |

위의 코드를 compile하는 경우 생성되는 파일

* 1. MyOuter.class : inner member class를 포함하는 class
  2. MyOuter$MyInner.class : inner member class

주의해야할 부분

* + inner member class 내부 member variable나 method는 static으로 선언될 수 없다. 따라서 라인1은 error이다.
  + inner member class에서는 outer class의 모든 member variable이나 method를 access를 할 수 있다.  
    outer class 입장에서 본다면 inner member class 또한 내부에 정의된 구성원이므로, 라인2 와 같이 outer class의 private로 선언된 멤버변수도 access할 수 있다.
  + inner member class 내부의 this는 inner member class를 의미한다.  
    만약 outer class를 참조해야 한다면 super를 사용하는 것이 아니라 OuterclassName.this를 사용한다.  
    라인 3이 이러한 예이다. (그냥 outVar도 가능하지만, 설명을 위해 이렇게 사용했다.)
  + outer class내에서 inner member class의 object를 생성할 수 있는 곳은 outer clas를 가리키는 this가 존재하는 곳이다. (라인 4)  
    즉 this를 사용할 수 없는, static으로 선언된 method에서는 inner member class를 생성할 수 없다. 따라서 라인 5와 같은 static method에서는 에러가 발생한다.
  + 만약 outer class 내에서가 아닌 다른 class에서 inner member class를 생성하고자 한다면, 반드시 outer class의 object를 먼저 생성하고 이 object를 통해서 inner member class를 생성해야만 한다.  
    이런 속성 때문에 inner member class가 Event Listener로 많이 사용된다.

|  |
| --- |
|  |
| MyOuter myout = new MyOuter();  MyInner myin = myout.new MyInner();  또는  MyInner myin = new MyOuter().new MyInner(); |
|  |

* + inner member class는 top level class와 달리 static, private, protected가 될 수 있다.  
    만약 inner member class가 static으로 선언되었다면 이 inner member class안에서는 outer class의 instance member(즉 모든 method와 variable)를 access할 수 없다.  
    static으로 선언된 inner class를 중첩 class라고 한다. 중첩 class가 포함하고 있는 method에서는 class의 method에서처럼 non-static variable 또는 non-static method에 접근할 수 없지만, class variable 또는 class method에는 접근할 수 있다.

inner area class

method 안에 정의되는 class를 말한다.

inner area class에서는 자신이 속한 method의 지역변수가 final로 선언된 것만 access할 수 있다.

예제는 다음과 같다.

|  |
| --- |
|  |
| public class MyOuter {    int   oVal = 0;     Runnable  oMethod() {           int         지역Val = 200;       final int  fval= 100;        class My지역 implements Runnable {            int  mem지역;            public void run() {              mem지역 = fval;         // 라인 1.                   oVal = 400;              // 라인 2.                       지역Val = 400;          // 라인 3.  error!!           }       }                         My지역 runobj = new My지역(); // 라인 4.               return runobj;    } } |
|  |

inner area class는

* 라인1과 같이 자신의 내부에서, 자신을 둘러싸고 있는 method의 final로 선언된 area variable을 access 할 수 있다.
* 라인2와 같이, 자신을 둘러싸는 method가 속한 class의 member variable을 access 할 수 있다.
* 라인3과 같이 자신의 내부에서, 자신을 둘러싸는 method의 area variable을 access 할 수 없다.  
  왜냐하면 일반 area variable은 method가 return 되면서 사라져 버리기 때문에, method 종료 후에도 살아있을 수 있는 지역 class의 object에서 참조하는 것은 위험하기 때문이다.
* 라인4와 같이 area class를 둘러싸고 있는 method 내에서 area class의 object를 생성할 수 있다.

anonymous inner class

이 형식의 class는 inner area class의 일종으로, clas의 이름이 없는 class이다.

anonymous inner class의 생성과 선언은 다음과 같이 한번에 이루어진다.

|  |
| --- |
|  |
| new 상속받을class또는 interface이름 () {      //body ...  } |
|  |

따라서, anonymous inner class는 constructor가 없다.

예제는 다음과 같다.

|  |
| --- |
|  |
| class MainGUI {     Button b = new Button( "ok" );             void registHandler() {         b.addActionListener(         // 라인 1.             new ActionListener() {    // 라인 2.                 public void actionPerformed(ActionEvent e) {                     System.out.println("pressed ok");                    }             }         );           // end of 메소드 call     }               // end of registHandler                     // ... }     interface ActionListener {     public void actionPerformed(ActionEvent e ); } |