# Design Document

### CMPS 111, Winter 2019

## Goal

The goal of this assignment is to use the FUSE file system framework to implement an All-in-One Folder File System (AOFS).

## Design (FS\_FILE)

The file system, FS\_FILE consists of 4KB blocks as specified. We have a superblock (with magic number 0xfa19283e) which contains high-level metadata about the file system. Inside the superblock, we have a bitmap of free blocks where each bit corresponds to a 4KB block. Each 4KB block consists 123 bytes of metadata followed by file data. The data for each block is distributed as follows:

* 0-1 first block number (set to 0 if block is off)
* 2-3 next block number (set to 0 if this block is the last block of the file)
* 4-103 filename
* 104-111 the creation time of the file
* 112-119 the last time the file was modified
* 120-121 size of the file
* 122 bit that specifies if a file has been opened with fopen()
* 123-4094 actual data

## Implementation (hello.c)

In the FUSE interface, there is a list of operations (fuse\_operations). We aimed to build the following operations:

* hello\_getattr(const char \*path, struct stat \*stbuf)
  + Gets attributes, such as:
    - If what the user is requesting exists
    - If the user is requesting a file or a directory
    - The permissions of requested file/directory
  + Sets metadata in superblock
* hello\_readdir(const char \*path, void \*buf, fuse\_fill\_dir\_t filler, off\_t offset, struct fuse\_file\_info \*fi)
  + Checks if path is just “/”
    - If it is, then do the following:
      * Check if offset is 0
      * If yes
        + output “.”, “..”
        + Then loops through blocks, outputting each filename until buf is full.
      * If not
        + skip entries until reach offset, including “.” and “..”
        + Keep looping through blocks, outputting each filename until buf is full
    - If not
      * Check if file exists
        + If yes, output filename
        + If not, output empty buffer
* hello\_open(const char \*path, struct fuse\_file\_info \*fi )
  + Loops through every block
    - If filename is found, the file marked as opened for read/write/other access functions
    - If filename is not found nothing happens
* hello\_read(const char \*path, char \*buf, size\_t size, off\_t offset, struct fuse\_file\_info \*fi)
  + Loops through every block
    - If filename is found
      * Check if marked as open by hello\_open
      * If not open, return 0
      * If open
        + Skip bytes until reach the offset
        + Put bytes into buf until buf is full or until there are no more bytes in the file
        + Return number of bytes put in buf
    - If not found, return 0
* hello\_unlink(const char \*path)
  + Loops through every block
    - If filename is found
      * Go through the blocks the file takes up and recursively empty out blocks from the last block back
      * Disable the corresponding bits in the bitmap
    - If filename is not found nothing is done
* hello\_create(const char \*path, mode\_t mode, struct fuse\_file\_info \*fi)
  + Loops through every block
    - If filename already exists, mark the file as opened for read/write/other access functions
    - If filename does not exists next loop starts
  + Loops through bitmap
    - If free block is found
      * Create and initialize the metadata for the new block
      * Turn the corresponding bit in the bitmap on
      * Mark the file as opened for read/write/other access functions
    - If no free blocks are available error message is displayed
* hello\_write(const char \*path, const char \*buf, size\_t size, off\_t offset, struct fuse\_file\_info \*fi)
  + Loops through every block
    - If filename is found
      * Check if marked as open by hello\_open()
      * If not open, return 0
      * If open
        + Skip bytes until reach the offset
        + Put bytes into file until buf is empty
        + Return number of bytes put into file
    - If not found, return 0
* hello\_release (const char \*path, struct fuse\_file\_info \*fi)
  + Loops through every block
    - If filename is found, the file marked as closed for read/write/other access functions
    - If filename is not found nothing happens
* hello\_truncate (const char \*path, off\_t offset, struct fuse\_file\_info \*fi)
  + Loops through every block
    - If filename is found
      * Compare current size to offset number
      * If size is bigger and more blocks must be allocated
        + Go through bitmap and find open blocks if needed

Switch those bits on in the bitmap

Initialize the metadata on those blocks

* + - * If size is smaller and less blocks must be allocated
        + Delete blocks starting from the end of the metadata until the needed size is reached if necessary

Switch the bits corresponding those blocks off

* + - * + If needed, clear bytes from the block at the end of the file until size is reached
      * Set the size of that block to the new size in the metadata
    - If not found, report an error

## Benchmark

The benchmark we created tests the filesystem by doing a series of tasks we expect the filesystem to be able to handle. The tasks are as follows:

* Create a single file
* Input text into one file
* Appends text to a file
* Read text from one file
* Delete a file
* Create 100 files

By timing how long it does these tasks, we can compare the speed of our new filesystem with the base filesystem of freebsd. Unfortunately, because we were unable to finish implementing the filesystem, we could not test it and get any results from our filesystem.

Below is the result of running the benchmark script on the original filesystem freebsd uses.![](data:image/png;base64,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)

## Bugs/Unfinished Work

We were unable to implement most of the planned functions. Specifically, we were unable to pin down how to solve a segmentation fault caused by storing blocks from the file in arrays during hello\_create, during the part where we attempt to create a file that does not exist. This issue stopped us from being able to test other aspects of our code, as without creating a file in FILE\_FS, we could perform any of the other actions in FILE\_FS. Because we were planning on reusing much of the code from the create function for other functions that required access to multiple blocks, this issue stopped us from being able to implement those functions.