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## 1.概要

mtkPack中的类都包含于namespace mtkPack中。

从SVN下载代码：

<https://svn:18080/svn/repo/trunk/mtkPack>

## 2.类参考

### 2.1 Cabinet.h

操作.cab格式的压缩文件。支持压缩、解压和获取压缩文件列表操作。

#### 2.1.1函数说明

void SetFileName(

const *std*::*string*& sCabFile

);

设置.cab文件的完整名称。

*INT* GetFileList(

*std*::*vector*<*std*::*string*>& svFileList

);

获取.cab文件中包含的文件列表，结果写到svFileList中。返回值是文件数。

*INT* Expand(

const *std*::*string*& sWildName,

const *std*::*string*& sDest

);

解压缩.cab文件到指定目录。sWildName指定文件名（可包含通配符），sDest指定目标目录。

*INT* Compress(

const *std*::*string*& sWildName,

const *BOOL* bPreservePath = *TRUE*,

const *BOOL* bRecursive = *TRUE*

);

压缩指定的文件。sWildName指定文件名（可包含通配符），bPreservePath指定在压缩时是否需要保留目录；bRecursive指定是否遍历sWildName中指定的目录及所有子目录，并把所有符合该名称的文件全部压缩。

#### 2.1.2使用例

Cabinet cab1("D:\\temp\\test.cab");

*vector*<*string*> filelist;

cab1.GetFileList(filelist);

cab1.Expand("D:\\temp");

### 2.2 Codecs.h

抽象基类CodecBase，为编码、解码类定义基本接口。

virtual void SetData(

const *std*::*string* &sData

);

设置输入数据。

virtual *std*::*string* Encode() = 0;

virtual *std*::*string* Decode() = 0;

纯虚函数，由子类根据编码方案实现编码、解码。

#### 2.2.1函数说明

Base64类，实现base64方案的编码、解码。

virtual *std*::*string* Encode();

virtual *std*::*string* Decode();

编码、解码的结果通过返回值传递。

static *std*::*string* Encode(

const *std*::*string* &sData

);

static *std*::*string* Decode(

const *std*::*string* &sData

);

静态函数。

#### 2.2.2使用例

Base64 base64;

base64.SetData("YWJj");

*string* dec = base64.Decode();

dec.*clear*();

dec = Base64::Decode("YWJj");

dec = Base64::Encode("abc");

### 2.3 ComputerInfo.h

ComputerInfo类，获取计算机的软硬件信息。待扩充，当前只实现了CPUInfo类的部分功能。

#### 2.3.1 函数说明

CPUInfo类

long GetFreqMHz(void);

获取当前工作频率，单位是MHz。

const *std*::*string* ID;

CPU标识符。

const *std*::*string* Name;

CPU名称。

const *std*::*string* SpecFreq;

CPU的标称频率。

const unsigned int CoreNum;

CPU的核心数。

#### 2.3.2使用例

略。

### 2.4 Engine.h

为调用其他程序提供支持。

#### 2.4.1函数说明

*INT* SetAppCmdLine(

const *std*::*string*& sAppName,

const *std*::*string*& sCmdLine

);

设置执行程序的完整的名称和命令行参数。

*INT* SetAppName(

const *std*::*string*& sAppName

);

void SetCmdLine(

const *std*::*string*& sCmdLine

);

*INT* Exec(

*LPSTR* lpAdditionalParams = *NULL*,

EngineExecMode mode = EEM\_BLOCKING

);

开始执行程序。

可通过lpAdditionalParams指定额外的命令行参数。

可通过mode指定执行方式，阻塞和非阻塞两种方式

*BOOL* IsRunning(void);

#### 2.4.2使用例

略。

### 2.5 File.h

文件操作类，支持搜索、分割与合并。

#### 2.5.1函数说明

##### File类

静态：

static const int Exist(

const char\* cFilename

);

static const int Exist(

const wchar\_t\* wcFilename

);

检查文件是否存在，返回值等于1表示存在，0表示不存在。

static const int IsDirectory(

const char\* cFilename

);

static const int IsDirectory(

const wchar\_t\* wcFilename

);

检查指定的文件是否是目录。

static *std*::*string* ExtractFileExt(

const *std*::*string*& sFileName

);

返回文件名中的扩展名。

static *std*::*string* ExtractFileName(

const *std*::*string*& sFullName,

const bool bWithExt = true,

const bool bWithPath = false

);

从完整文件路径名中截取文件名的部分名称。

bWithExt指定是否需要包含扩展名。

bWithPath指定是否需要包含路径。

static *std*::*string* ExtractFilePath(

const *std*::*string*& sFullName

);

从完整文件路径名中截取文件所在的目录名。

static *std*::*string* TrName(

const *std*::*string*& sExpandableName

);

返回完整的文件路径名。

sExpandableName中可以包含以$开头的环境变量。详见使用例。

static *size\_t* Size(

const char\* cFilename

);

static *size\_t* Size(

const wchar\_t\* wcFilename

);

返回指定文件的大小。

static int Split(

const *std*::*string*& sFileName,

const SplitMode mode,

const *size\_t* nSizeOrCount

);

分割由sFileName指定的文件。

mode指定分割方式：

SM\_FILE\_SIZE表示按大小分割，此时nSizeOrCount指定每个文件的大小。

SM\_FILE\_COUNT表示按个数分割，此时nSizeOrCount指定文件分割后的个数。

static int Join(

const *std*::*string*& sFileName,

const *size\_t* nCnt,

const *std*::*string*& sNewFileName

);

合并被分割的文件。

sFileName指定要合并的第一个文件名。

nCnt指定合并文件的个数。

sNewFileName指定合并后的文件名。

static int Join(

const *std*::*string*& sFirstFileName,

const *std*::*string*& sLastFileName,

const *std*::*string*& sNewFileName

);

合并被分割的文件。

sFileName指定要合并的第一个文件名。

sLastFileName指定要合并的最后一个文件名。

sNewFileName指定合并后的文件名。

##### File::Iterator类

非静态：

File::Iterator，文件搜索类

void SetCompatibleMode(

const int bOnOff

);

设置与系统函数兼容的搜索方式。设置为1后，不支持通配符搜索，不支持搜索子目录。仅当确实有需要时才使用。

virtual void Find(

const *std*::*string*& sSearchDir,

const *std*::*string*& sFilePatterns

);

设置搜索条件。

sSearchDir指定要搜索的目录。

sFilePatterns指定要搜索的文件名集合。支持通配符和分割符，如："\*.txt;\*.ini|\*.cfg"

virtual int Next(void);

virtual int operator ++();

搜索文件。每次调用，返回一个符合条件的文件。当返回值等于0，表示没有符合条件的结果。详见使用例。

virtual int Close(void);

结束当前的搜索，通常用于下一次不同的搜索。即：除第一次调用Find外，以后每次调用Find函数以前，都需要先调用此函数来结束上一次搜索。

const *std*::*string* FilePath(void);

返回完整的文件名称。兼容方式设置为1时，只返回不包含目录的文件名。

const *std*::*string* FileName(void);

返回不包含目录的文件名。

const int IsDirectory(void);

检查当前搜索的结果是否是目录 。

#### 2.5.2使用例

*string* sNoExtName = File::ExtractFileName(sFileName, false, true);

*string* sExt = File::ExtractFileExt(sFileName);

// C:\Users\ADMINI~1\AppData\Local\Temp\~cab.tmp

*string* sTempfile = File::TrName("$TEMP\\~cab.tmp");

//把目标文件平均分割成N个小文件

*string* fn("D:\\temp\\ bigfile.dat ");

int filecnt = File::Split(fn, SM\_FILE\_COUNT, 8);

//把目标文件割成N个10MB的小文件

*string* fn("D:\\temp\\bigfile.dat");

int filecnt = File::Split(fn, SM\_FILE\_SIZE, 10 \* 1024 \* 1024);

//合并从 bigfile.dat.0 到 bigfile.dat.7 的文件

filecnt = File::Join(fn + ".0", fn + ".7", fn + ".dat");

//搜索指定目录中的所有jpg和png文件

File::Iterator fitr;

fitr.Find(File::TrName("$TEMP"), "\*.jpg;\*.png");

int filecnt = 0;

while(fitr.Next()) {

IniFile inif(fitr.FilePath());

filecnt ++;

}

//使用fitr进行二次搜索前，必须调用Close来结束前一次搜索

fitr.Close();

fitr.Find(File::TrName("$TEMP"), "\*.txt;\*.html");

filecnt = 0;

while(fitr.Next()) {

IniFile inif(fitr.FilePath());

filecnt ++;

}

### 2.6 IniFile.h

Ini文件管理类。除Load()和Store()函数会读写文件，其他函数都是对内存中数据进行读写。

#### 2.6.1函数说明

int Load(void);

int Load(

const *std*::*string*& sFileName

);

读取Ini文件，保存所有数据到内存。

对于构造时已指定文件名的实例对象，此函数会被自动调用 。

对于以无参构造建立的实例对象，使用sFileName指定文件名。

int Store(void);

把内存中的Ini数据写入文件，此函数在实例对象被析构时会被自动调用 。

void Clear(void);

清除已经载入内存的所有数据。

*std*::*string* & GetFileName(void);

取得已经载入的Ini文件名。

int GetInt(

const *std*::*string*& sSection,

const *std*::*string*& sKey,

const int iDefault = 0

);

取得Ini文件中指定的Section和Key对应的数据的整数值。

sSection指定Section名。

sKey指定Key名。

iDefault，当指定的Section或Key不存在时，返回该值。

*std*::*string* GetString(

const *std*::*string*& sSection,

const *std*::*string*& sKey,

const *std*::*string*& sDefault = ""

);

返回字符型，其他同GetInt函数。

void SetInt(

const *std*::*string*& sSection,

const *std*::*string*& sKey,

const int iVal

);

设置指定的Section和Key的整数值。

void SetString(

const *std*::*string*& sSection,

const *std*::*string*& sKey,

const *std*::*string*& sVal

);

设置指定的Section和Key的字符串值。

int GetGlobalInt(

const *std*::*string*& sKey,

const int iDefault = 0

);

取得全局Key的整数值。

iDefault,全局Key不存在时，返回此值。

*std*::*string* GetGlobalString(

const *std*::*string*& sKey,

const *std*::*string*& sDefault = ""

);

取得全局Key的字符串值。

void SetGlobalInt(

const *std*::*string*& sKey,

const int iVal

);

void SetGlobalString(

const *std*::*string*& sKey,

const *std*::*string*& sVal

);

设置全局Key的值。

int SectionExist(const *std*::*string*& sSection) const;

int IsSectionEmpty(const *std*::*string*& sSection) const;

检查指定的Section是否存在，是否为空（存在但不含有任何Key=Value）。

int RemoveKey(const *std*::*string*& sSection, const *std*::*string*& sKey);

int RemoveSection(const *std*::*string*& sSection);

删除指定的Key或Section。

int CommentKey(

const *std*::*string*& sSection,

const *std*::*string*& sKey

);

注释指定的Key。不删除该Key和Value，只在左侧增加分号，使该Key失效。如：Key1=Value1 注释后变成 ;Key1=Value1。此时程序无法找到该Key，但数据不会丢失。可以通过UncommentKey函数来恢复为有效的Key=Value。

int UncommentKey(

const *std*::*string*& sSection,

const *std*::*string*& sKey

);

取消对指定Key的注释，恢复为有效状态。

int CommentGlobalKey(const *std*::*string*& sKey);

int UncommentGlobalKey(const *std*::*string*& sKey);

注释、恢复全局的Key。

int GetSectionInfo(SectionInfo& siSectionInfo);

取得Section信息，可通过Iterator查找内容。

int GetSectionCount(const *std*::*string*& sSection);

取得Section总数。

const GlobalCommentMap & GetGlobalComment(void);

const GlobalDataStrMap & GetGlobalData(void);

const DataStrMap & GetData(void);

只读数据，便于类的内部调试。

#### 2.6.2使用例

IniFile inif("D:\\temp\\config.ini");

int regtries = inif.GetInt("DEFAULT", "regtries", -1);

if (regtries == -1) {

inif.SetInt("DEFAULT", "regtries", 3);

}

*string* appname = inif.GetString("DEFAULT", "AppName", "error");

*string* gvalue = inif.GetGlobalString("gkey","error");

### 2.7 MRUList.h

此为模板类，建立Most Recently Used列表。

#### 2.7.1函数说明

void Add(

const *T* &Val

)

增加一个T类型的元素到MRUList中。

void Resize(

const *size\_t* &nSize

)

重新调整MRUList的大小。

nSize，新的大小。如果小于设置前的大小，原列表中的内容会被删除。

void Remove(

const *T* &Val

)

删除一个指定的元素。

void Clear()

清空MRUList。

const *std*::*list*<*T*> &DataList()

取得当前的所有数据。

const *size\_t* MaxSize()

const *size\_t* Size()

取得MRUList的最大容量，当前大小。

const *T* &First()

const *T* &Last()

取得头、尾元素。

#### 2.7.2使用例

MRUList<*string*> mruFileList;

mruFileList.Add("abc.txt");

mruFileList.Add("xyz.txt");

mruFileList.Add("123.txt");

*list*<*string*>::*const\_iterator* mruItr = mruFileList.DataList().*begin*();

for (; mruItr != mruFileList.DataList().*end*(); mruItr++) {

*cout*<< \*mruItr << *endl*;

}

*cout*<<*endl*;

mruFileList.Add("xyz.txt");

mruItr = mruFileList.DataList().*begin*();

for (; mruItr != mruFileList.DataList().*end*(); mruItr++) {

*cout*<< \*mruItr << *endl*;

}

输出

![](data:image/png;base64,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)

### 2.8 Process.h

进程操作，为调用外部程序提供基本支持。可作为其他引擎类型的成员（参照Engine.h）。

#### 2.8.1函数说明

*BOOL* Prepare(

const *CHAR*\* pAppNameA,

const *CHAR*\* pCmdLineA

);

*BOOL* Prepare(

const *WCHAR*\* pAppNameW,

const *WCHAR*\* pCmdLineW

);

输入外部程序名称及命令行参数，以*CREATE\_SUSPENDED*方式创建进程。

*DWORD* Run(void);

*BOOL* IsRunning(void) const;

*BOOL* IsCreated(void) const;

*DWORD* GetExitCode(void) const;

取得进程返回值。

*DWORD* GetPID(void) const;

取得进程ID。

*INT* GetPriority(void) const;

*BOOL* SetPriority(*INT* nPriority);

取得、设置进程优先级。

static *INT* StartAndWait(const *CHAR*\* pCmdLineA);

static *INT* StartAndWait(const *WCHAR*\* pCmdLineW);

静态成员，直接调用外部程序，由参数指定程序名和命令行参数。

#### 2.8.2使用例

Process myProc(APPNAME, CMDLINE);

myProc.Run();

### 2.9 SecureDelete.h

此为模板类，安全删除程序中动态声明的已经分配内存的指针对象。

#### 2.9.1函数说明

void Bind(

*T*\*\* pObjPtr,

const int bArrayFlg

)

pObjPtr，指定待释放的指针对象的地址（二次地址）。

bArrayFlg，指定该指针对象是否是数组类型。

注意：仅当使用无参构造函数时，才需要调用此函数。详见使用例。

#### 2.9.2使用例

以下两种方式中，仅当SecureDelete的实例对象被销毁时，与其绑定的指针对象才会被释放，同时，指针被置为NULL。

同时 ，对已被释放或已被设置为NULL的指针进行绑定时，不会由于二次删除导致错误。

//方式一，实例对象在构造的同时完成Bind

char \*pszDecoded = new(*std*::*nothrow*) char[cbSize + 1];

SecureDelete<char> sd1(&pszDecoded, 1);//指针对象以数组方式申请内存

//此时，pszDecoded指针对象并不会被释放，它在sd1被销毁前将一直有效

//方式二，通过无参构造函数创建实例对象后，显示调用Bind

Process\* myProc= new Process(APPNAME, CMDLINE);

SecureDelete<Process> autodel1;

autodel1.Bind(&myProc, 0); //指针对象未以数组方式申请内存

//此时，myProc指针对象也不会被释放，它在autodel1被销毁前也一直有效

### 2.10 StdConvs.h

数值转换类，待扩充。

#### 2.10.1函数说明

static double FahrenheitToCelsius(

const double& AValue

);

static double CelsiusToFahrenheit(

const double& AValue

);

#### 2.10.2使用例

略

### 2.11 StrUtils.h

字符串处理类。当前全部是静态函数。

#### 2.11.1函数说明

static char\* ToChar(

const wchar\_t\* pWChar

);

static wchar\_t\* ToWChar(

const char\* pChar

);

char与wchar\_t的相互转换。

函数内都申请了内存，需要在外部释放。可使用SecureDelete，详见使用例。

static *std*::*string* ToString(const wchar\_t\* pWChar);

static *std*::*string* ToString(const *std*::*wstring*& wsStr);

将wchar\_t和wstring转换为string。

函数内都申请并释放了内存，不需要维护内存。

static *std*::*wstring* ToWString(const char\* pChar);

static *std*::*wstring* ToWString(const *std*::*string*& sStr);

将char和string转换为wstring。

函数内都申请并释放了内存，不需要维护内存。

static void ToLower(char\* pStr, const int nSize = 0);

static char\* ToLower(const char\* pStr, const int nSize = 0);

static void ToLower(*std*::*string*& sStr);

static *std*::*string* ToLower(const *std*::*string*& sStr);

static void ToUpper(char\* pStr, const int nSize = 0);

static char\* ToUpper(const char\* pStr, const int nSize = 0);

static void ToUpper(*std*::*string*& sStr);

static *std*::*string* ToUpper(const *std*::*string*& sStr);

大小写转换函数。

static int SplitToken(

const *std*::*string*& sStr,

const *std*::*string*& sTokenSet,

*std*::*vector*<*std*::*string*>& sResult

);

字符串拆分。

sStr指定要拆分的字符串。

sTokenSet指定分割符集合。

sResult按顺序保存分割后的结果。

static int SplitToken(

const *std*::*string*& sStr,

const *std*::*string*& sTokenSet,

const char& cDelimiter,

*std*::*map*<*std*::*string*, *std*::*string*>& sResult

);

字符串拆分，并解析为Key和Value的配对。

sStr指定要拆分的字符串。

sTokenSet指定分割符集合。

cDelimiter指定Key和Value的分割字符。

sResult保存分割分析后的结果。

static *std*::*string*& LTrim(

*std*::*string*& sStr,

const *std*::*string*& sTrimSet = " "

);

static *std*::*string*& RTrim(

*std*::*string*& sStr,

const *std*::*string*& sTrimSet = " "

);

static *std*::*string*& Trim(

*std*::*string*& sStr,

const *std*::*string*& sTrimSet = " "

);

删除字符串首、尾的空格。

static int ToInt(const char\* pChar);

static int ToInt(const wchar\_t\* pWChar);

static int ToInt(const *std*::*string*& sStr);

static int ToInt(const *std*::*wstring*& wsStr);

将各字符串转换为整数值。

static *std*::*string* ToStr(const int nVal);

将整数值转换为string。

#### 2.11.2使用例

wchar\_t pWChar[] = L"abc";

char\* pChar = ToChar(pWChar);

SecureDelete<char> sd1(&pChar, 1);

//生成大小写交错的字符串AaBbCc…Zz

char strTable[52 + 1] = {0};

for (int i = 0; i < 52; i+=2) {

if (i == 0) {

strTable[0] = 'A';

strTable[1] = 'a';

} else {

strTable[i] = strTable[i-2] +1;

strTable[i+1] = strTable[i-1] + 1;

}

}

char sepTable1[27] = {0};//ABC…XYZ

char sepTable2[27] = {0};//abc…xyz

for(int i = 0; i < 26; i++){

sepTable1[i] = 'A' + i;

sepTable2[i] = 'a' + i;

}

*vector*<*string*> result1;

*vector*<*string*> result2;

//result1 = ['a'…'z']

int cnt1 = StrUtils::SplitToken(strTable, sepTable1, result1);

//result2 = ['A'…'Z']

int cnt2 = StrUtils::SplitToken(strTable, sepTable2, result2);

//解析参数：param1=val1&param2=val2&param3=val3

*map*<*string*, *string*> sParamList;

StrUtils::SplitToken(pData, "&", '=', sParamList);

### 2.12 Synchronization.h

同步操作，支持相关临界区或互斥对象，及自动加、解锁。

#### 2.12.1函数说明

##### Synchronization类

void SetType(

const SyncType stType

);

设置使用同步的种类：

SYNC\_CS：使用相关临界区

SYNC\_MUTEX：使用互斥对象

virtual void Lock(void);

virtual void Unlock(void);

加、解锁函数。

##### AutoLoad类

AutoLock(

Synchronization& pSync

);

指定同步对象，构造时执行加锁，析构时执行解锁。

#### 2.12.2使用例

extern Synchronization gSync;

{

AutoLock AL(gSync);

//需要保护的操作

}

### 2.13 TcpSocket.h

Socket通信类，抽象类TcpSocket派生TcpServer和TcpClient两个类。

#### 2.13.1函数说明

##### TcpSocket类

静态：

static *DWORD* IPv4StrToDWord(

const *std*::*string* &sIP

);

static *std*::*string* IPv4DWordToStr(

const *DWORD* &dwIP

);

DWORD型和string型IPv4地址的互相转换函数。

static *std*::*string* GetIPv4(

const *SOCKET* &socket, IPDirection ipDir

);

获取和socket连接的IPv4地址。

ipDir等于CLIENT\_IP时，获取客户端IP；

等于SERVER\_IP时，获取服务器IP。

static const bool IsValidMask(const *std*::*string*& sMask);

static const bool IsValidMask(const *DWORD*& dwMask);

检查指定的子网掩码是否有效。

TcpServer类

typedef int(\*RecvCallback)(

const TcpClient \*pClient

);

接收数据的回调函数。

typedef int(\*AcceptCallback)(

const TcpServer &Server,

const *SOCKET* &ClientSock

);

应答回调函数，返回1时，建立连接；返回0时，忽略请求，不建立连接。

typedef void(\*BanCallback)(

const *std*::*string* &sIPv4

);

屏蔽客户端回调函数。如果客户端IP在黑名单中，则屏蔽该客户端，并触发此回调函数。

int Setup(

const *std*::*string* &sHost,

const int iPort,

AcceptCallback pAcceptCallback,

RecvCallback pRecvCallback,

BanCallback pBanCallback

);

设置Server端的必要参数。

sHost指定主机地址。iPort指定端口号。

pAcceptCallBack，指定应答回调函数。

注意：仅当此回调函数返回1时，才能成功建立与客户端的连接。

pRecvCallback，指定接收数据回调函数。

pBanCallback，指定屏蔽客户端回调函数。

virtual int Start(void);

virtual int Stop(void);

启动，关闭Server。

virtual const *std*::*string* GetIPv4(void);

获取Server的IPv4地址。

const TcpServerParam & GetParam(void)

获取Server参数数据。

void SetMaxClients(

*size\_t* nMaxClients

);

设置客户端的最大同时连接数量。

nMaxClients，指定数量，取值范围从10～10000。默认值等于10。

void SetClientTimeoutSecond(

unsigned long nSecond

);

设置客户端超时时间。超时后，Server会主动关闭与该客户端的连接。

nSecond指定超时秒数。默认等于0，即Server端从不主动断开连接。

int AddToIPList(

IP\_TYPE type,

const *std*::*string*& sIPv4

);

增加IP地址到黑、白名单。

type等于WHITE\_IP时，对白名单操作；等于BLACK\_IP时，对黑名单操作。

int DeleteFromIPList(

IP\_TYPE type,

const *std*::*string*& sIPv4

);

从黑、白名单中删除IP地址。

type等于WHITE\_IP时，对白名单操作；等于BLACK\_IP时，对黑名单操作。

int AddToIPMap(

IP\_TYPE type,

const *std*::*string*& sIPv4,

const *std*::*string*& sMask

);

int DeleteFromIPMap(

IP\_TYPE type,

const *std*::*string*& sIPv4,

const *std*::*string*& sMask

);

以IP地址加子网掩码组合的方式，增加、删除黑白名单。

注意：此二函数尚未实现，需要计算各个子网的起、止地址。

const bool IsIPBanned(

const *std*::*string*& sIPv4

);

检查指定IP是否被Server端屏蔽。

int AddToMsgRuleList(

const *std*::*string*& sMsg

);

增加指定字符串到规则列表。

const bool CheckMsgByRules(

const *std*::*string*& sMsg

);

检查指定的字符串是否符合现有的规则。

可以根据结果，增加IP到黑、白名单中；或从名单中删除IP。

##### TcpClient类

void Setup(

const *std*::*string* &sRemoteHost,

const int iRemotePort,

RecvCallback pRecvCallback

);

设置客户端的连接参数。

sRemoteHost指定Server的IP。

iRemotePort指定Server的端口。

pRecvCallback指定接收数据回调函数。

bool HasReceivedData(void) const;

检查是否收到数据。

const char\* GetData(void);

获取已收到的数据。

virtual int Start(void);

virtual int Stop(void);

启动、停止客户端。

virtual const *std*::*string* GetIPv4(void);

获取客户端IP。

virtual int Send(

const char \*pData

);

发送数据。

const TcpClientParam & GetParam(void)

获取客户端参数数据。

void SetClosingKeyword(

const *std*::*string* &sKeyword

);

设置自动关闭连接的关键字。当Server端收到此关键字后，会断开与客户端的连接。

bool IsValid(

const ClientChkMask& chkmask

);

检查客户端对象是否仍然有效。

chkmask的取值

CHK\_STOPEVENT,检查停止的Event是否有效（内部使用）；

CHK\_SELECTEVENT, 检查Select的Event是否有效（内部使用）；

CHK\_SOCKET, 检查自身Socket是否有效；

CHK\_DATA,检查接收数据缓冲区是否有效；

CHK\_ALL，检查以上所有内容。

#### 2.13.2使用例

A.参考测试工程，Test\_TcpServer和Test\_TcpClient。

B.参考IFServer工程（查找myServer，及其各回调函数）。

### 2.14 Watcher.h

监视类，以线程方式定时处理任务。使用互斥对象（每个实例使用一个随机的互斥对象）保证线程安全。具体操作写在回调函数中，在设置的间隔自动被调用。

#### 2.14.1函数说明

void(\*WatcherCallback)(void\* pParam);

回调函数，通过pParam指定传递所需参数。

WatcherInfo(

unsigned int nInterval,

WatcherCallback cbOnWatch,

void\* lpParam

);

构造一个WatcherInfo参数，传递给Watcher类的构造函数或Setup函数。

void Setup(

const WatcherInfo& Info

);

通过无参构造创建Watcher时，必须调用Setup传递参数，才能正确运行。

void Start(void);

启动Watcher。按照WatcherInfo.nInterval的间隔，执行定时任务。

void Stop(void);

停止Watcher。结束定时任务。正在执行的定时任务，不会被打断，只会在执行完成后停止。

#### 2.14.2使用例

//回调函数

void OnWatch(void\* pParam) {

//定时任务

}

//每一秒执行一次

WatcherInfo wi(1000, OnWatch, *NULL*);

Watcher myWatcher;

myWatcher.Setup(wi);

myWatcher.Start();

Sleep(1000 \* 3);

myWatcher.Stop();

## 3.静态库的使用方法

### 3.1 生成

成功编译mtkPack后，运行make\_DevPack.cmd，在DevPack目录内生成.h文件和.lib文件。

### 3.2 方法1（副本使用）

复制DevPack目录到需要使用的工程中，在工程的主要.h文件中增加如下代码后，即可使用。

#include "..\mtkPack\include\mtkPack.h"

#ifdef \_DEBUG

#pragma comment(lib, "..\\mtkPack\\lib\\debug\\mtkPack.lib")

#else

#pragma comment(lib, "..\\mtkPack\\lib\\release\\mtkPack.lib")

#endif

注意：相对文件名需要根据实际情况修改。

特点：与mtkPack工程无耦合，互不影响。适用于，使用稳定版的mtkPack开发新工程。

### 3.3 方法2（直接使用）

不必复制DevPack目录，直接在工程的主要.h文件中增加如方法1中的码。

注意：相对文件名需要设置为mtkPack工程的相应目录。

特点：直接使用并依赖于mtkPack工程。适用于，开发新工程的同时，需要调试修改mtkPack。

## 4.备注

无