## HU Extension Assignment 11 E63 Big Data Analytics

### Handed out: 04/16/2016 Due by 11:30PM EST on Friday, 04/22/2016

Please, describe every step of your work and present all intermediate and final results in a Word document. Please, copy past text version of all essential command and snippets of results into the Word document with explanations of the purpose of those commands. We cannot retype text that is in JPG images. Please, always submit a separate copy of the original, working scripts and/or class files you used. Sometimes we need to run your code and retyping is too costly. Please include in your MS Word document only relevant portions of the console output or output files. Sometime either console output or the result file is too long and including it into the MS Word document makes that document too hard to read. PLEASE DO NOT EMBED files into your MS Word document. For issues and comments visit the class Discussion Board. You are not obliged to use Java or Eclipse. You are welcome to use any language and any IDE of your choice.

**Problem 1.** Remove the header of the attached Samll\_Car\_Data.csv file and then import it into Spark. Randomly select 10% of you data for testing and use remaining data for training. Look initially at horsepower and displacement. Treat displacement as a feature and horsepower as the target variable. Use MLlib linear regression to identify the model for the relationship. Use test data to illustrate accuracy of your ability to predict the relationship. Create a diagram using D3 which presents the model (straight line), original test data and predictions of your analysis. Please label your axes and use different colors for original data and predicted data.

This is the Scala program I have for this Problem:

// create spark conf and spark context

**val** conf = **new** SparkConf().setMaster("local").setAppName("Assignment11")

**val** sc = **new** SparkContext(conf)

// take input and output file names from program parameters

**val** inputFileName = args(0)

**val** outputFileName = args(1)

// construct RDD from input file

**val** rawCarDataRDDWithHeaders = sc.textFile(inputFileName)

// get the headers row of input file

**val** headersRow = rawCarDataRDDWithHeaders.first()

// construct a headers map

**val** headersMap: *Map*[*String*, Int] = Map("Record\_num" -> 0, "Acceleration" -> 1,

"Cylinders" -> 2, "Displacement" -> 3, "Horsepower" -> 4, "Manufacturer" -> 5, "Model" -> 6,

"Model\_Year" -> 7, "MPG" -> 8, "Origin" -> 9, "Weight" -> 10)

// create an RDD of data without the headers

**val** uncleanCarDataRDDOfUnsplitLines = rawCarDataRDDWithHeaders.filter(rowAsAString => (rowAsAString != headersRow))

// split the data by comma

**val** uncleanCarDataRDD = uncleanCarDataRDDOfUnsplitLines.map(rowAsAString => rowAsAString.split(","))

// trim the data as it contains spaces

**val** cleanCarDataRDD = uncleanCarDataRDD.map(rowAsArrayOfValues => rowAsArrayOfValues.map(value => value.trim()))

// construct an entire data RDD, also filter the NaN values

**val** entireDataRDD = cleanCarDataRDD.map { rowAsArrayOfValues =>

**var** label = 0

**if** (rowAsArrayOfValues(headersMap("Horsepower")) != "NaN") {

label = rowAsArrayOfValues(headersMap("Horsepower")).toInt

}

**var** feature = 0.0

**if** (rowAsArrayOfValues(headersMap("Displacement")) != "NaN") {

feature = rowAsArrayOfValues(headersMap("Displacement")).toDouble

}

**LabeledPoint**(label, Vectors.dense(Array(feature)))

}

// cache the RDD

entireDataRDD.cache

// create indexed RDD in order to split it into test and training data

**val** entireDataRDDWithIdx = entireDataRDD.zipWithIndex().map(mapEntry => (mapEntry.\_2, mapEntry.\_1))

// create test and training data RDDs (these will be with ids)

**val** testDataRDDWithIdx = entireDataRDDWithIdx.sample(**false**, 0.1, 40)

**val** trainDataRDDWithIdx = entireDataRDDWithIdx.subtract(testDataRDDWithIdx)

// create test and training RDDs

**val** testDataRDD = testDataRDDWithIdx.map(mapEntry => mapEntry.\_2)

**val** trainingDataRDD = trainDataRDDWithIdx.map(mapEntry => mapEntry.\_2)

println("Training data size:" + trainingDataRDD.collect().size)

println("Test data size:" + testDataRDD.collect().size)

println()

// cache the training data RDD

trainingDataRDD.cache

// these are my settings for linear regression.

// I tried a lot with different settings but these were the ones that worked for me

**val** numIterationsForLR = 100000

**val** stepSizeForLR = 0.001

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Linear Regression with SGD model start \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**val** linearWithSGDTrainedModel = LinearRegressionWithSGD.train(trainingDataRDD, numIterationsForLR, stepSizeForLR)

**val** linearWithSGDPredictedVsActual = testDataRDD.map { testDataRow =>

(Math.round(linearWithSGDTrainedModel.predict(testDataRow.features)).toDouble, testDataRow.label)

}

println("Predicted vs Actual value of Horse Power for Linear Regression with SGD:")

linearWithSGDPredictedVsActual.collect().foreach(println)

**var** metrics = **new** RegressionMetrics(linearWithSGDPredictedVsActual)

println("Performance metrics for Linear Regression:")

printMetrics(metrics)

println()

**val** linearWithSGDOutputRDD = testDataRDD.map(testDataRow =>

(testDataRow.features(0), Math.round(linearWithSGDTrainedModel.predict(testDataRow.features)).toDouble, testDataRow.label)).saveAsTextFile(outputFileName)

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Linear Regression with SGD model end \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

I then made a build using sbt tool:

rpulekar-m1:big-data-analytics-harvard rpulekar$ cd scala\_workspace\_for\_course/Assignment11 && sbt clean package && cd ../..

[info] Loading global plugins from /Users/rpulekar/.sbt/0.13/plugins

[info] Set current project to Assignment11 (in build file:/Users/rpulekar/work/big-data-analytics-harvard/scala\_workspace\_for\_course/Assignment11/)

[success] Total time: 0 s, completed Apr 22, 2016 7:42:16 PM

[info] Updating {file:/Users/rpulekar/work/big-data-analytics-harvard/scala\_workspace\_for\_course/Assignment11/}assignment11...

[info] Resolving org.fusesource.jansi#jansi;1.4 ...

[info] Done updating.

[info] Compiling 6 Scala sources to /Users/rpulekar/work/big-data-analytics-harvard/scala\_workspace\_for\_course/Assignment11/target/scala-2.10/classes...

[warn] Multiple main classes detected. Run 'show discoveredMainClasses' to see the list

[info] Packaging /Users/rpulekar/work/big-data-analytics-harvard/scala\_workspace\_for\_course/Assignment11/target/scala-2.10/assignment11\_2.10-0.0.1.jar ...

[info] Done packaging.

[success] Total time: 14 s, completed Apr 22, 2016 7:42:30 PM

rpulekar-m1:big-data-analytics-harvard rpulekar$

Then I scp ed over the file to my VM:

rpulekar-m1:big-data-analytics-harvard rpulekar$ scp -i private\_keys/cloudera\_id\_dsa scala\_workspace\_for\_course/Assignment11/target/scala-2.10/assignment11\_2.10-0.0.1.jar cloudera@192.168.71.158:~/shared/

assignment11\_2.10-0.0.1.jar 100% 119KB 119.4KB/s 00:00

rpulekar-m1:big-data-analytics-harvard rpulekar$

Then I ran the program in spark:

[cloudera@localhost ~]$ spark-submit --class e63.mllib.assignment11.Problem1 shared/assignment11\_2.10-0.0.1.jar file:///home/cloudera/assignment11/input/Small\_Car\_Data.csv file:///home/cloudera/assignment11/output/Problem1linearWithSGDOutput

SLF4J: Class path contains multiple SLF4J bindings.

SLF4J: Found binding in [jar:file:/usr/lib/zookeeper/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: Found binding in [jar:file:/usr/lib/flume-ng/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: See http://www.slf4j.org/codes.html#multiple\_bindings for an explanation.

SLF4J: Actual binding is of type [org.slf4j.impl.Log4jLoggerFactory]

16/04/22 16:48:46 WARN NativeCodeLoader: Unable to load native-hadoop library for your platform... using builtin-java classes where applicable

16/04/22 16:48:47 WARN Utils: Your hostname, localhost.localdomain resolves to a loopback address: 127.0.0.1; using 192.168.71.158 instead (on interface eth0)

16/04/22 16:48:47 WARN Utils: Set SPARK\_LOCAL\_IP if you need to bind to another address

16/04/22 16:48:48 WARN MetricsSystem: Using default name DAGScheduler for source because spark.app.id is not set.

16/04/22 16:48:51 WARN DomainSocketFactory: The short-circuit local reads feature cannot be used because libhadoop cannot be loaded.

Training data size:89

Test data size:11

16/04/22 16:48:52 WARN BLAS: Failed to load implementation from: com.github.fommil.netlib.NativeSystemBLAS

16/04/22 16:48:52 WARN BLAS: Failed to load implementation from: com.github.fommil.netlib.NativeRefBLAS

Predicted vs Actual value of Horse Power for Linear Regression with SGD:

(220.0,215.0)

(227.0,225.0)

(56.0,95.0)

(125.0,105.0)

(116.0,90.0)

(49.0,60.0)

(78.0,108.0)

(84.0,120.0)

(175.0,145.0)

(60.0,79.0)

(59.0,82.0)

Performance metrics for Linear Regression:

MSE = 612.0909090909091

RMSE = 24.740471076576313

R-squared = 0.7701462984687385

MAE = 21.90909090909091

Explained variance = 4007.826446280992

Performance metrics for Random Forest:

MSE = 392.27272727272725

RMSE = 19.8058760794045

R-squared = 0.8526928973552067

MAE = 17.363636363636363

Explained variance = 1969.1487603305782

Performance metrics for Gradient Boosted:

MSE = 237.54545454545453

RMSE = 15.412509677059559

R-squared = 0.910796417332365

MAE = 14.272727272727273

Explained variance = 2453.909090909091

Performance metrics for Naive Bayes Model:

MSE = 3710.3636363636365

RMSE = 60.91275429960163

R-squared = -0.39332377458739143

MAE = 40.18181818181818

Explained variance = 1047.4049586776857

I also tried Random Forest, Gradient Boost and Naïve Bayes models.

The program gave following output file for Linear Regression Model:

[cloudera@localhost Problem1linearWithSGDOutput]$ pwd

/home/cloudera/assignment11/output/Problem1linearWithSGDOutput

[cloudera@localhost Problem1linearWithSGDOutput]$ ls

part-00000 \_SUCCESS

[cloudera@localhost Problem1linearWithSGDOutput]$

I renamed the output file:

[cloudera@localhost Problem1linearWithSGDOutput]$ mv part-00000 problem1\_original\_vs\_predicted.csv

[cloudera@localhost Problem1linearWithSGDOutput]$ vi problem1\_original\_vs\_predicted.csv

I added headers to that output file and removed brackets.

The output file which has Displacement, HorsePowerPredicted, HorsePowerActual (prediction done with Linear Regression) was then like this:

Displacement,HorsePowerPredicted,HorsePowerActual

440.0,220.0,215.0

455.0,227.0,225.0

113.0,56.0,95.0

250.0,125.0,105.0

232.0,116.0,90.0

98.0,49.0,60.0

156.0,78.0,108.0

168.0,84.0,120.0

350.0,175.0,145.0

120.0,60.0,79.0

119.0,59.0,82.0

I wrote an html file that uses d3 library:

<script>

**var** margin = {

top : 20,

right : 80,

bottom : 30,

left : 50

}, width = 960 - margin.left - margin.right, height = 500 - margin.top

- margin.bottom;

**var** x = d3.scale.linear().range([ 0, width ]);

**var** y = d3.scale.linear().range([ height, 0 ]);

**var** color = d3.scale.category10();

**var** xAxis = d3.svg.axis().scale(x).orient("bottom");

**var** yAxis = d3.svg.axis().scale(y).orient("left");

**var** line = d3.svg.line().interpolate("basis").x(**function**(d) {

**return** x(d.Displacement);

}).y(**function**(d) {

**return** y(d.HorsePower);

});

**var** svg = d3.select("body").append("svg").attr("width",

width + margin.left + margin.right).attr("height",

height + margin.top + margin.bottom).append("g").attr(

"transform",

"translate(" + margin.left + "," + margin.top + ")");

d3.csv("../input\_files/problem1\_original\_vs\_predicted.csv", **function**(error, data) {

**if** (error)

**throw** error;

color.domain(d3.keys(data[0]).filter(**function**(key) {

**return** key !== "Displacement";

}));

data.forEach(**function**(d) {

d.Displacement = +d.Displacement;

});

**var** horsePowerValueTypes = color.domain().map(**function**(name) {

**return** {

name : name,

values : data.map(**function**(d) {

**return** {

Displacement : d.Displacement,

HorsePower : +d[name]

};

})

};

});

x.domain(d3.extent(data, **function**(d) {

**return** d.Displacement;

}));

y.domain([ d3.min(horsePowerValueTypes, **function**(c) {

**return** d3.min(c.values, **function**(v) {

**return** v.HorsePower;

});

}), d3.max(horsePowerValueTypes, **function**(c) {

**return** d3.max(c.values, **function**(v) {

**return** v.HorsePower;

});

}) ]);

svg.append("g").attr("class", "x axis").attr("transform",

"translate(0," + height + ")").call(xAxis)

.append("text").attr("class", "label").attr("x", width)

.attr("y", -6).style("text-anchor", "end").text(

"Displacement").style("font-size","15px");

svg.append("g").attr("class", "y axis").call(yAxis).append("text")

.attr("transform", "rotate(-90)").attr("y", 6).attr("dy",

".71em").style("text-anchor", "end").text(

"Horse Power").style("font-size","15px");

**var** horsePowerValueType = svg.selectAll(".horsePowerValueType").data(horsePowerValueTypes).enter().append("g")

.attr("class", "horsePowerValueType");

horsePowerValueType.append("path").attr("class", "line").attr("d", **function**(d) {

**return** line(d.values);

}).style("stroke", **function**(d) {

**return** color(d.name);

});

horsePowerValueType.append("text").datum(**function**(d) {

**return** {

name : d.name,

value : d.values[d.values.length - 1]

};

}).style("fill", **function**(d) {

**return** color(d.name);

}).attr(

"transform",

**function**(d) {

**return** "translate(" + x(d.value.Displacement) + ","

+ y(d.value.HorsePower) + ")";

}).attr("x", 3).attr("y", ".35em").text(**function**(d) {

**return** d.name;

});

});

</script>

I have python server running:

rpulekar-m1:WebContent rpulekar$ python -m SimpleHTTPServer 8888 &

[2] 39832

Then I accessed the output of html file in the web browser:

<http://localhost:8888/html/assignment11_problem1.html>

and I got this:

![](data:image/png;base64,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)

Deliverables:

* Problem1.scala (the scala program for this problem)
* problem1\_original\_vs\_predicted.csv (the csv file containing displacement, predicted horsepower and actual horsepower)
* RohanPulekar\_Assignment11\_Porblem1.zip (a zip file containing html/ assignment11\_problem1.html and input\_files/ problem1\_original\_vs\_predicted.csv)

**Problem 2**. Treat: cylinders, displacement, manufacturer, model\_year, origin and weight as features and use linear regression to predict two target variable: horsepower and acceleration. Please note that some of those are categorical variables. Use test data to assess quality of prediction for both target variables. Which of two target variables is easier to predict, in the sense that predicted values differ less from the original values.

For this, I treated manufacturer and origin as categories.

I wrote two programs:

* one for calculating horsepower
* one for calculating acceleration

This is the program for predicting horsepower:

**def** main(args: Array[*String*]) {

// create spark conf and spark context

**val** conf = **new** SparkConf().setAppName("Assignment11-Problem2ForHorsePower")

**val** sc = **new** SparkContext(conf)

// take input file name from program parameter

**val** inputFileName = args(0)

// construct RDD from input file

**val** rawCarDataRDDWithHeaders = sc.textFile(inputFileName)

// get the headers row of input file

**val** headersRow = rawCarDataRDDWithHeaders.first()

// construct a headers map

**val** headersMap: Map[*String*, Int] = Map("Record\_num" -> 0, "Acceleration" -> 1,

"Cylinders" -> 2, "Displacement" -> 3, "Horsepower" -> 4, "Manufacturer" -> 5, "Model" -> 6,

"Model\_Year" -> 7, "MPG" -> 8, "Origin" -> 9, "Weight" -> 10)

// create an RDD of data without the headers

**val** uncleanCarDataRDDOfUnsplitLines = rawCarDataRDDWithHeaders.filter(rowAsAString => (rowAsAString != headersRow))

// split the data by comma

**val** uncleanCarDataRDD = uncleanCarDataRDDOfUnsplitLines.map(rowAsAString => rowAsAString.split(","))

// trim the data as it contains spaces

**val** cleanCarDataRDD = uncleanCarDataRDD.map(rowAsArrayOfValues => rowAsArrayOfValues.map(value => value.trim()))

// create category features

**val** manufacturerCategoriesRDD = cleanCarDataRDD.map(rowAsArrayOfValues => rowAsArrayOfValues(headersMap("Manufacturer"))).distinct().collect

**val** originCategoriesRDD = cleanCarDataRDD.map(rowAsArrayOfValues => rowAsArrayOfValues(headersMap("Origin"))).distinct().collect

// create categories map

**val** categoriesMap = manufacturerCategoriesRDD.union(originCategoriesRDD).zipWithIndex.toMap

**val** numberOfCategories = categoriesMap.size

println("Number of categories:" + numberOfCategories)

// construct the entire data RDD, also filter the NaN values

**val** dataRDDForHorsePower = cleanCarDataRDD.map { rowAsArrayOfValues =>

**var** label = 0.0

**if** (rowAsArrayOfValues(headersMap("Horsepower")) != "NaN") {

label = rowAsArrayOfValues(headersMap("Horsepower")).toInt

}

**val** categoryFeatures = Array.ofDim[Double](numberOfCategories)

**val** manufacturerCategoryIdx = categoriesMap(rowAsArrayOfValues(headersMap("Manufacturer")))

categoryFeatures(manufacturerCategoryIdx) = 1.0

**val** originCategoryIdx = categoriesMap(rowAsArrayOfValues(headersMap("Origin")))

categoryFeatures(originCategoryIdx) = 1.0

**val** nonCategoryFeatures = rowAsArrayOfValues.slice(2, 3).union(rowAsArrayOfValues.slice(3, 4)).union(rowAsArrayOfValues.slice(7, 8)).map(feature => feature.toDouble)

**val** features = categoryFeatures ++ nonCategoryFeatures

**LabeledPoint**(label, Vectors.dense(features))

}

// cache the RDD

dataRDDForHorsePower.cache

// create indexed RDD in order to split it into test and training data

**val** dataRDDForHorsePowerWithIdx = dataRDDForHorsePower.zipWithIndex().map(mapEntry => (mapEntry.\_2, mapEntry.\_1))

// create test and training data RDDs (these will be with ids)

**val** testDataRDDForHorsePowerWithIdx = dataRDDForHorsePowerWithIdx.sample(**false**, 0.1, 40)

**val** trainDataRDDForHorsePowerWithIdx = dataRDDForHorsePowerWithIdx.subtract(testDataRDDForHorsePowerWithIdx)

// create test and training RDDs

**val** testDataRDDForHorsePower = testDataRDDForHorsePowerWithIdx.map(mapEntry => mapEntry.\_2)

**val** trainingDataRDDForHorsePower = trainDataRDDForHorsePowerWithIdx.map(mapEntry => mapEntry.\_2)

println("Training data size:" + trainingDataRDDForHorsePower.collect().size)

println("Test data size:" + testDataRDDForHorsePower.collect().size)

println()

// cache the training data RDD

trainingDataRDDForHorsePower.cache

// these are my settings for linear regression.

// I tried a lot with different settings but these were the ones that worked for me

**val** numIterationsForLR = 10000

**val** stepSizeForLR = 0.0001

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Linear Regression with SGD model for Horse Power start \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**val** linearSGDTrainedModelForHorsePower = LinearRegressionWithSGD.train(trainingDataRDDForHorsePower, numIterationsForLR, stepSizeForLR)

**val** linearSGDPredictedVsActualForHorsePower = testDataRDDForHorsePower.map { testDataRow =>

(Math.round(linearSGDTrainedModelForHorsePower.predict(testDataRow.features)).toDouble, testDataRow.label)

}

println("Predicted vs Actual value of Horse Power for Linear Regression with SGD")

linearSGDPredictedVsActualForHorsePower.collect().foreach(println)

**var** metrics = **new** RegressionMetrics(linearSGDPredictedVsActualForHorsePower)

println("Performance metrics for Linear Regression with SGD Model for Horse Power:")

printMetrics(metrics)

println()

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Linear Regression with SGD model for Horse Power end \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

// I was unable to scale the features with StandardScaler

// If do that the linear regression model gives bad results. So I decided not to

// I was unable to use SVMWithSGD and LogisticRegressionWithSGD since label is not a boolean (0 or 1)

}

For Acceleration, program is similar except for reading from acceleration column.

I ran the spark job for horsepower:

[cloudera@localhost ~]$ spark-submit --class e63.mllib.assignment11.Problem2ForHorsePower shared/assignment11\_2.10-0.0.1.jar file:///home/cloudera/assignment11/input/Small\_Car\_Data.csv

SLF4J: Class path contains multiple SLF4J bindings.

SLF4J: Found binding in [jar:file:/usr/lib/zookeeper/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: Found binding in [jar:file:/usr/lib/flume-ng/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: See http://www.slf4j.org/codes.html#multiple\_bindings for an explanation.

SLF4J: Actual binding is of type [org.slf4j.impl.Log4jLoggerFactory]

16/04/22 17:06:59 WARN NativeCodeLoader: Unable to load native-hadoop library for your platform... using builtin-java classes where applicable

16/04/22 17:07:00 WARN Utils: Your hostname, localhost.localdomain resolves to a loopback address: 127.0.0.1; using 192.168.71.158 instead (on interface eth0)

16/04/22 17:07:00 WARN Utils: Set SPARK\_LOCAL\_IP if you need to bind to another address

16/04/22 17:07:01 WARN MetricsSystem: Using default name DAGScheduler for source because spark.app.id is not set.

16/04/22 17:07:04 WARN DomainSocketFactory: The short-circuit local reads feature cannot be used because libhadoop cannot be loaded.

Number of categories:34

Training data size:89

Test data size:11

16/04/22 17:07:06 WARN BLAS: Failed to load implementation from: com.github.fommil.netlib.NativeSystemBLAS

16/04/22 17:07:06 WARN BLAS: Failed to load implementation from: com.github.fommil.netlib.NativeRefBLAS

Predicted vs Actual value of Horse Power for Linear Regression with SGD

(201.0,215.0)

(207.0,225.0)

(70.0,95.0)

(127.0,105.0)

(120.0,90.0)

(66.0,60.0)

(89.0,108.0)

(94.0,120.0)

(167.0,145.0)

(76.0,79.0)

(76.0,82.0)

Performance metrics for Linear Regression with SGD Model for Horse Power:

MSE = 375.5454545454546

RMSE = 19.378995189262383

R-squared = 0.8589743589743589

MAE = 17.363636363636363

Explained variance = 2484.9173553719006

Performance metrics for Random Forest Model for Horse Power:

MSE = 397.81818181818176

RMSE = 19.945379961740056

R-squared = 0.8506104562749444

MAE = 15.090909090909092

Explained variance = 1623.603305785124

Performance metrics for Gradient Boosted Model for Horse Power:

MSE = 195.0

RMSE = 13.96424004376894

R-squared = 0.9267731784071653

MAE = 12.636363636363637

Explained variance = 3349.1487603305777

[cloudera@localhost ~]$

I also used Random Forest and Gradient Boost models

Then I ran the job for Acceleration:

[cloudera@localhost ~]$ spark-submit --class e63.mllib.assignment11.Problem2ForAcceleration shared/assignment11\_2.10-0.0.1.jar file:///home/cloudera/assignment11/input/Small\_Car\_Data.csv

SLF4J: Class path contains multiple SLF4J bindings.

SLF4J: Found binding in [jar:file:/usr/lib/zookeeper/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: Found binding in [jar:file:/usr/lib/flume-ng/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: See http://www.slf4j.org/codes.html#multiple\_bindings for an explanation.

SLF4J: Actual binding is of type [org.slf4j.impl.Log4jLoggerFactory]

16/04/22 17:09:58 WARN NativeCodeLoader: Unable to load native-hadoop library for your platform... using builtin-java classes where applicable

16/04/22 17:09:59 WARN Utils: Your hostname, localhost.localdomain resolves to a loopback address: 127.0.0.1; using 192.168.71.158 instead (on interface eth0)

16/04/22 17:09:59 WARN Utils: Set SPARK\_LOCAL\_IP if you need to bind to another address

16/04/22 17:10:01 WARN MetricsSystem: Using default name DAGScheduler for source because spark.app.id is not set.

16/04/22 17:10:03 WARN DomainSocketFactory: The short-circuit local reads feature cannot be used because libhadoop cannot be loaded.

Number of categories:34

Training data size:89

Test data size:11

16/04/22 17:10:05 WARN BLAS: Failed to load implementation from: com.github.fommil.netlib.NativeSystemBLAS

16/04/22 17:10:05 WARN BLAS: Failed to load implementation from: com.github.fommil.netlib.NativeRefBLAS

Predicted vs Actual value of Acceleration for Linear Regression with SGD:

(13.0,8.5)

(13.0,10.0)

(13.0,15.0)

(14.0,14.5)

(14.0,17.6)

(14.0,22.1)

(14.0,15.5)

(14.0,16.7)

(14.0,12.0)

(15.0,18.6)

(15.0,19.4)

Performance metrics for Linear Regression with SGD Model for Acceleration:

MSE = 14.357272727272733

RMSE = 3.7890991973386936

R-squared = 0.05401269862014113

MAE = 3.263636363636364

Explained variance = 2.8066942148760323

Performance metrics for Random Forest Model for Acceleration:

MSE = 3.9390909090909108

RMSE = 1.9847143142253272

R-squared = 0.7404569760730115

MAE = 1.5909090909090913

Explained variance = 6.6116528925619855

Performance metrics for Gradient Boosted Model for Acceleration:

MSE = 3.6300000000000012

RMSE = 1.9052558883257653

R-squared = 0.7608226876204789

MAE = 1.5363636363636366

Explained variance = 9.269504132231408

[cloudera@localhost ~]$

I also used Random Forest and Gradient Boost models

I think Acceleration is easier to predict than HorsePower.

Because mean absolute error during prediction of Acceleration is lower than that during prediction of HorsePower

Deliverables:

- Problem2ForHorsePower.scala (the scala program for predicting horse power using linear regression)

- Problem2ForAcceleration.scala (the scala program for predicting acceleration using linear regression)

**Problem 3**. Repeat above analysis with decision tree method. Compare predicting ability/quality of this technique with that of the linear regression.

For this I used DecisionTree class of Scala mllib.

Again I used two Scala files:

* one to prodict HorsePower
* one to predict Acceleration

This is the code for predicting horsepower:

**def** main(args: Array[*String*]) {

// create spark conf and spark context

**val** conf = **new** SparkConf().setAppName("Assignment11-Problem2ForHorsePower")

**val** sc = **new** SparkContext(conf)

// take input file name from program parameter

**val** inputFileName = args(0)

// construct RDD from input file

**val** rawCarDataRDDWithHeaders = sc.textFile(inputFileName)

// get the headers row of input file

**val** headersRow = rawCarDataRDDWithHeaders.first()

// construct a headers map

**val** headersMap: Map[*String*, Int] = Map("Record\_num" -> 0, "Acceleration" -> 1,

"Cylinders" -> 2, "Displacement" -> 3, "Horsepower" -> 4, "Manufacturer" -> 5, "Model" -> 6,

"Model\_Year" -> 7, "MPG" -> 8, "Origin" -> 9, "Weight" -> 10)

// create an RDD of data without the headers

**val** uncleanCarDataRDDOfUnsplitLines = rawCarDataRDDWithHeaders.filter(rowAsAString => (rowAsAString != headersRow))

// split the data by comma

**val** uncleanCarDataRDD = uncleanCarDataRDDOfUnsplitLines.map(rowAsAString => rowAsAString.split(","))

// trim the data as it contains spaces

**val** cleanCarDataRDD = uncleanCarDataRDD.map(rowAsArrayOfValues => rowAsArrayOfValues.map(value => value.trim()))

// create category features

**val** manufacturerCategoriesRDD = cleanCarDataRDD.map(rowAsArrayOfValues => rowAsArrayOfValues(headersMap("Manufacturer"))).distinct().collect

**val** originCategoriesRDD = cleanCarDataRDD.map(rowAsArrayOfValues => rowAsArrayOfValues(headersMap("Origin"))).distinct().collect

// create categories map

**val** categoriesMap = manufacturerCategoriesRDD.union(originCategoriesRDD).zipWithIndex.toMap

**val** numberOfCategories = categoriesMap.size

println("Number of categories:" + numberOfCategories)

// construct the entire data RDD, also filter the NaN values

**val** dataRDDForHorsePower = cleanCarDataRDD.map { rowAsArrayOfValues =>

**var** label = 0.0

**if** (rowAsArrayOfValues(headersMap("Horsepower")) != "NaN") {

label = rowAsArrayOfValues(headersMap("Horsepower")).toInt

}

**val** categoryFeatures = Array.ofDim[Double](numberOfCategories)

**val** manufacturerCategoryIdx = categoriesMap(rowAsArrayOfValues(headersMap("Manufacturer")))

categoryFeatures(manufacturerCategoryIdx) = 1.0

**val** originCategoryIdx = categoriesMap(rowAsArrayOfValues(headersMap("Origin")))

categoryFeatures(originCategoryIdx) = 1.0

**val** nonCategoryFeatures = rowAsArrayOfValues.slice(2, 3).union(rowAsArrayOfValues.slice(3, 4)).union(rowAsArrayOfValues.slice(7, 8)).union(rowAsArrayOfValues.slice(10, 11)).map(feature => **if** (feature == "NaN") 0.0 **else** feature.toDouble)

**val** features = categoryFeatures ++ nonCategoryFeatures

**LabeledPoint**(label, Vectors.dense(features))

}

// cache the RDD

dataRDDForHorsePower.cache

**val** features = dataRDDForHorsePower.map(labeledPoint => labeledPoint.features)

**val** featuresMatrix = **new** RowMatrix(features)

**val** featuresMatrixSummary = featuresMatrix.computeColumnSummaryStatistics()

**val** scaler = **new** StandardScaler(withMean = **true**, withStd = **true**).fit(features)

**val** scaledDataRDDForHorsePower = dataRDDForHorsePower.map(lp => **LabeledPoint**(lp.label, scaler.transform(lp.features)))

// create indexed RDD in order to split it into test and training data

**val** dataRDDForHorsePowerWithIdx = scaledDataRDDForHorsePower.zipWithIndex().map(mapEntry => (mapEntry.\_2, mapEntry.\_1))

// create test and training data RDDs (these will be with ids)

**val** testDataRDDForHorsePowerWithIdx = dataRDDForHorsePowerWithIdx.sample(**false**, 0.1, 40)

**val** trainDataRDDForHorsePowerWithIdx = dataRDDForHorsePowerWithIdx.subtract(testDataRDDForHorsePowerWithIdx)

// create test and training RDDs

**val** testDataRDDForHorsePower = testDataRDDForHorsePowerWithIdx.map(mapEntry => mapEntry.\_2)

**val** trainingDataRDDForHorsePower = trainDataRDDForHorsePowerWithIdx.map(mapEntry => mapEntry.\_2)

println("Training data size:" + trainingDataRDDForHorsePower.collect().size)

println("Test data size:" + testDataRDDForHorsePower.collect().size)

println()

// cache the training data RDD

trainingDataRDDForHorsePower.cache

// these are my settings for decision tree.

// I tried a lot with different settings but these were the ones that worked for me

**val** maxDepth = 5

**val** maxBins = 9

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Decision Tree model for Horse Power start \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**val** dTreeTrainedModelForHorsePower = DecisionTree.trainRegressor(trainingDataRDDForHorsePower, Map[Int, Int](), "variance", maxDepth, maxBins)

**val** dTreePredictedVsActualForHorsePower = testDataRDDForHorsePower.map { testDataRow =>

(Math.round(dTreeTrainedModelForHorsePower.predict(testDataRow.features)).toDouble, testDataRow.label)

}

println("Predicted vs Actual value of Horse Power for Decision Tree model")

dTreePredictedVsActualForHorsePower.collect().foreach(println)

println()

**var** metrics = **new** RegressionMetrics(dTreePredictedVsActualForHorsePower)

println("Performance metrics for Decision Tree Model for Horse Power:")

printMetrics(metrics)

println()

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Decision Tree model for Horse Power end \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

}

For acceleration, program is the same except for reading from Acceleration column

This is the how I ran the program for HorsePower:

[cloudera@localhost ~]$ spark-submit --class e63.mllib.assignment11.Problem3ForHorsePower shared/assignment11\_2.10-0.0.1.jar file:///home/cloudera/assignment11/input/Small\_Car\_Data.csv

SLF4J: Class path contains multiple SLF4J bindings.

SLF4J: Found binding in [jar:file:/usr/lib/zookeeper/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: Found binding in [jar:file:/usr/lib/flume-ng/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: See http://www.slf4j.org/codes.html#multiple\_bindings for an explanation.

SLF4J: Actual binding is of type [org.slf4j.impl.Log4jLoggerFactory]

16/04/22 17:18:57 WARN NativeCodeLoader: Unable to load native-hadoop library for your platform... using builtin-java classes where applicable

16/04/22 17:18:57 WARN Utils: Your hostname, localhost.localdomain resolves to a loopback address: 127.0.0.1; using 192.168.71.158 instead (on interface eth0)

16/04/22 17:18:57 WARN Utils: Set SPARK\_LOCAL\_IP if you need to bind to another address

16/04/22 17:18:59 WARN MetricsSystem: Using default name DAGScheduler for source because spark.app.id is not set.

16/04/22 17:19:01 WARN DomainSocketFactory: The short-circuit local reads feature cannot be used because libhadoop cannot be loaded.

Number of categories:40

Training data size:89

Test data size:11

Predicted vs Actual value of Horse Power for Decision Tree model

(207.0,215.0)

(207.0,225.0)

(86.0,95.0)

(94.0,105.0)

(96.0,90.0)

(65.0,60.0)

(94.0,108.0)

(94.0,120.0)

(150.0,145.0)

(86.0,79.0)

(94.0,82.0)

Performance metrics for Decision Tree Model for Horse Power:

MSE = 158.27272727272728

RMSE = 12.58064892097094

R-squared = 0.9405650832666083

MAE = 11.0

Explained variance = 2244.603305785124

[cloudera@localhost ~]$

This is the how I ran the program for Acceleration:

[cloudera@localhost ~]$ spark-submit --class e63.mllib.assignment11.Problem3ForAcceleration shared/assignment11\_2.10-0.0.1.jar file:///home/cloudera/assignment11/input/Small\_Car\_Data.csv

SLF4J: Class path contains multiple SLF4J bindings.

SLF4J: Found binding in [jar:file:/usr/lib/zookeeper/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: Found binding in [jar:file:/usr/lib/flume-ng/lib/slf4j-log4j12-1.7.5.jar!/org/slf4j/impl/StaticLoggerBinder.class]

SLF4J: See http://www.slf4j.org/codes.html#multiple\_bindings for an explanation.

SLF4J: Actual binding is of type [org.slf4j.impl.Log4jLoggerFactory]

16/04/22 17:21:52 WARN NativeCodeLoader: Unable to load native-hadoop library for your platform... using builtin-java classes where applicable

16/04/22 17:21:52 WARN Utils: Your hostname, localhost.localdomain resolves to a loopback address: 127.0.0.1; using 192.168.71.158 instead (on interface eth0)

16/04/22 17:21:52 WARN Utils: Set SPARK\_LOCAL\_IP if you need to bind to another address

16/04/22 17:21:54 WARN MetricsSystem: Using default name DAGScheduler for source because spark.app.id is not set.

16/04/22 17:21:56 WARN DomainSocketFactory: The short-circuit local reads feature cannot be used because libhadoop cannot be loaded.

Number of categories:40

Training data size:89

Test data size:11

Predicted vs Actual value of Acceleration for Decision Tree model

(11.0,8.5)

(11.0,10.0)

(17.0,15.0)

(22.0,14.5)

(17.0,17.6)

(22.0,22.1)

(15.0,15.5)

(17.0,16.7)

(14.0,12.0)

(15.0,18.6)

(17.0,19.4)

Performance metrics for Decision Tree Model for Acceleration:

MSE = 8.266363636363637

RMSE = 2.875128455628311

R-squared = 0.45533701440846863

MAE = 2.045454545454546

Explained variance = 12.509173553719007

[cloudera@localhost ~]$

Comparison between Linear regression and decision tree methods:

Linear regression is good when predicting continuous data. Decision tree is good when predicting classified data (e.g. when value target/label can be one of N values. N can be 2,3,4,…)

Decision trees try to create a classification based model of the data. i.e. they create buckets/subbuckets. The number/depth of these buckets/subbuckets depends on the standard deviation for each bucket. If standard deviation is big, more subbuckets are created until standard deviation is small enough. Smaller the standard deviation, more accurate the prediction.

Linear regression works by forming a straight line between the data points. That straight line should represent the data as closely as possible.

Deliverables:

* Problem3ForHorsePower.scala (scala file for predicting horse power using decision tree)
* Problem3ForAcceleration.scala (scala file for predicting acceleration using decision tree)