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# 前言

当开发Java并发程序时，所要面对的挑战之一就是：平台提供的各种并发功能与开发人员在程序中需要的并发语义并不匹配。

相关书籍：

并发的入门介绍可参考《The Java Programming Language》

并发的百科全书《Concurrent Programming in Java》

# 简介

要想充分发挥多处理器系统的强大计算能力，最简单的方式就是使用线程。

## 并发简史

之所以在计算机中加入操作系统来实现多个程序的同时执行，主要是基于以下原因：

**资源利用率**。在某些情况下，程序必须等待某个外部操作执行完成，例如输入操作或输出操作等，而在等待时程序无法执行其他任何工作。

**公平性**。不同的用户和程序对于计算机上的资源有着同等的使用权。一种高效的运行方式是通过粗粒度的时间分片（Time Slicing）使这些用户和程序能共享计算机资源，而不是由一个程序从头运行到尾，然后再启动下一个程序。

**便利性**。通常来说，在计算多个任务时，应该编写多个程序，每个程序执行一个任务并在必要时相互通信，这比只编写一个程序来计算所有任务更容易实现。

但凡做事高效的人，总能在串行性和异步性之间找到合同的平衡，对于程序来说同样如此。

【批注】：了解进程和线程的区别
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线程允许在同一个进程中同时存在多个程序控制流。

线程会共享进程范围内的资源，例如内存句柄和文件句柄，但每个线程都有各自的程序计数器（Program Counter）、栈以及局部变量等。

线程还提供了一种直观的分解模式来充分利用多处理器的硬件并行性，而在同一个程序中的多个线程也可以被同时调度到多个CPU运行。

线程也被称为轻量级进程。在大多数现代操作系统中，都是以线程为基本的调度单位，而不是进程。如果没有明确的协同机制，那么线程将彼此独立执行。由于同一个进程中的所有线程都将共享进程的内存地址空间，因此这些线程都能访问相同的变量并在同一个堆上分配对象，这就需要实现一种比在进程间共享数据粒度更细的数据共享机制。如果没有明确的同步机制来协同对共享数据的访问，那么当一个线程正在使用某个变量时，另一个线程可能同时访问这个变量，这将造成不可预测的结果。

## 线程的优势

如果使用得当，线程可以有效地降低程序的开发和维护等成本，同时提升复杂应用程序的性能。线程能够将大部分的异步工作流转换成串行工作流，因此能更好的模拟人类的工作方式和交互方式。此外，线程还可以降低代码的复杂度，使代码更容易编写、阅读和维护。

### 1.2.1 发挥多处理器的强大能力