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**Lab-5**

**Implement Optimal Brain Damage & Optimal Brain Surgery in your already designed network.**

Optimal Brain Damage (OBD) and Optimal Brain Surgeon (OBS) represent two popular pruning procedures; however, pruning large networks trained on voluminous data sets using these methods easily becomes intractable. We present a number of approximations and discuss practical issues in real-world pruning, and use as an example a network trained to predict protein coding regions in DNA sequences. The efficiency of OBS on large networks is compared to OBD, and it turns out that OBD is preferable to OBS, since more weights can be removed using less computational effort.

Optimal Brain Surgeon (OBS) is significantly better than magnitude-based methods and Optimal Brain Damage, which often remove the wrong weights. OBS permits pruning of more weights than other methods (for the same error on the training set), and thus yields better generalization on test data. Crucial to OBS is a recursion relation for calculating the inverse Hessian matrix H-' from training data and structural information of the net. OBS permits a 76%, a 62%, and a 90% reduction in weights over backpropagation with weight decay on three benchmark MONK'S problems. Of OBS, Optimal Brain Damage, and a magnitude-based method, only OBS deletes the correct weights from a trained XOR network in every case

Objective functions play a central role in this field; therefore it is more than reasonable to define the saliency of a parameter to be the change in the objective function caused by deleting that parameter

**Hessian matrix** is a matrix of second order partial derivatives
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**The Optimal Brain Damage procedure can be carried out as follows:**

1. Choose a reasonable network architecture
2. Train the network until a reasonable solution is obtained
3. Compute the second derivatives hu for each parameter 4. Compute the saliencies for each parameter:
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1. Sort the parameters by saliency and delete some lowsaliency parameters
2. Iterate to step 2

Deleting a parameter is defined as setting it to 0 and freezing it there. Several variants of the procedure can be devised, such as decreasing the ... 41ues of the low saliency parameters instead of simply setting them to 0, or allowing the deleted parameters to adapt again after they have been set to 0

**The Optimal Brain Surgery procedure can be carried out as follows:**

* 1. Train a "reasonably large" network to mini- ~num error.
  2. Compute H-'.
  3. Find the q that gives the smallest saliency

![](data:image/jpeg;base64,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) If this candidate error increase is

nuclei smaller than E, then the qth weight should he deleted, and we proceed to step 4: otherwise go to step 5.

(Other stopping criteria can be used too.)

* 1. Use the q from step 3 to update all weights (Eq. 5). Go to step 2.
  2. No more weights can he deleted without large increase in E. (At this point it may be desirable to retrain the network.)

The method described here Optimal Brain Surgeon (OBS) - accepts the criterion makes no restrictive assumptions about the form of the network's Hessian. OBS thereby eliminates the correct weights. Moreover, unlike other methods, OBS does not demand (typically slow) retraining after the pruning of a weight.

Following is the model implemented in the last lab.
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# Import PyTorch

[2]:

**import**

**torch**

**import**

**torchvision**

**import**

**torchvision**

**.**

**datasets**

**as**

**datasets**

**import**

**torch**

**.**

**nn**

**as**

**nn**

**import**

**torchvision**

**.**

**transforms**

**as**

**transforms**

**import**

**matplotlib**

**.**

**pyplot**

**as**

**plt**

# Initialize Hyper-parameters

[3]:

input\_size

=

784

hidden\_size

=

150

num\_classes

=

15

num\_epochs

=

5

batch\_size

=

150

learning\_rate

=

0.001

# Build the Feedforward Neural Network

[139]:

**class**

**NeuralNet**

(

nn

.

Module):

**def**

\_\_init\_\_

(

self

, input\_size, hidden\_size, num\_classes):

super

(

NeuralNet,

self

)

.

\_\_init\_\_

()

self

.

l1

=

nn

.

Linear(input\_size, hidden\_size)

self

.

relu

=

nn

.

ReLU()

self

.

l2

=

nn

.

Linear(hidden\_size, num\_classes)

**def**

forward

(

self

, x):

out

=

self

.

l1(x)

out

=

self

.

relu(out)

out

=

self

.

l2(out)

**return**

out

# Instantiate the FNN

[140]: model = NeuralNet(input\_size, hidden\_size, num\_classes)

# Enable GPU

[141]: device= torch.device('cuda' **if** torch.cuda.is\_available() **else** 'cpu')

# Choose the Loss Function and Optimizer

[142]: criterion = nn.CrossEntropyLoss() optimizer = torch.optim.Adam(model.parameters(), lr=learning\_rate)

# Training the FNN Model

[143]:

n\_total\_steps

=

len

(

train\_loader

)

**for**

epoch

**in**

range

(

num\_epochs

):

**for**

i, (images, labels)

**in**

enumerate

(

train\_loader

):

images

=

images

.

reshape(

-

1

,

28

\*

28

)

.

to(device)

labels

=

labels

.

to(device)

outputs

=

model(images)

loss

=

criterion(outputs, labels)

optimizer

.

zero\_grad()

loss

.

backward()

optimizer

.

step()

**if**

(

i

+

1

)

%

100

==

0

:

print

(

f

'

Epoch [

**{**

epoch

+

1

**}**

/

**{**

num\_epochs

**}**

]

, step

[

**{**

i

+

1

**}**

/

*,*

→

**{**

n\_total\_steps

**}**

]

, loss

:

**{**

loss

.

item()

**:**

.4

f

**}**

'

)

Epoch [1/5], step[100/400], loss: 0.3850

Epoch [1/5], step[200/400], loss: 0.3349

Epoch [1/5], step[300/400], loss: 0.1991

Epoch [1/5], step[400/400], loss: 0.2551

Epoch [2/5], step[100/400], loss: 0.2451

Epoch [2/5], step[200/400], loss: 0.2422

Epoch [2/5], step[300/400], loss: 0.2784

Epoch [2/5], step[400/400], loss: 0.2823

Epoch [3/5], step[100/400], loss: 0.1294

Epoch [3/5], step[200/400], loss: 0.1487

Epoch [3/5], step[300/400], loss: 0.0640

Epoch [3/5], step[400/400], loss: 0.1173

Epoch [4/5], step[100/400], loss: 0.1329

Epoch [4/5], step[200/400], loss: 0.1056

Epoch [4/5], step[300/400], loss: 0.1117

Epoch [4/5], step[400/400], loss: 0.1124

Epoch [5/5], step[100/400], loss: 0.1078

Epoch [5/5], step[200/400], loss: 0.0448

Epoch [5/5], step[300/400], loss: 0.0944

Epoch [5/5], step[400/400], loss: 0.0841

# Testing the FNN Model

[144]:

**with**

torch

.

no\_grad():

n\_correct

=

0

n\_samples

=

0

**for**

images, labels

**in**

test\_loader:

images

=

images

.

reshape(

-

1

,

28

\*

28

)

.

to(device)

labels

=

labels

.

to(device)

outputs

=

model(images)

\_, predicted

=

torch

.

max(outputs

.

data,

1

)

n\_samples

+

=

labels

.

size(

0

)

n\_correct

+

=

(

predicted

==

labels)

.

sum()

.

item()

[ ]: