JAVA\_Assignment05

## Calling the user defined class

2 user defined classes to be created and called from the main class.

class SquareSeries

{

    public static void main(String args[]) throws IOException

    {

        int n;

        BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

        System.out.println(\"Enter no.of elements in series: \");

        n = Integer.parseInt(br.readLine());

        if(n>0)

        {

            System.out.println(\"Series:\");

            for(int i=0; i<(n-1); i++)

            {

                System.out.println(\"\\t\"+(int)(Math.pow(i,2)));

            }

        }

        else

            System.out.println(\"You Entered the Wrong no.\");

    }

}

import java.io.\*;

public class Assignment3 //class name here, same as file name

{

public Assignment3() throws IOException{ //constructor, place class name here

// use BufferedReader class to input from the keyboard

// declare a variable of type BufferedReader

BufferedReader input = new BufferedReader(new InputStreamReader(System.in));

//declare variable for input

String inputString;

// houseKeeping()

String yourNumber;

int number;

int totalSquare = 0;

int totalCube = 0;

int count;

int badNumber=0;

String squareCube = " Your number squared is" +square +"your number cubed is"+cube;

System.out.print("Enter a number: ");

inputString = input.readLine();

yourNumber = inputString;

}//end constructor

}

public static void main(String [] args) throws IOException

{

new Assignment3(); //class constructor name

}

## Number of Years of Living

**Create an input box which accepts Date as input**

* + The output should be an excel file with (if date is valid)
  + Number of Years you have lived
  + Number of Months
  + Number of Days
  + Number of Seconds

[GUI message from Java Program]

* + If you have lived more than 18 years then you are eligible for voting
  + If you have lived more than 60 Years then you are a senior citizen
  + If you have lived less than 18 years then you are not eligible to vote
  + If the date is greater than the current system date then 'Best Wishes when you are born'
  + If the date component is same then display 'Happy birthday message'

public static void doPrintMonth( String pattern,String input ) {

try{

SimpleDateFormat sdf=new SimpleDateFormat(pattern);

Date output=sdf.parse(input);

String mon[]={"Jan","Feb","Mar","Apr","May","Jun","Jul","Aug","Sep","Oct","Nov","Dec"};

int m=output.getMonth();

System.out.println("\n\t" + mon[m] );

System.exit(0);

}

catch(Exception e){}

}

}

public class VariableDateParser {

private static final Pattern DATE\_PATTERN = Pattern

.compile("((?:(?:\\d+(?:[./]\\s\*)?)+)?)\\s\*((?:(?:\\d+[:]?)+)?)");

public Date getDate(final String dateString) {

final Calendar calendar = Calendar.getInstance();

final Matcher matcher = DATE\_PATTERN.matcher(dateString);

if (matcher.matches()) {

final String dateGroup = matcher.group(1).trim();

if (!"".equals(dateGroup)) {

final Iterator<Integer> fields = Arrays.asList(

Calendar.DATE, Calendar.MONTH, Calendar.YEAR).iterator();

final String[] items = dateGroup.split("\\D+");

for (final String item : items) {

if ("".equals(item))

break;

else if (fields.hasNext()) {

final Integer field = fields.next();

calendar.set(field, Integer.parseInt(item) -

// months are 0-based, grrrr!!!

(field.equals(Calendar.MONTH) ? 1 : 0));

} else {

throw new IllegalArgumentException(

"Bad date part: " + dateGroup);

}

}

}

final String timeGroup = matcher.group(2).trim();

if (!"".equals(timeGroup)) {

final Iterator<Integer> fields = Arrays.asList(

Calendar.HOUR, Calendar.MINUTE, Calendar.SECOND,

Calendar.MILLISECOND).iterator();

final String[] items = timeGroup.split("\\D+");

for (final String item : items) {

if ("".equals(item))

break;

else if (fields.hasNext()) {

final Integer field = fields.next();

calendar.set(field, Integer.parseInt(item));

} else {

throw new IllegalArgumentException(

"Bad time part: " + timeGroup);

}

}

}

} else

throw new IllegalArgumentException(

"Bad date string: " + dateString);

return calendar.getTime();

}

}

public static void main(final String[] args) {

VariableDateParser parser = new VariableDateParser();

DateFormat df = DateFormat.getDateTimeInstance(

DateFormat.MEDIUM, DateFormat.LONG, Locale.GERMAN);

System.out.println(df.format(parser.getDate("11")));

System.out.println(df.format(parser.getDate("11. 10.")));

System.out.println(df.format(parser.getDate("11. 10. 4")));

System.out.println(df.format(parser.getDate("11. 10. 2004")));

System.out.println(df.format(parser.getDate("11. 10. 2004 11")));

System.out.println(df.format(parser.getDate("11. 10. 2004 11:35")));

System.out.println(df.format(parser.getDate("11. 10. 2004 11:35:18")));

System.out.println(df.format(parser.getDate("11. 10. 2004 11:35:18:123")));

System.out.println(df.format(parser.getDate("11:35")));

System.out.println(df.format(parser.getDate("11:35:18")));

System.out.println(df.format(parser.getDate("11:35:18:123")));

}

3. Bank dynamics implementation

Problem statement:

The following are the requirements for which the object design and implementation should happen

o Should start with the bank balance 2500;

o User can make a deposit any money, which gets added to the bank balance

o User can make an withdraw any money, which gets credited from the bank balance

Create 2 bank objects bankTom and bankJack

o Both starts with 2500 in their bank balance

o Tom makes 4 deposit sequentially (of Rs.150 each) and 1 withdrawl (of Rs.1000)

o Jack makes 2 withdrawls sequentially (of Rs. 100 each) and 1 deposit of 500 Rs.

Conditions

1. All the inputs should be sent in the console and there should not be any hard-coding (other than the starting bank balance)

2. There should not be unnecessary variables declared

import java.util.Scanner;

class Bank

{

private String accno;

private String name;

private long balance;

Scanner KB=new Scanner(System.in);

//method to open an account

void openAccount()

{

System.out.print("Enter Account No: ");

accno=KB.next();

System.out.print("Enter Name: ");

name=KB.next();

System.out.print("Enter Balance: ");

balance=KB.nextLong();

}

//method to display account details

void showAccount()

{

System.out.println(accno+","+name+","+balance);

}

//method to deposit money

void deposit()

{

long amt;

System.out.println("Enter Amount U Want to Deposit : ");

amt=KB.nextLong();

balance=balance+amt;

}

//method to withdraw money

void withdrawal()

{

long amt;

System.out.println("Enter Amount U Want to withdraw : ");

amt=KB.nextLong();

if(balance>=amt)

{

balance=balance-amt;

}

else

{

System.out.println("Less Balance..Transaction Failed..");

}

}

//method to search an account number

boolean search(String acn)

{

if(accno.equals(acn))

{

showAccount();

return(true);

}

return(false);

}

}

class ExBank

{

public static void main(String arg[])

{

Scanner KB=new Scanner(System.in);

//create initial accounts

System.out.print("How Many Customer U Want to Input : ");

int n=KB.nextInt();

Bank C[]=new Bank[n];

for(int i=0;i<C.length;i++)

{

C[i]=new Bank();

C[i].openAccount();

}

//run loop until menu 5 is not pressed

int ch;

do

{

System.out.println("Main Menu\n

1.Display All\n

2.Search By Account\n

3.Deposit\n

4.Withdrawal\n

5.Exit");

System.out.println("Ur Choice :");

ch=KB.nextInt();

switch(ch)

{

case 1:

for(int i=0;i<C.length;i++)

{

C[i].showAccount();

}

break;

case 2:

System.out.print("Enter Account No U Want to Search...: ");

String acn=KB.next();

boolean found=false;

for(int i=0;i<C.length;i++)

{

found=C[i].search(acn);

if(found)

{

break;

}

}

if(!found)

{

System.out.println("Search Failed..Account Not Exist..");

}

break;

case 3:

System.out.print("Enter Account No : ");

acn=KB.next();

found=false;

for(int i=0;i<C.length;i++)

{

found=C[i].search(acn);

if(found)

{

C[i].deposit();

break;

}

}

if(!found)

{

System.out.println("Search Failed..Account Not Exist..");

}

break;

case 4:

System.out.print("Enter Account No : ");

acn=KB.next();

found=false;

for(int i=0;i<C.length;i++)

{

found=C[i].search(acn);

if(found)

{

C[i].withdrawal();

break;

}

}

if(!found)

{

System.out.println("Search Failed..Account Not Exist..");

}

break;

case 5:

System.out.println("Good Bye..");

break;

}

}

while(ch!=5);

}

}

Output

How Many Customer U Want to Input : 2

Enter Account No: 101

Enter Name: Chintu

Enter Balance: 25000

Enter Account No: 102

Enter Name: Alexander

Enter Balance: 30000

Main Menu

1.Display All

2.Search By Account

3.Deposit

4.Withdrawal

5.Exit

Ur Choice :

1

101,Chintu,25000

102,Alexander,30000

Main Menu

1.Display All

2.Search By Account

3.Deposit

4.Withdrawal

5.Exit

Ur Choice :

2

Enter Account No U Want to Search...: 102

102,Alexander,30000

Main Menu

1.Display All

2.Search By Account

3.Deposit

4.Withdrawal

5.Exit

Ur Choice :

2

Enter Account No U Want to Search...: 105

Search Failed..Account Not Exist..

Main Menu

1.Display All

2.Search By Account

3.Deposit

4.Withdrawal

5.Exit

Ur Choice :

3

Enter Account No : 102

102,Alexander,30000

Enter Amount U Want to Deposit :

25000

Main Menu

1.Display All

2.Search By Account

3.Deposit

4.Withdrawal

5.Exit

Ur Choice :

3

Enter Account No : 105

Search Failed..Account Not Exist..

Main Menu

1.Display All

2.Search By Account

3.Deposit

4.Withdrawal

5.Exit

Ur Choice :

4

Enter Account No : 102

102,Alexander,55000

Enter Amount U Want to withdraw :

15000

Main Menu

1.Display All

2.Search By Account

3.Deposit

4.Withdrawal

5.Exit

Ur Choice :

4

Enter Account No : 105

Search Failed..Account Not Exist..

Main Menu

1.Display All

2.Search By Account

3.Deposit

4.Withdrawal

5.Exit

Ur Choice :

5

Good Bye..

## Chessboard

Write a program to display a chess board as below

1. Consider x as black O as white
2. If the input is 1x1 matrix the black and white pattern should be X and O
3. If the input is 2x1 matrix the black and white pattern shoud be XX and OO
4. Likewise the 'X' and 'O' pattern should be designed using runtime value
5. Use '|' as vertical separator.
6. Use '-' as horizontal separator.
7. The size of the chess board and size of Pattern will be retrieved from the user.

**Sample output:**

![](data:image/png;base64,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)

public class MainPanel extends JPanel {

private player1 P1=new player1();

private player2 P2=new player2();

private final int Divide=600/8;

private int move =0;

private Rectangle2D rec;

private short players\_turn=1;

public final ToolPanel myTool;

private final StatusPanel myStatus;

private boolean GameOver=false;

private boolean Iam\_Server=false;

private boolean Iam\_Client=false;

private ServerSocket ServerSock;

private Socket Sock;

private BufferedReader in;

private PrintWriter out;

private String Box;

private boolean local=true;

private JButton startServer;

private JButton startClient;

private String MyIp\_Address;

private String MyPort\_number;

private boolean Game\_started=true;

private Recv\_Thread Recv\_from;

private ChatPanel Refe\_Chat;

public void start\_As\_Server(String Ip,String Port,ChatPanel newChat) {

Recv\_from=new Recv\_Thread();

Refe\_Chat=newChat;

Game\_started=false;

MyIp\_Address=Ip;

MyPort\_number=Port;

start\_Again();

startServer=new JButton(" Start server");

startServer.setSize(150,25);

startServer.setLocation(200,300);

startServer.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

try {

ServerSock=new ServerSocket(Integer.parseInt(MyPort\_number));

Thread Server=new Thread(new Runnable() {

public synchronized void run() {

try {

Sock=ServerSock.accept();

Refe\_Chat.listen\_chat();

in=new BufferedReader(new InputStreamReader(Sock.getInputStream()));

out=new PrintWriter(Sock.getOutputStream());

startServer.setVisible(false);

startServer=null;

Recv\_from.start();

Game\_started=true;

} catch (IOException ex) {

ex.printStackTrace();

}

}

});

Server.start();

/\*in=new BufferedReader(new InputStreamReader(Sock.getInputStream()));

out=new PrintWriter(Sock.getOutputStream());\*/

// Sock.setSoTimeout(999999);

// Refe\_Chat.listen\_chat();

} catch (IOException ex) {

ex.printStackTrace();

JOptionPane.showConfirmDialog(null,"Server error","Error",JOptionPane.ERROR\_MESSAGE);

}

startServer.setText("Waiting...");

}

});

local=false;

add(startServer);

Iam\_Server=true;

repaint();

}

public void start\_As\_Client(String Ip,String Port,ChatPanel newChat) {

Recv\_from=new Recv\_Thread();

Refe\_Chat=newChat;

Game\_started=false;

start\_Again();

MyIp\_Address=Ip;

MyPort\_number=Port;

local=false;

startClient=new JButton("Start Client");

startClient.setSize(150,25);

startClient.setLocation(200,300);

startClient.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

try {

Sock=new Socket(MyIp\_Address,Integer.parseInt(MyPort\_number));

in=new BufferedReader(new InputStreamReader(Sock.getInputStream()));

out=new PrintWriter(Sock.getOutputStream());

Recv\_from.start();

Game\_started=true;

Refe\_Chat.start\_chat();

} catch (UnknownHostException ex) {

ex.printStackTrace();

} catch (IOException ex) {

ex.printStackTrace();

JOptionPane.showConfirmDialog(null,"Client error","Error",JOptionPane.ERROR\_MESSAGE);

}

startClient.setVisible(false);

startClient=null;

}

});

Iam\_Client=true;

add(startClient);

}

public void start\_Again() {

P1=new player1();

P2=new player2();

move =0;

players\_turn=1;

GameOver=false;

local=true;

myTool.start\_Again();

myStatus.start\_Again();

Iam\_Server=false;

Iam\_Client=false;

repaint();

}

public MainPanel(ToolPanel myToolPanel,StatusPanel myStatusPanel) {

setBackground(Color.WHITE);

setSize(600,600);

setLocation(3,10);

MousewhenMove mouseDragAndDrop=new MousewhenMove();

Mousehere mouseHereEvent=new Mousehere();

addMouseMotionListener(mouseDragAndDrop);

addMouseListener(mouseHereEvent);

myTool=myToolPanel;

myStatus=myStatusPanel;

setLayout(null);

}

public void paintComponent(Graphics g) {

super.paintComponent(g);

Graphics2D g2 = (Graphics2D)g;

int iWidth = 600;

int iHeight = 600;

// Drawing the board

for (int i=0; i<8; i=i+2) {

for (int j=0; j<8; j=j+2) {

g2.setColor(Color.BLUE);

rec=new Rectangle2D.Double(j\*iWidth/8,(1+i)\*iWidth/8,Divide,Divide);

g2.fill(rec);

rec=new Rectangle2D.Double((1+j)\*iWidth/8,i\*iWidth/8,Divide,Divide);

g2.fill(rec);

}

}

/// Puting the pieces

Point postionPoint;

int postX;

int postY;

Image img;

for (int i = 1; i <= 32; i++) {

if(i<17) {

if(i==P2.GetInhand()) {

postionPoint=P2.getPixelPoint(i);

} else {

postionPoint=P2.returnPostion(i); }

img=P2.returnIconImage(i);

}

else {

if(i==P1.GetInhand()) {

postionPoint=P1.getPixelPoint(i);

} else {

postionPoint=P1.returnPostion(i); }

img=P1.returnIconImage(i);

}

if(i==P1.GetInhand())

g2.drawImage(img,postionPoint.x-25,postionPoint.y-25,Divide-40,Divide-12 ,this);

else if(i==P2.GetInhand())

g2.drawImage(img,postionPoint.x-25,postionPoint.y-25,Divide-40,Divide-12 ,this);

else {

postX=rowToX(postionPoint.x);

postY=colToY(postionPoint.y);

g2.drawImage(img,postX+20,postY+4,Divide-40,Divide-12 ,this);

}

}

}

/// You can inherit from Adapter and avoid meaningless

private class Mousehere implements MouseListener {

public void mouseClicked(MouseEvent e) {

}

public void mousePressed(MouseEvent e) {

}

/\*

--<<" In the name of \*\*GOD\*\* ">>--

\*

Hena el engain bat3 7arakaat kollaha. it is long bas ma3lsh . hwa unf3 ut3adel.

Ana henah bakshef al3 "Solider eaten move" and "Check King"

and "Other pices and Illagel and eaten moves"

\*

\*I Hope U under stand it ("Remember i didn't make this in one hour")

\*<<<<!!!!So don't expect you understand it in one Minute!!!!>>>>>

\*

\*

\* If Can improve it (It would be a Good Thing)

\*

\*/

public void mouseReleased(MouseEvent e) {

boolean can\_Send=false;

if(!GameOver) {

Point newP;

Point samePostion;

if(P1.GetInhand()!=-1) {

newP=P1.getPixelPoint(P1.GetInhand());

newP.x/=Divide;

newP.y/=Divide;

newP.x++;

newP.y++;

int otherindex;

Point old=P1.returnOldPostion(P1.GetInhand());

int x=old.x;

int y=old.y;

Point present=P1.returnPostion(P1.GetInhand());

///////////////////////////////////////////////////////////////////////////

///////////////////////////////////////////////////////////////////////////

if(Iam\_Server||local) {

// set the seen of the solider -white

if(P1.GetInhand()<33&&P1.GetInhand()>24) {

for(int i=1;i<17;i++) {

samePostion=P2.returnPostion(i);

if(samePostion.x==newP.x&&samePostion.y==newP.y) {

if(P1.setSeentoSiliders(P1.GetInhand(),samePostion))

break;

}

}

}

///////////////////////////////////////////////////////////////////////////////////

if(!(newP.x== present.x&&newP.y== present.y)/\*&&!P1.returncheckKing()\*/)

if(P1.checkthemove(newP,P1.GetInhand() )) // if the move is illegal

{

boolean flag=false;

for(int i=1;i<=32;i++) {

if(P1.GetInhand()!=i)// check if there is peices in the WAY

{

if(i<17)

flag=P1.checktheWay(newP,P2.returnPostion(i),P1.GetInhand());//Means there is somting in the Way so can't move

else {

flag=P1.checktheWay(newP,P1.returnPostion(i),P1.GetInhand());

}

if(flag==true)break;//Means there is a Pice in the Way

}

//

}

if(!flag&&P1.Pice\_already\_there(newP))

//(if flag =false this means "The pice able to MOVE as logic""

{

// So We Check If the New Place Make a Check To Black King !!!

boolean kin2=true;

Point myold=new Point();

Point o=P1.returnPostion(P1.GetInhand());

myold.x=o.x;

myold.y=o.y;

Point other=new Point();

Point f=new Point();

boolean kill=false;

int killed=-1;

boolean end\_move=true;

////\*\*\* Start Here to Check the King

for(int k=1;k<17;k++) {

// I have to Check the Place

other=P2.returnPostion(k);

if(newP.x==other.x&&newP.y==other.y) {

int inHand=P1.GetInhand();

if(inHand>24&&P1.returnsoliderSeen(inHand)) {

kill=true;

f.x=other.x;

f.y=other.y;

P2.Killedpiec(k);

} else if(inHand<=24) {

kill=true;

f.x=other.x;

f.y=other.y;

P2.Killedpiec(k);

} else {

P1.changePostion(myold,inHand);

end\_move=false;

break;

}

killed=k;//!!!

break;

}

}

if(end\_move)

P1.changePostion(newP,P1.GetInhand());// Here is the mOve ended

P1.checkKing(false);

if(P1.see\_king\_Check(P2))

// if my king will be in check if i move

//so i can't move and i will return back to old postion'

{

P1.changePostion(myold,P1.GetInhand());

P1.checkKing(true);

end\_move=false;

}

if(kill&&P1.returncheckKing()) {

P2.changePostion(f,killed);

}

if(!P1.returncheckKing()) {

if(P2.see\_king\_Check(P1))

// if my king will be in check if i move

//so i can't move and i will return back to old postion'

{

P2.checkKing(true);

end\_move=false;

if(P2.Check\_Mate\_GameOver(P1)) {

GameOver();

Box=Integer.toString(P2.GetInhand())+Integer.toString(newP.x)+Integer.toString(newP.y);

can\_Send=true;

}

else {

Box=Integer.toString(P1.GetInhand())+Integer.toString(newP.x)+Integer.toString(newP.y);

CheckStatus();

can\_Send=true;

}

}

if(end\_move) {

Box=Integer.toString(P1.GetInhand())+Integer.toString(newP.x)+Integer.toString(newP.y);

ChangeTurn();

can\_Send=true;

}

}

}

}

P1.SetInhand(-1);

repaint();

if(can\_Send&&((Iam\_Server||Iam\_Client))) {

Send\_move();

//Send\_to.resume();

// Recv\_from.resume();

}

if(GameOver)

JOptionPane.showConfirmDialog(null,"Check Mate\n White won the game","Game Over",JOptionPane.PLAIN\_MESSAGE);

}

}

///////////////////////////////Black/////////////////////////////////////////

//////////////////////////////Black///////////////////////////////////////////

//////////////////////////////Black//////////////////////////////////////////////

//////////////////////////////Black//////////////////////////////////////////////

else if(P2.GetInhand()!=-1)//white

{

if(Iam\_Client||local) {

newP=P2.getPixelPoint(P2.GetInhand());

newP.x/=Divide;

newP.y/=Divide;

newP.x++;

newP.y++;

boolean Kingch=false;

Point old=P2.returnOldPostion(P2.GetInhand());

Point present=P2.returnPostion(P2.GetInhand());

// set the seen of the solider -black

// set the seen of the solider -black

// set the seen of the solider -black

if(P2.GetInhand()<17&&P2.GetInhand()>8) {

for(int i=17;i<33;i++) {

samePostion=P1.returnPostion(i);

if(samePostion.x==newP.x&&samePostion.y==newP.y) {

if(P2.setSeentoSiliders(P2.GetInhand(),samePostion)) {

break;

}

}

}

}

if(!(newP.x== present.x&&newP.y== present.y)/\*&&!P2.returncheckKing()\*/)

if(P2.checkthemove(newP,P2.GetInhand())) {

boolean flag=false;

for(int i=1;i<=32;i++) {

if(P2.GetInhand()!=i) {

if(i<17)

flag=P2.checktheWay(newP,P2.returnPostion(i),P2.GetInhand());

else

flag=P2.checktheWay(newP,P1.returnPostion(i),P2.GetInhand());

if(flag)break;

}

}

for(int i=1;i<=16&&!flag;i++) {

if(P2.GetInhand()!=i) {

if(flag==false) {

samePostion=P2.returnPostion(i);

if(newP.x==samePostion.x&&newP.y==samePostion.y) {

flag =true;

break;

}

}

}

if(flag)break;

}

if(!flag) {

Point kingPostion2=P2.returnPostion(8);

Point myold=new Point();

Point o=P2.returnPostion(P2.GetInhand());

myold.x=o.x;

myold.y=o.y;

Point other=new Point();

Point f=new Point();

boolean kill=false;

boolean end\_move=true;

int killed=-1;

for(int k=17;k<33;k++) {

other=P1.returnPostion(k);

if(newP.x==other.x&&newP.y==other.y) {

int inHand=P2.GetInhand();

if(inHand>8&&P2.returnsoliderSeen(inHand)) {

kill=true;

other=P1.returnPostion(k);

f.x=other.x;

f.y=other.y;

P1.Killedpiec(k);

} else if(inHand<=8) {

kill=true;

other=P1.returnPostion(k);

f.x=other.x;

f.y=other.y;

P1.Killedpiec(k);

} else {

end\_move=false;

P2.changePostion(myold,inHand);

}

killed=k;

break;

}

}

//boolean kin2=true;

if(end\_move)

P2.changePostion(newP,P2.GetInhand());

P2.checkKing(false);

if(P2.see\_king\_Check(P1))

// if my king will be in check if i move

//so i can't move and i will return back to old postion'

{

P2.changePostion(myold,P2.GetInhand());

P2.checkKing(true);

end\_move=false;

}

if(kill&&P2.returncheckKing()) {

P1.changePostion(f,killed);

}

if(P2.returncheckKing()) {

P2.changePostion(myold,P2.GetInhand());

}

if(!P2.returncheckKing()) {

if(P1.see\_king\_Check(P2))

// if my king will be in check if i move

//so i can't move and i will return back to old postion'

{

P1.checkKing(true);

end\_move=false;

if(P1.Check\_Mate\_GameOver(P2)) {

Box=Integer.toString(P2.GetInhand())+Integer.toString(newP.x)+Integer.toString(newP.y);

GameOver();

can\_Send=true;

}

else {

Box=Integer.toString(P2.GetInhand())+Integer.toString(newP.x)+Integer.toString(newP.y);

CheckStatus();

can\_Send=true;

}

}

if(end\_move) {

Box=Integer.toString(P2.GetInhand())+Integer.toString(newP.x)+Integer.toString(newP.y);

ChangeTurn();

can\_Send=true;

}

}

}

}

P2.SetInhand(-1);

repaint();

if(can\_Send&&((Iam\_Server||Iam\_Client))) {

//Send\_to.resume();

Send\_move();

/// Recv\_from.resume();

}

if(GameOver)

JOptionPane.showConfirmDialog(null,"Check Mate\n Black won the game","Game Over",JOptionPane.DEFAULT\_OPTION);

}

}

}

}

public void mouseEntered(MouseEvent e) {

}

public void mouseExited(MouseEvent e) {

}

}

////////\*---------------Mohamed Sami ------------------\*//////////////////

public boolean BoardgetPostion(int x, int y)

{

if(!GameOver&&Game\_started) {

if((Iam\_Server&&players\_turn==1)||(local)||(Iam\_Client&&players\_turn==2)) {

int newX=x/Divide;

int newY=y/Divide;

newX++;

newY++;

if(newX>8||newY>8||newX<1||newY<1) {

repaint();

return false;

}

if(players\_turn==1&&P1.GetInhand()==-1)//Player 1

{

for(int i=17;i<=32;i++) {

Point p=P1.returnPostion(i);

if(p.x==newX&&p.y==newY) {

P1.SetInhand(i); whenHandleAndPice(x,y);return true;}

}

} else if(players\_turn==2&&P2.GetInhand()==-1)//Player 2

{

for(int i=1;i<=16;i++) {

Point p=P2.returnPostion(i);

if(p.x==newX&&p.y==newY) {

P2.SetInhand(i); whenHandleAndPice(x,y);return true;}

}

}

else if(players\_turn==1&&P1.GetInhand()!=-1)//Player 1

{

whenHandleAndPice(x,y);

return true;

} else if(players\_turn==2&&P2.GetInhand()!=-1)//Player 2

{

whenHandleAndPice(x,y);

return true;

}

P1.SetInhand(-1);

move=0;

return false;

}

}

return false;

}

public boolean whenHandleAndPice(int x,int y) {

if(players\_turn==1&&P1.GetInhand()!=-1) {

P1.changePixel(x,y,P1.GetInhand());return true;

} else if(players\_turn==2&&P2.GetInhand()!=-1) {

P2.changePixel(x,y,P2.GetInhand());return true;

}

return false;

}

private int rowToX(int r) {

int myx;

int iHeight = this.getHeight();

myx=(r\*iHeight/8) - Divide;

return myx;

}

private int colToY(int c) {

int myy;

int iWidth = getWidth();

myy = (c\*iWidth/8) - Divide;

return myy;

}

private class MousewhenMove implements MouseMotionListener {

public void mouseDragged(MouseEvent e) {

int x = e.getX();

int y = e.getY();

if(controll\_game\_type(x,y)) {

repaint();

}

}

public void mouseMoved(MouseEvent e) {

}

}

public boolean controll\_game\_type(int x,int y) {

if(Iam\_Server==true||Iam\_Client==true&&Game\_started) {

if(Iam\_Server&&players\_turn==1) {

return BoardgetPostion(x,y);

} else if(Iam\_Client&&players\_turn==2) {

return BoardgetPostion(x,y);

} else

return false;

} else {

return BoardgetPostion(x,y);

}

// return false;

}

private void ChangeTurn() {

if(players\_turn==1) {

players\_turn=2;

myTool.add\_to\_History("White : "+P1.Tell\_me\_About\_last\_move());

myStatus.changeStatus(" Black player turn");

myTool.change\_to\_Timer2();

}

else if(players\_turn==2) {

players\_turn=1;

myTool.add\_to\_History("Black : "+P2.Tell\_me\_About\_last\_move());

myTool.change\_to\_Timer1();

myStatus.changeStatus(" White player turn");

}

}

private void NetChangeTurn() {

if(players\_turn==2) {

myTool.add\_to\_History("White : "+P1.Tell\_me\_About\_last\_move());

myStatus.changeStatus(" Black player turn");

myTool.change\_to\_Timer2();

}

else if(players\_turn==1) {

myTool.add\_to\_History("Black : "+P2.Tell\_me\_About\_last\_move());

myTool.change\_to\_Timer1();

myStatus.changeStatus(" White player turn");

}

}

private void NeTGameCheckStatus() {

if(players\_turn==1) {

myTool.add\_to\_History("White : "+P1.Tell\_me\_About\_last\_move());

myTool.change\_to\_Timer2();

} else if(players\_turn==2) {

myTool.add\_to\_History("Black : "+P2.Tell\_me\_About\_last\_move());

myTool.change\_to\_Timer1();

}

myStatus.changeStatus(" Check! ");

}

private void CheckStatus() {

if(players\_turn==1) {

players\_turn=2;

myTool.add\_to\_History("White : "+P1.Tell\_me\_About\_last\_move());

myTool.change\_to\_Timer2();

} else if(players\_turn==2) {

players\_turn=1;

myTool.add\_to\_History("Black : "+P2.Tell\_me\_About\_last\_move());

myTool.change\_to\_Timer1();

}

myStatus.changeStatus(" Check! ");

}

private void GameOver() {

myStatus.changeStatus(" Check Mate! ");

GameOver=true;

}

public void Send\_move() {

out.print(Box);

out.print("\r\n");

out.flush();

}

class Recv\_Thread extends Thread {

public synchronized void run () {

while(true) {

try {

Box=in.readLine();

} catch (IOException ex) {

ex.printStackTrace();

System.out.println("ERROR");

}

if(Box!=null) {

int newInHand=Integer.parseInt(Box);

int newX=Integer.parseInt(Box);

int newY=Integer.parseInt(Box);

/\*\*\*

\* Operation to Get

\*1- The # of Pice

\*2- The Location X

\*3- The Location Y

\*

\*\*/

newInHand/=100;

newX-=(newInHand\*100);

newX/=10;

newY-=(newInHand\*100)+(newX\*10);

if(players\_turn==1) {

P1.SetInhand(newInHand);

players\_turn=2;

P1.changePostion(new Point(newX,newY),newInHand);

P2.Killedpiec(P1.Get\_Pice\_already\_there\_from\_enemy(new Point(newX,newY),P2));

P2.checkKing(false);

if(P2.see\_king\_Check(P1))

// if my king will be in check if i move

//so i can't move and i will return back to old postion'

{

P2.checkKing(true);

if(P2.Check\_Mate\_GameOver(P1)) {

System.out.println("mate");

GameOver();

}

else {

NeTGameCheckStatus();

}

} else NetChangeTurn();

P1.SetInhand(-1);

} else {

P2.SetInhand(newInHand);

P2.changePostion(new Point(newX,newY),newInHand);

P1.Killedpiec(P2.Get\_Pice\_already\_there\_from\_enemy(new Point(newX,newY),P1));

players\_turn=1;

P1.checkKing(false);

if(P1.see\_king\_Check(P2))

// if my king will be in check if i move

//so i can't move and i will return back to old postion'

{

P1.checkKing(true);

if(P1.Check\_Mate\_GameOver(P2)) {

System.out.println("mate");

GameOver();

}

else {

NeTGameCheckStatus();

}

} else NetChangeTurn();

P2.SetInhand(-1);

}

// CheckStatus();

repaint();

}

}

}

}

}