**Лабораторна робота №3**

Node.js та MongoDB.

**Мета роботи:**

Ознайомитись з mongoDB,

**Результат виконання:**

Лістинг 1 - app.js

const express = require("express");

const app = express();

const bodyParser = require("body-parser");

const jsonParser = express.json();

const {

  connectMongoDB,

  closeMongoDB,

  getUsers,

  getUser,

  insertUser,

  removeUserByName,

  updateUser,

  removeAllUsers,

} = require("./mongo");

const host = process.env.API\_URL;

const port = process.env.API\_PORT;

app.use(bodyParser.urlencoded({ extended: false }));

app.use(bodyParser.json());

app.use(express.static("public"));

app.get("/api/users", async (req, res) => {

  await connectMongoDB();

  const users = await getUsers();

  await closeMongoDB();

  res.json(users);

});

app.get("/api/users/:id", async (req, res) => {

  await connectMongoDB();

  const user = await getUser(req.params.id);

  await closeMongoDB();

  res.json(user);

});

app.post("/api/users", jsonParser, async (req, res) => {

  await connectMongoDB();

  await insertUser(req.body);

  await closeMongoDB();

  res.json(req.body);

});

app.delete("/api/users/", async (req, res) => {

  await connectMongoDB();

  await removeAllUsers();

  await closeMongoDB();

  res.json({ message: "All users removed" });

});

app.delete("/api/users/:id", async (req, res) => {

  await connectMongoDB();

  await removeUserByName(req.params.id);

  await closeMongoDB();

  res.json({ message: "User removed", \_id: req.params.id });

});

app.put("/api/users/", jsonParser, async (req, res) => {

  await connectMongoDB();

  const response = await updateUser(req.body);

  await closeMongoDB();

  res.json(response);

});

app.listen(port, () => {

  console.log(`Server is running at ${host}:${port}`);

});

Лістинг 2 – index.html

<!DOCTYPE html>

<html>

<head>

    <meta charset="utf-8" />

    <meta name="viewport" content="width=device-width" />

    <title>Список пользователей</title>

    <link href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css" rel="stylesheet" />

</head>

<body>

    <h2>Список пользователей</h2>

    <form name="userForm">

        <input type="hidden" name="id" value="0" />

        <div class="form-group">

            <label for="name">Имя:</label>

            <input class="form-control" name="name" />

        </div>

        <div class="form-group">

            <label for="age">Возраст:</label>

            <input class="form-control" name="age" />

        </div>

        <div class="panel-body">

            <button type="submit" class="btn btn-sm btn-primary">Сохранить</button>

            <button type="reset" class="btn btn-sm btn-primary">Сбросить</button>

            <button id="remove-all" class="btn btn-sm btn-primary">Удалить все</button>

        </div>

    </form>

    <table class="table table-condensed table-striped table-bordered">

        <thead>

            <tr>

                <th>Id</th>

                <th>Имя</th>

                <th>возраст</th>

                <th></th>

            </tr>

        </thead>

        <tbody>

        </tbody>

    </table>

    <style>

        body {

            margin: 20px;

        }

    </style>

    <script>

        // Получение всех пользователей

        async function GetUsers() {

            // отправляет запрос и получаем ответ

            const response = await fetch("/api/users", {

                method: "GET",

                headers: { "Accept": "application/json" }

            });

            // если запрос прошел нормально

            if (response.ok === true) {

                // получаем данные

                const users = await response.json();

                let rows = document.querySelector("tbody");

                users.forEach(user => {

                    // добавляем полученные элементы в таблицу

                    rows.append(row(user));

                });

            }

        }

        // Получение одного пользователя

        async function GetUser(id) {

            const response = await fetch("/api/users/" + id, {

                method: "GET",

                headers: { "Accept": "application/json" }

            });

            if (response.ok === true) {

                const user = await response.json();

                const form = document.forms["userForm"];

                form.elements["id"].value = user.\_id;

                form.elements["name"].value = user.name;

                form.elements["age"].value = user.age;

            }

        }

        // Добавление пользователя

        async function CreateUser(userName, userAge) {

            const response = await fetch("api/users", {

                method: "POST",

                headers: { "Accept": "application/json", "Content-Type": "application/json" },

                body: JSON.stringify({

                    name: userName,

                    age: parseInt(userAge, 10)

                })

            });

            if (response.ok === true) {

                const user = await response.json();

                reset();

                document.querySelector("tbody").append(row(user));

            }

        }

        // Изменение пользователя

        async function EditUser(userId, userName, userAge) {

            const response = await fetch("api/users", {

                method: "PUT",

                headers: { "Accept": "application/json", "Content-Type": "application/json" },

                body: JSON.stringify({

                    \_id: userId,

                    name: userName,

                    age: parseInt(userAge, 10)

                })

            });

            if (response.ok === true) {

                const user = await response.json();

                reset();

                console.log(user);

                document.querySelector("tr[data-rowid='" + user.\_id + "']").replaceWith(row(user));

            }

        }

        // Удаление пользователя

        async function DeleteUser(id) {

            const response = await fetch("/api/users/" + id, {

                method: "DELETE",

                headers: { "Accept": "application/json" }

            });

            if (response.ok === true) {

                const user = await response.json();

                console.log(user);

                document.querySelector("tr[data-rowid='" + user.\_id + "']").remove();

            }

        }

        // сброс формы

        function reset() {

            const form = document.forms["userForm"];

            form.reset();

            form.elements["id"].value = 0;

        }

        // создание строки для таблицы

        function row(user) {

            const tr = document.createElement("tr");

            tr.setAttribute("data-rowid", user.\_id);

            const idTd = document.createElement("td");

            idTd.append(user.\_id);

            tr.append(idTd);

            const nameTd = document.createElement("td");

            nameTd.append(user.name);

            tr.append(nameTd);

            const ageTd = document.createElement("td");

            ageTd.append(user.age);

            tr.append(ageTd);

            const linksTd = document.createElement("td");

            const editLink = document.createElement("a");

            editLink.setAttribute("data-id", user.\_id);

            editLink.setAttribute("style", "cursor:pointer;padding:15px;");

            editLink.append("Изменить");

            editLink.addEventListener("click", e => {

                e.preventDefault();

                console.log(user.\_id);

                GetUser(user.\_id);

            });

            linksTd.append(editLink);

            const removeLink = document.createElement("a");

            removeLink.setAttribute("data-id", user.\_id);

            removeLink.setAttribute("style", "cursor:pointer;padding:15px;");

            removeLink.append("Удалить");

            removeLink.addEventListener("click", e => {

                e.preventDefault();

                DeleteUser(user.\_id);

            });

            linksTd.append(removeLink);

            tr.appendChild(linksTd);

            return tr;

        }

        document.querySelector("#remove-all").addEventListener("click", e => {

            e.preventDefault();

            fetch("/api/users", {

                method: "DELETE",

                headers: { "Accept": "application/json" }

            }).then(response => {

                if (response.ok === true) {

                    document.querySelector("tbody").innerHTML = "";

                }

            });

        });

        // отправка формы

        document.forms["userForm"].addEventListener("submit", e => {

            e.preventDefault();

            const form = document.forms["userForm"];

            const id = form.elements["id"].value;

            const name = form.elements["name"].value;

            const age = form.elements["age"].value;

            if (id == 0)

                CreateUser(name, age);

            else

                EditUser(id, name, age);

        });

        // загрузка пользователей

        GetUsers();

    </script>

</body>

</html>

Лістинг 3 – mongo.js  
const { MongoClient, ObjectId } = require("mongodb");

const url = "mongodb://localhost:27017/";

const mongoClient = new MongoClient(url);

const connectMongoDB = async () => {

  try {

    await mongoClient.connect();

  } catch (e) {

    console.log(e);

  }

};

const closeMongoDB = async () => {

  try {

    await mongoClient.close();

  } catch (e) {

    console.log(e);

  }

};

const insertUser = async (user) => {

  try {

    const db = mongoClient.db("usersdb");

    const collection = db.collection("users");

    await collection.insertOne(user);

  } catch (e) {

    console.log(e);

  }

};

const getUser = async (id) => {

  try {

    const db = mongoClient.db("usersdb");

    const collection = db.collection("users");

    return await collection.findOne({ \_id: ObjectId.createFromHexString(id) });

  } catch (e) {

    console.log(e);

  }

};

const getUsers = async () => {

  try {

    const db = mongoClient.db("usersdb");

    const collection = db.collection("users");

    return await collection.find({}).toArray();

  } catch (e) {

    console.log(e);

  }

};

const removeUserByName = async (id) => {

  try {

    const db = mongoClient.db("usersdb");

    const collection = db.collection("users");

    await collection.deleteOne({ \_id: ObjectId.createFromHexString(id) });

  } catch (e) {

    console.log(e);

  }

};

const removeAllUsers = async () => {

  try {

    const db = mongoClient.db("usersdb");

    const collection = db.collection("users");

    await collection.deleteMany({});

  } catch (e) {

    console.log(e);

  }

};

const updateUser = async (user) => {

  try {

    const db = mongoClient.db("usersdb");

    const collection = db.collection("users");

    const userId = user.\_id;

    delete user.\_id;

    const response = await collection.findOneAndUpdate(

      { \_id: ObjectId.createFromHexString(userId) },

      { $set: user },

      { returnDocument: "after" }

    );

    return response;

  } catch (e) {

    console.log(e);

  }

};

module.exports = {

  connectMongoDB,

  closeMongoDB,

  insertUser,

  getUser,

  getUsers,

  removeUserByName,

  updateUser,

  removeAllUsers,

};

В результаті отримали додаток, який працює з БД mongoDB у хмарі

![](data:image/png;base64,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)

Рисунок 1 – робочий додаток

**Висновок:** Ознайомились з mongoDB. Створили додаток для роботи з БД.