**Java: Day2**

**// METHOD CALLING INHERITANCE, POLYMORPHISM. ABSTRACT METHODS.**

[**https://www.eduonix.com/blog/java-programming-2/learn-to-implement-polymorphism-inheritance-abstract-methods-overriding-and-overloading-in-java/**](https://www.eduonix.com/blog/java-programming-2/learn-to-implement-polymorphism-inheritance-abstract-methods-overriding-and-overloading-in-java/)

create classes under multiple packages

calling classes under different packages

write code to handle exceptions with try/catch/finally

what is final keyword

write code for interface and create class to implement that interface

write code for creating abstract class

**Abstract : –** When a class contains one or more abstract methods, then it should be declared abstract. You must use abstract keyword to make a class abstract. We cannot use abstract classes to instantiate objects directly. It needs to be extended and its method needs to be implemented. The abstract methods of an abstract class must be defined in its subclass. You cannot declare abstract constructors or abstract static methods. Abstract class have both method abstract as well as non-abstract methods. It also has a member variables and constructors.
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***Example : This example shows how abstract is used in a java.***

***abstract class A //class declare as abstract  
{ //declare method as abstract  
abstract void callme();  
}  
  
  
class B extends A  
{ //inherit callme method  
void callme()  
{  
System.out.println("This is callme");  
}  
public static void main(String[] args)   
{ //create object of class B  
B b = new B();  
//call method  
b.callme();  
}  
}***

***Output :***

***This is callme***

***Abstract Method : Abstract method does not have any body. It is always ends with (;) semicolon. Abstract method must be overridden. It must be in an abstract class. It can never be static and final. Abstract methods are those which need to be implemented in subclass. If class has one abstract method then whole class is declared as abstract. Private method cannot be abstract.***

***Example : This example shows how abstract method is used in a class.***

***abstract class Calculator  
{ //define 2 integers  
protected int no1;  
protected int no2;  
//declare abstract method  
abstract int sum();  
}   
  
class Addition extends Calculator//extends with Superclass  
{  
Addition (int n1, int n2)//constructor of Addition  
{  
no1 = n1;  
no2 = n2;  
}  
int sum()//define method  
{  
return no1 + no2;//return Addition  
}  
}   
  
class Subtraction extends Calculator//extends with Superclass  
{  
Subtraction (int n1, int n2)//constructor of Subtraction  
{  
no1 = n1;  
no2 = n2;  
}  
int sum()//define method  
{  
return no1 - no2;//return Subtraction  
}  
}  
  
class Multiplication extends Calculator//extends with Superclass  
{  
Multiplication (int n1, int n2)//constructor of Multiplication  
{  
no1 = n1;  
no2 = n2;  
}  
int sum()//define method  
{  
return no1 \* no2;//return Multiplication  
}  
}  
  
class AbstractMethodDemo  
{  
public static void main(String args[])//main method  
{  
Addition a = new Addition (5, 8); //Create object of Addition  
Subtraction s = new Subtraction (32, 16); //Create object of Subtraction  
Multiplication m = new Multiplication (4, 2); //Create object of Multiplication  
  
System.out.println ("Sum of Addition: " + a.sum ()); //Call method Addition  
System.out.println ("Sum of Subtraction: " + s.sum ()); //call method Subtraction  
System.out.println ("Sum of Multiplication: " + m.sum ()); //call method Multiplication  
}  
}***

***Output :***

***Sum of Addition : 13  
Sum of Subtraction : 16  
Sum of Multiplication : 8***

implement method overloading

***Method Overloading : It is nothing but in the same class, if name of the method remains same but the number and type of arguments or parameters are different, then it is called as method overloading. This concept is used for compile-time. Present in the same class. And can have different return types. It helps in maintain consistency in method naming, doing same task with different parameter. It helps to reduce overhead. It is also known as static polymorphism. Static method can be overloaded. Static binding is used for method overloading. It gives better performance than method overriding. Private and final methods can be overloaded. In method overloading return type should be same as the other methods of the same name. In method overloading argument list should be different.***

***Example : This example shows how method overloading is used in a java.***

***package MethodOverload;  
  
class Children //create class  
{  
void student()//define method without parameters  
{  
System.out.println ("Students are playing");  
}  
//define same method with parameter  
void student(int rollno, String name)  
{  
System.out.println ("Roll No: "+rollno+"\nName: "+name);  
}  
public static void main(String[] args)//main method  
{  
Children c = new Children (); //Create object of class  
c.student (); //without parameters method call  
c.student (101, "Priya"); //with parameters method call  
}  
}***

***Output :***

***Students are playing  
Roll No: 101  
Name: Priya***

**implement method overriding**

**Method Overriding :** Method overriding is nothing but the method in the child class should have the same name, same signature and parameters as the one in its parent class and also have the same return type. If a method declared final then it cannot be overridden. If a method declared static then it cannot be overridden but it can be re-declared. If a method cannot be inherited, then it cannot be overriden. It is used for runtime polymorphism. It must be is-a relationship. Polymorphism is applied on method overriding. It is a run-time concept. Abstract methods must be overridden. Constructors cannot be overridden. Dynamic binding is used for method overriding. Private and final method cannot be overridden.

***Example : This example shows how method overriding is used in a java.***

***package MethodOverride;  
  
class Children //parent class  
{  
public void play()//define method  
{  
System.out.println ("Children can play cricket");  
  
}  
  
class Student extends Children//extend parent class  
{  
public void play()//override method  
{  
System.out.println ("Students can play football");  
}  
}  
  
class Test  
{  
public static void main(String[] args)//main method  
{ //create object of Children and Student class  
Children c1 = new Children ();  
Student s = new Student ();  
//call method play  
c1.play ();  
s.play ();  
}  
}***

***Output :***

***Children can play cricket  
Students can play football***

**implementing polymorphism**

***Polymorphism : It is nothing but the ability to take more than one form. This can be applied to both operations as well as objects. It is tightly coupled inheritance. It means one interface, many possible implementations.***
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***Two types of Polymorphism:***

1. ***Static Polymorphism: It is achieved through function overloading and operator overloading. It is always faster. It is also called as compile time polymorphism. Example of static polymorphism is method overriding using final or private methods. At the compilation time java knows which method is call by checking the arguments, so it is also known as early binding or static binding.***
3. ***Types of static polymorphism :***
4. * ***Function Overloading: It is nothing but the ability of one function performs different tasks. These functions must differ by the data types. To call function the same function name is used for various instances.***
   * ***Example : This example shows how function overloading is used in a java.***
   * ***package MethodOverload;  
       
     class Children //create class  
     {  
     void student()//declare method without parameters  
     {  
     System.out.println("Students are playing");  
     }  
     //declare same method with parameter  
     void student(int rollno, String name)  
     {  
     System.out.println("Roll No: "+rollno+"\nName: "+name);  
     }  
     public static void main(String[] args)//main method  
     {  
     Children ch = new Children();//Create object of class  
     ch.student();//without parameters method call  
     ch.student(1, "Priya");//with parameters method call  
     ch.student(2, "Pranjal");  
     }  
     }  
     Students are playing  
     Roll No: 1  
     Name: Priya  
     Roll No: 2  
     Name: Pranjal***

   * ***Operator Overloading : Java does not support operator overloading.***
6. ***Dynamic Polymorphism : It is also called as run-time polymorphism. In this case java compiler does not know which method is invoked at compilation time. Just JVM decides which method is invoked at the run-time. Method overriding is example of run-time polymorphism. In this case overridden method is invoking through the super class reference variable.***
8. ***Types of Dynamic Polymorphism in java :***
9. * ***Virtual Function: This is nothing but the function whose performance can be overridden within an inheriting class by a function with the same argument or signature. Virtual function cannot be declared as private. In this function we get warning if we do not use Virtual or New keyword. You can use new keyword rather than Virtual.***
11. ***Example : This example shows how dynamic polymorphism is used in a java.***
13. ***package MethodOverride;  
      
    class Children //parent class  
    {  
    public void speak()//define method  
    {  
    System.out.println("Children speak in Hindi");   
    }  
    }  
      
      
    class Student extends Children//extend parent class  
    {  
    public void speak()//override method  
    {  
    System.out.println("Students can speak in English");  
    }  
    }  
      
      
    class Test  
    {  
    public static void main(String[] args)//main method  
    { //create object of Children and Student class  
    Children c1 = new Children();  
    Student s = new Student();  
    //call method speak  
    c1.speak();  
    s.speak();  
    }  
    }***
14. ***Output :***
16. ***Children speak in Hindi  
    Students can speak in English***

**implementing interface**

**Interface : –** Interface is nothing but the collection of constant values and method definitions without implementations. In this case using an interface you can capture similarities between unrelated classes without forcing relationship between classes. A class can access only from one class but it can implement more than one interface. If we define a new interface you are defining a new reference data type. Functions of interface should be public and abstract. A class implementing an interface must use the keyword **implements**. Object of an interface cannot be created. Field of an interface must be final and public. Interface cannot be instantiated because interface does not have constructors.

![Interface](data:image/jpeg;base64,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)

***Example : This example shows how an interface is used in a class.***

***class InterfaceDemo //create main class  
{  
//main method  
public static void main(String[] args)   
{  
//create object of class Student  
Children chstud = new Student();  
chstud.play();//call method  
}  
}  
interface Children//create interface  
{   
public void play();//declare method  
}   
class Student implements Children//implements interface  
{  
public void play()//define method  
{  
System.out.println("Students are playing football");  
}  
}***

***Output :***

***Students are playing football***

***write a code to save data into excel file and read from excel file (POI and jexcel API)***

**package excelreader;**

**import java.io.FileInputStream;**

**import java.io.FileNotFoundException;**

**import java.io.IOException;**

**import org.apache.poi.EncryptedDocumentException;**

**import org.apache.poi.openxml4j.exceptions.InvalidFormatException;**

**import org.apache.poi.sl.usermodel.Sheet;**

**import org.apache.poi.ss.usermodel.Workbook;**

**import org.apache.poi.ss.usermodel.WorkbookFactory;**

**public class Excelsheets {**

**/\*\***

**\* @param args**

**\*/**

**static int RowCount=0;**

**public static void main(String[] args) throws EncryptedDocumentException, InvalidFormatException, IOException {**

**// TODO Auto-generated method stub**

**FileInputStream fis=new FileInputStream("//home//rahul//Desktop//sheeet1.xlsx");**

**Workbook wb=WorkbookFactory.create(fis);**

**org.apache.poi.ss.usermodel.Sheet s= wb.getSheet("Sheet1");**

**RowCount =s.getLastRowNum();**

**System.out.println(RowCount);**

**}**

**}**

**package excelreader;**

**import java.io.FileInputStream;**

**import java.io.IOException;**

**import org.apache.poi.EncryptedDocumentException;**

**import org.apache.poi.openxml4j.exceptions.InvalidFormatException;**

**import org.apache.poi.ss.usermodel.Cell;**

**import org.apache.poi.ss.usermodel.Row;**

**import org.apache.poi.ss.usermodel.Workbook;**

**import org.apache.poi.ss.usermodel.WorkbookFactory;**

**public class ReadngfromexcelSheet {**

**/\*\***

**\* @param args**

**\*/**

**static int RowCount=0;**

**public static void main(String[] args) throws EncryptedDocumentException, InvalidFormatException, IOException {**

**// TODO Auto-generated method stub**

**FileInputStream fil=new FileInputStream("//home//rahul//Desktop//sheeet1.xlsx");**

**Workbook wb=WorkbookFactory.create(fil);**

**org.apache.poi.ss.usermodel.Sheet s=wb.getSheet("Sheet1");**

**Row row=s.getRow(2);**

**Cell cl=row.getCell(0);**

**System.out.println(cl);**

**String Cellvalue=cl.getStringCellValue();**

**System.out.print(Cellvalue);**

**}**

**}**

**package excelreader;**

**import java.io.FileInputStream;**

**import java.io.FileOutputStream;**

**import java.io.IOException;**

**import org.apache.poi.EncryptedDocumentException;**

**import org.apache.poi.openxml4j.exceptions.InvalidFormatException;**

**import org.apache.poi.ss.usermodel.Cell;**

**import org.apache.poi.ss.usermodel.Row;**

**import org.apache.poi.ss.usermodel.Sheet;**

**import org.apache.poi.ss.usermodel.Workbook;**

**import org.apache.poi.ss.usermodel.WorkbookFactory;**

**public class writingininexcelfile {**

**/\*\***

**\* @param args**

**\* @throws IOException**

**\* @throws InvalidFormatException**

**\* @throws EncryptedDocumentException**

**\*/**

**public static void main(String[] args) throws EncryptedDocumentException, InvalidFormatException, IOException {**

**// TODO Auto-generated method stub**

**FileInputStream fiu=new FileInputStream("//home//rahul//Desktop//sheeet1.xlsx");**

**Workbook wb=WorkbookFactory.create(fiu);**

**Sheet s=wb.getSheet("Sheet1");**

**Row r=s.getRow(0);**

**Cell c=r.getCell(0);**

**c.setCellType(c.CELL\_TYPE\_NUMERIC);**

**c.setCellValue(140);**

**FileOutputStream fis=new FileOutputStream("//home//rahul//Desktop//sheeet1.xlsx");**

**wb.write(fis);**

**fis.close();**

**System.out.println("sucess");**

**}**

**}**

***write code to add items to integer, string array***

[**http://tutorials.jenkov.com/java/arrays.html**](http://tutorials.jenkov.com/java/arrays.html)

**package** arrayss;

**import** java.util.ArrayList;

**public** **class** AddiigElemntAtendofArray {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

// Create an ArrayList that holds references to String

ArrayList<String> names = **new** ArrayList<String>();

// Capacity starts at 10, but size starts at 0

System.***out***.println("initial size: " + names.size() );

// Add three String references

names.add("Amy");

names.add("Bob");

names.add("Cindy");

System.***out***.println("new size: " + names.size() );

// Access and print out the Objects

**for** ( **int** j=0; j<names.size(); j++ )

System.***out***.println("element " + j + ": " + names.get(j) );

}

}

***write code to retrieve items from integer, string array***

***write code to add items to ArrayList collection***

***write code to retrieve items from arraylist (using for each loop***\_

USING FOR EACH LOOP:

**package** arrayss;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**public** **class** UsingForEachloopinArrays {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

ArrayList<String> crunchifyList = **new** ArrayList<String>();

// add 4 different values to list

crunchifyList.add("eBay");

crunchifyList.add("Paypal");

crunchifyList.add("Google");

crunchifyList.add("Yahoo");

crunchifyList.forEach((hi)->{

System.***out***.print(hi);

});

}

***LOOPING ARRAY LIST IN JAVA***

package com.mkyong.core;

import java.util.ArrayList;

import java.util.Iterator;

import java.util.List;

public class ArrayListLoopingExample {

public static void main(String[] args) {

List<String> list = new ArrayList<String>();

list.add("Text 1");

list.add("Text 2");

list.add("Text 3");

System.out.println("#1 normal for loop");

for (int i = 0; i < list.size(); i++) {

System.out.println(list.get(i));

}

System.out.println("#2 advance for loop");

for (String temp : list) {

System.out.println(temp);

}

System.out.println("#3 while loop");

int j = 0;

while (list.size() > j) {

System.out.println(list.get(j));

j++;

}

System.out.println("#4 iterator");

Iterator<String> iterator = list.iterator();

while (iterator.hasNext()) {

System.out.println(iterator.next());

}

}

}

***write code to add items HashMap***

<https://www.tutorialspoint.com/java/util/java_util_hashmap.htm>

<http://www.careerbless.com/samplecodes/java/beginners/collections_ds/inertandretrieveMap.php>

**package** arrayss;

**import** java.util.HashMap;

**public** **class** Hashmapadding {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

// create hash map

HashMap newmap = **new** HashMap();

// populate hash map

newmap.put(1, "tutorials");

newmap.put(2, "point");

newmap.put(3, "is best");

System.***out***.println("Map value before change: "+ newmap);

// put new values at key 3

String prevvalue=(String)newmap.put(3,"is great");

// check returned previous value

System.***out***.println("Returned previous value: "+ prevvalue);

System.***out***.println("Map value after change: "+ newmap);

}

}

***The Output You can see is:***

Map value before change: {1=tutorials, 2=point, 3=is best}

Returned previous value: is best

Map value after change: {1=tutorials, 2=point, 3=is great}

***write code to retrieve items HashMap***

***Good link for HashMap more methods of writing***

[***http://www.java2novice.com/java-collections-and-util/hashmap/all-keys/***](http://www.java2novice.com/java-collections-and-util/hashmap/all-keys/)

HashMap<Integer,String> First=**new** HashMap<Integer,String>();

First.put(45, "Rahul");

First.put(66, "Hello");

First.put(77, "Kiing");

//First.remove(66);

First.replace(77, "JAi");

//ths is print the whole set of the map

System.***out***.println(First);

//to get particular element

System.out.println(First.get(give key number))

//for Iterating through HashMAP

Set<Integer> k=First.keySet();

//Using the Advanced For loop to retrive each key from the map set

**for**(Integer key:k){

System.***out***.println(key);

}

***Write code to add items to hashset***

**package** arrayss;

**import** java.util.HashSet;

**public** **class** HasssetAddingItems {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

HashSet A=**new** HashSet();

A.add(1);

A.add("king");

A.add("me");

A.add(998);

System.***out***.print(A);

}

}

OUT PUT:

[1, king, 998, me]

***Write code to retrieve items to hasset***

<https://www.mkyong.com/java/how-to-convert-list-to-set-arraylist-to-hastset/>

<https://www.tutorialspoint.com/java/java_hashset_class.htm>

<http://beginnersbook.com/2013/12/hashset-class-in-java-with-example/>

***Hash Set Examples:***

package arrayss;

import java.util.HashSet;

import java.util.Iterator;

import java.util.Set;

import java.util.TreeSet;

public class HasssetAddingItems {

public static void main(String[] args) {

// TODO Auto-generated method stub

HashSet A=new HashSet();

A.add("s");

A.add("king");

A.add("me");

A.add("l");

System.out.print(A);

System.out.println(A);

//it will clear all the elements in the set

//A.clear();

// Creating a TreeSet of HashSet elements

Set<String> tset = new TreeSet<String>(A);

// Displaying TreeSet elements

System.out.println("TreeSet contains: ");

for(String temp : tset){

System.out.println(temp);}

//Iterating Through every element of the set

Iterator<String> it = A.iterator();

while(it.hasNext()){

System.out.println(it.next());

}

}

}

***write code to add items to integer, string array***

[**http://tutorials.jenkov.com/java/arrays.html**](http://tutorials.jenkov.com/java/arrays.html)

**package** arrayss;

**import** java.util.ArrayList;

**public** **class** AddiigElemntAtendofArray {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

// Create an ArrayList that holds references to String

ArrayList<String> names = **new** ArrayList<String>();

// Capacity starts at 10, but size starts at 0

System.***out***.println("initial size: " + names.size() );

// Add three String references

names.add("Amy");

names.add("Bob");

names.add("Cindy");

System.***out***.println("new size: " + names.size() );

// Access and print out the Objects

**for** ( **int** j=0; j<names.size(); j++ )

System.***out***.println("element " + j + ": " + names.get(j) );

}

}

***write code to retrieve items from integer, string array***

***write code to add items to ArrayList collection***

***write code to retrieve items from arraylist (using for each loop***\_

USING FOR EACH LOOP:

**package** arrayss;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**public** **class** UsingForEachloopinArrays {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

ArrayList<String> crunchifyList = **new** ArrayList<String>();

// add 4 different values to list

crunchifyList.add("eBay");

crunchifyList.add("Paypal");

crunchifyList.add("Google");

crunchifyList.add("Yahoo");

crunchifyList.forEach((hi)->{

System.***out***.print(hi);

});

}

***LOOPING ARRAY LIST IN JAVA***

package com.mkyong.core;

import java.util.ArrayList;

import java.util.Iterator;

import java.util.List;

public class ArrayListLoopingExample {

public static void main(String[] args) {

List<String> list = new ArrayList<String>();

list.add("Text 1");

list.add("Text 2");

list.add("Text 3");

System.out.println("#1 normal for loop");

for (int i = 0; i < list.size(); i++) {

System.out.println(list.get(i));

}

System.out.println("#2 advance for loop");

for (String temp : list) {

System.out.println(temp);

}

System.out.println("#3 while loop");

int j = 0;

while (list.size() > j) {

System.out.println(list.get(j));

j++;

}

System.out.println("#4 iterator");

Iterator<String> iterator = list.iterator();

while (iterator.hasNext()) {

System.out.println(iterator.next());

}

}

}

***write code to add items HashMap***

<https://www.tutorialspoint.com/java/util/java_util_hashmap.htm>

<http://www.careerbless.com/samplecodes/java/beginners/collections_ds/inertandretrieveMap.php>

**package** arrayss;

**import** java.util.HashMap;

**public** **class** Hashmapadding {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

// create hash map

HashMap newmap = **new** HashMap();

// populate hash map

newmap.put(1, "tutorials");

newmap.put(2, "point");

newmap.put(3, "is best");

System.***out***.println("Map value before change: "+ newmap);

// put new values at key 3

String prevvalue=(String)newmap.put(3,"is great");

// check returned previous value

System.***out***.println("Returned previous value: "+ prevvalue);

System.***out***.println("Map value after change: "+ newmap);

}

}

***The Output You can see is:***

Map value before change: {1=tutorials, 2=point, 3=is best}

Returned previous value: is best

Map value after change: {1=tutorials, 2=point, 3=is great}

***write code to retrieve items HashMap***

***Good link for HashMap more methods of writing***

[***http://www.java2novice.com/java-collections-and-util/hashmap/all-keys/***](http://www.java2novice.com/java-collections-and-util/hashmap/all-keys/)

HashMap<Integer,String> First=**new** HashMap<Integer,String>();

First.put(45, "Rahul");

First.put(66, "Hello");

First.put(77, "Kiing");

//First.remove(66);

First.replace(77, "JAi");

//ths is print the whole set of the map

System.***out***.println(First);

//to get particular element

System.out.println(First.get(give key number))

//for Iterating through HashMAP

Set<Integer> k=First.keySet();

//Using the Advanced For loop to retrive each key from the map set

**for**(Integer key:k){

System.***out***.println(key);

}

***Write code to add items to hashset***

**package** arrayss;

**import** java.util.HashSet;

**public** **class** HasssetAddingItems {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

HashSet A=**new** HashSet();

A.add(1);

A.add("king");

A.add("me");

A.add(998);

System.***out***.print(A);

}

}

OUT PUT:

[1, king, 998, me]

***Write code to retrieve items to hasset***

<https://www.mkyong.com/java/how-to-convert-list-to-set-arraylist-to-hastset/>

<https://www.tutorialspoint.com/java/java_hashset_class.htm>

<http://beginnersbook.com/2013/12/hashset-class-in-java-with-example/>

***Hash Set Examples:***

package arrayss;

import java.util.HashSet;

import java.util.Iterator;

import java.util.Set;

import java.util.TreeSet;

public class HasssetAddingItems {

public static void main(String[] args) {

// TODO Auto-generated method stub

HashSet A=new HashSet();

A.add("s");

A.add("king");

A.add("me");

A.add("l");

System.out.print(A);

System.out.println(A);

//it will clear all the elements in the set

//A.clear();

// Creating a TreeSet of HashSet elements

Set<String> tset = new TreeSet<String>(A);

// Displaying TreeSet elements

System.out.println("TreeSet contains: ");

for(String temp : tset){

System.out.println(temp);}

//Iterating Through every element of the set

Iterator<String> it = A.iterator();

while(it.hasNext()){

System.out.println(it.next());

}

}

}