from \_\_future\_\_ import print\_function
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import random

import numpy as np

import tensorflow as tf

import gc

import sys

from replay\_buffer import ReplayBuffer

from time import gmtime, strftime

logf = open("my\_net22/log\_" + strftime("%Y-%m-%d-%H-%M-%S", gmtime()) + ".txt", 'a+')

loss\_out\_path = "my\_net22/loss\_" + strftime("%Y-%m-%d-%H-%M-%S", gmtime()) + ".txt"

rewards\_out\_path = "my\_net22/reward\_out\_" + strftime("%Y-%m-%d-%H-%M-%S", gmtime()) + ".txt"

class NeuralQLearner(object):

def \_\_init\_\_(self, session,

optimizer,
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q\_network,
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restore\_net\_path,
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state\_dim,

num\_actions,

batch\_size,
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init\_exp, # initial exploration prob

final\_exp, # final exploration prob

anneal\_steps, # N steps for annealing exploration

replay\_buffer\_size,

store\_replay\_every, # how frequent to store experience

discount\_factor, # discount future rewards

target\_update\_rate,

reg\_param, # regularization constants

max\_gradient, # max gradient norms

double\_q\_learning,

summary\_writer,
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summary\_every):
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# tensorflow machinery

self.session = session

self.optimizer = optimizer

self.summary\_writer = summary\_writer

# model components

self.q\_network = q\_network

self.restore\_net\_path = restore\_net\_path

self.replay\_buffer = ReplayBuffer(buffer\_size=replay\_buffer\_size)

# Q learning parameters

self.batch\_size = batch\_size

self.state\_dim = state\_dim

self.num\_actions = num\_actions

self.exploration = init\_exp

self.init\_exp = init\_exp

self.final\_exp = final\_exp

self.anneal\_steps = anneal\_steps

self.discount\_factor = discount\_factor

self.target\_update\_rate = target\_update\_rate

self.double\_q\_learning = double\_q\_learning

# training parameters

self.max\_gradient = max\_gradient

self.reg\_param = reg\_param

# counters

self.store\_replay\_every = store\_replay\_every

self.store\_experience\_cnt = 0

self.train\_iteration = 0

# create and initialize variables

self.create\_variables()

if self.restore\_net\_path is not None:

saver = tf.train.Saver()

saver.restore(self.session, self.restore\_net\_path)
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else:

var\_lists = tf.get\_collection(tf.GraphKeys.VARIABLES)

self.session.run(tf.initialize\_variables(var\_lists))

#var\_lists = tf.get\_collection(tf.GraphKeys.GLOBAL\_VARIABLES)

#self.session.run(tf.variables\_initializer(var\_lists))

# make sure all variables are initialized

self.session.run(tf.assert\_variables\_initialized())

self.summary\_every = summary\_every

if self.summary\_writer is not None:

# graph was not available when journalist was created

self.summary\_writer.add\_graph(self.session.graph)

self.summary\_every = summary\_every

def create\_variables(self):
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# compute action from a state: a\* = argmax\_a Q(s\_t,a)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAABKCAMAAAEj2BAkAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB1UExURQAAAP8AP+YRI+kVKucSJeYRJN8PH+cRI+URIuYSJOcRIucRJOcSJOYSI+gSJOUTJucSI+UMJukVH98fH+kVI+gRI+cTI+UTI+YTIuQPJeYQJOUSJOEQJeMSJOYSJecQJOcPJ+gSJekRJ+URI+YQIegTIAAAAG28QmIAAAAndFJOU///////////////////////////////////////////////////AINWl9kAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAO5SURBVFhHvVhHguMwDMvJP/AX5v9PXPYmqozjWczGkkiAUHGK9/OTcDi84S9lbYgdHXIfmkymsGWD1vEXQ/aDoRkDcHhjgC4wtOQFr3XljG0y2vJIIjgH7jFwKhbgGfEWCrz74VknBCUChp20m+08Ge07peHXydWE1p7LpRgg6WUY87KJGW4FQRib0mJ4uwg+FowVpB+T1I1HyGU5EcIM9YSE5ILUZ2sxyEq/rpPj86Qf95CMeJ5MsAkzjoVFdyqsskPhKDuf6qAVYVdTQCn+ZIrYOQKfjn3mGIBU6SrIrgQP1oiyWqoKiZLLX7q6ssokzKmEXA0QhZyIV0UeEYKw2wIal0kyUChxbwYiB1I4bw4UxyxcA4lGFOYxQ4QplsGpgUDChYxyXb5MtQeJi/pISHgsLDgW1nWeCof9+fupVpwJh4keChvdkbDTnQhRN2r3QtLApWhZOBY0SOqOX9eIs80B9dU5zg0xY54JG8ebjPhjgQIGFKYQDAqFf43UYHWkfCHhcCgGwhiT/hAadNERkvwv8dqvKkB5OBjgn5TlQyc5QkpZ3DiGgP8s4xxe4BV4Fs6An+C6hnhagehLDEGZKkfoaktSwFAjKVPOscqITHMKBQgolABxuJsLiM6ShCCk9w33fV0IcsSWRoJ0HPTidCCBbIgNa0RQPgrRMYkQYaoA2dO0tfdV38MEEXYpAaaadHbsQMJR3awxQ+l1lSQcl+6YpbaOMxwJ0bU6P3W8H091gcWOfbE3U6xOCPC64drufcOd38uGW7t3DTenx3jP8MjuPUO1+19nqD77VSbDs00ZYbqDAi8Y+uFhB75tlqcZDR/6SQs9/5k4RzB84mf3CnTYTl5TuOEjP3yZqdZYVjLDBWtzKoJovIAYzitqYuNp6d3c2HBrh1hU4tsFOxs7MawslZX4pBiyMbU3Q6DhSOQIXeFi+ZGopDMzBBg2XAxJmAtSt12Drk9BnIX/+D/KCC/SNgUhqk49ESEPNeXO95/N2giNrgVIzmxAy0TACgcy9vVpm6I+mabObQ8YucIE8j6sbHu6L7fDWEcisie2UyNR0Bvaqouu2AcCdmgggcJzqGEieNn0LENFpS/QIe4rZi1deA4xzHnTYWt96mSiAcL5+WzC2xhqE2r1hTCaJtTTEJ2h+XEJbHKogm+VxOOmQXuGhrkuAv2QeTn/1PDMoMBXbb1FHTNEznd+VIEHi0JqiJwFbQH+pDlWm2HYmV9BZadqN3wINXLD9cy/NnTQzbrdpxcNT/Bz/wNB+KUkKRNFewAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIEAAAA7CAMAAAEcKCnnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB1UExURQAAAOcRI+URIucRJOgSJOYSI+cPJ+YSJOkVH+cSJOUTI+YRI+USJOYRJOcQJOUTJuMSJN8fH/8AP+kVKucSI+gSJecSJekVI98PH+gRI+QPJeYSJeUMJuYTIuYQJOcRIucTI+cSJ+QRJ+USI+cRJeYTJAAAAAOyziUAAAAndFJOU///////////////////////////////////////////////////AINWl9kAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMsSURBVFhHvVcJchsxDPMzsh/I/59YnhJBUkccp5iOVwRBCCuvHff1nSHMI0uDayYJU0IPxkXPC00Ii70AhUGCLBsFbkQ7Ox5pTcKFTMBQY3oCKjCCwhXS6wSumD1aceHEwwotpgYgii2iojc5e7wlwM1IMImnCeIO1NK3bcCKiwyibLwNwcFFKJ4C5T3nUKkA4meHfG/Jon4sAri1u00ZHYJsRDVT4flP8IHdFne4c8gBI9QhKFpxJmOdM3hPrlAEQJ0ctJcm9qXdRWJBVnoT3Hp1n4WNQVJTWU6SUUtjUkMIPAdRFBkgde0LhNnF3QRPE0Qdr9khcj2+NhK8i8ZsNas8vSaHizyouPgiLRgOdnI/d8hQh3P2JT5vcOk1ZHcGhZzEh27hpwgbikGo5/KZn5EcMNarBKLJgx2SgY20lx6dwXxpgZ2LQ0xWqdRDdHI2k2wiNnhNBp02cEsrAvVe0jdRk2Q7z9AzaAYBnbMBD7H2iZkPVLeBHqIsCY1BGKd2EejvCaCriXO1Q+7hFlYq7ECfCjYQbr5EBKL0iCJODDaHHLsZciQjgaCVfiE/1rSgf+EMCJ1B5ry2Kxo0KJ6JSAZFXgGSd/64CYZL/WG6PHOAi95OwFCTXxgofmyQ7zAaXN39x3FMsP4ovIVqdj6DPw7wyQQXwk5yfhfsesZR2QtCgl5wneDNAHAGHcqYP5m1YdcFlg/0IQGOgUtyPAWwa8U+AezoRWd2+MjuutsEczBYtAHs2mMfb5fgeq9DALsG0MM0WE8gDGo7347bB9gcgHY4gYtQ23wd924t6Tg347sAairydO/Ws4rNATCkGxKAmgscX5gZrSeWJhYjA9JfJWBEYmGmm/hWKFqMBIhiJigDgTibMUBlxe4cqEXtkaAqnTkepiHKwno9/Tz0K7pNYJ+C250NYGALwcrGVJ5AqvhFQViNGlgt0EI4QZrrbYjVhiXA1IZ+tIMHaSc6b6GU/0iCg7C0jdDLeA4a3CVowwNQEPSy2iU4RvCH4ICoQT1X2wTHCFeIN50Nqd4nsJm7W10hzFabX/237xawLb9xE8z87wQVf59gH+D7+x9/alLHRM8UwwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADsAAABMCAMAAAGT2w9uAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAACBUExURQAAAOUTI+YSI+cRI+YRJOYRI+USJOcSI+cPJ+cRIuYQJP8AP+kVI+YSJN8fH+cSJecRJOcSJOcQJOQPJeUMJt8PH+kVKucTI+gSJecSIekVH+URIugTJOUTJuYTI+cRJeYTIugRJeYSJugRI+gSJOYSJeYQI+MSJOYTJecTIgAAALY4vQsAAAArdFJOU////////////////////////////////////////////////////////wAjyafQAAAACXBIWXMAAA7DAAAOwwHHb6hkAAACX0lEQVRIS6WWUXbrMAhEu4l0A/7z/hf4GAYEQsiR++acxEjDBVlWnf7cpgiu62Jw3wguCT46kXLsaoGk+cxlASjKU6SuRjoehOfV/FGozlOpI/TxMVtop+RfNR96MdaqMWaT/6mn65N9ZiXqa771dYVf1xPj0/r4+FgH0rLk13HpF89PJVNzfvFNaX2drQnM2dvq9/ZoMGwbU2P7OzuFXXE8u1wccUKgbBdvsKN4+DwVPl57q7O1Ux35rDTkFZZHarIave1wbxO9LnlhbIpDyHqwkbC1uXX73tBj7eFGPuP5JGUXFl+BrTuGvSsjndi4dgqTmxN+edGXhYpjCtsMOTtpZHZulGnZ4feuL3q4UU4dDhs3Ca7mJhfhnkUyo65vxHQjW5SaGDvy5y31yjHZub0WV1HnexaufJa/pdFVg53La1sZ99exRPCt/nZVHUvpmYPduYrpY33vmsRuXEWpvYvLtjLa7l3V3n2sPGs6T67KdjmidvqQZWO8ItIKTlnTZL9hR28O37BG2qtM9HLN+N9vaGHllOf9mFSMyvp/vY1Q1kJqYXeLRsviHbK62GqdsTrJm03+EWvoB3f8xPaNReu8sVEuF86y6bYvnqoemp7l7Fw41uzTLauT1Un3a1bHylxzL9Neqd2w5BZ6YtWeM6aZAs8sckuC6JRtFOhrNoBURJf3lU29LPTL02+KakFj4htbUXzJcvXOv7AJJeafAzZJsgHk4AVLQiILjtl0Zhw9ORuqeKX7S/iYja4Qt+qQnVG2PjrPDUqdsXalxuh0r0JE8f2aVZT8H/ra7+h9/wPhodRMFwelmgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAMAAAF7D1XuAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAA5UExUReYRI+cRIwAAAOkVI+cRJOkVH+cRIuUTJuYRJOcSJP8AP+cSI98fH+USJOYSJOkVKuUTI+cTIwAAAAnkjMwAAAATdFJOU////////////////////////wCyfdwIAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAT0lEQVQYV21NQQrAMAwKFHLbxf8/djGo3WFSGhVNqlHIOzv/PsaaXBaxhKadU7OAsPGZW6ZOwceGKFe5IThvbK6vo56uRqcUjd7M1VN6gBcNIQ60B7XZSAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAaCAMAAAH6RMyeAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABXUExURQAAAP8AP+cTI+cRJOYRI+cSI+YSI+cSJN8fH+kVI+gRI+cRI+YSJOcRIt8PH+USJOgSJOcSJekVH+cQJOYSJekVKuYQJOYRJOUMJucPJ+QPJeYTIgAAAHYZQboAAAAddFJOU/////////////////////////////////////8AWYbnagAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAHNJREFUKFONUUEOwCAI88wb+P87R2lFDB7WDKwFocmWu0U4wxBB61OFGVW1U610aWY4dU0UYx/IqOKRWAxYSHmZb5+s5s3JgFjMJDvbgGS5b/cBYoukoW3d+CV1a8KUymLh9gp0qwQ9dkmujyShpP2b3N0/pv4v9fejxHYAAAAASUVORK5CYII=)

with tf.name\_scope("predict\_actions"):

# raw state representation

self.states = tf.placeholder(tf.float32, (None, self.state\_dim), name="states")

# initialize Q network

with tf.variable\_scope("q\_network"):

self.q\_outputs = self.q\_network(self.states)

# predict actions from Q network

self.action\_scores = tf.identity(self.q\_outputs, name="action\_scores")

tf.summary.histogram("action\_scores", self.action\_scores)

self.predicted\_actions = tf.argmax(self.action\_scores, dimension=1, name="predicted\_actions")

# estimate rewards using the next state: r(s\_t,a\_t) + argmax\_a Q(s\_{t+1}, a)

with tf.name\_scope("estimate\_future\_rewards"):

self.next\_states = tf.placeholder(tf.float32, (None, self.state\_dim), name="next\_states")

self.next\_state\_mask = tf.placeholder(tf.float32, (None,), name="next\_state\_masks")

if self.double\_q\_learning:

# reuse Q network for action selection

with tf.variable\_scope("q\_network", reuse=True):

self.q\_next\_outputs = self.q\_network(self.next\_states)

self.action\_selection = tf.argmax(tf.stop\_gradient(self.q\_next\_outputs), 1, name="action\_selection")

tf.summary.histogram("action\_selection", self.action\_selection)

self.action\_selection\_mask = tf.one\_hot(self.action\_selection, self.num\_actions, 1, 0)

# use target network for action evaluation

with tf.variable\_scope("target\_network"):

self.target\_outputs = self.q\_network(self.next\_states) \* tf.cast(self.action\_selection\_mask,

tf.float32)

self.action\_evaluation = tf.reduce\_sum(self.target\_outputs, axis=[1, ])

tf.summary.histogram("action\_evaluation", self.action\_evaluation)

self.target\_values = self.action\_evaluation \* self.next\_state\_mask

else:

# initialize target network

with tf.variable\_scope("target\_network"):

self.target\_outputs = self.q\_network(self.next\_states)

# compute future rewards

self.next\_action\_scores = tf.stop\_gradient(self.target\_outputs)

#self.target\_values = tf.reduce\_max(self.next\_action\_scores, axis=[1, ]) \* self.next\_state\_mask

self.target\_values = tf.reduce\_max(self.next\_action\_scores,

reduction\_indices=[1, ]) \* self.next\_state\_mask

tf.summary.histogram("next\_action\_scores", self.next\_action\_scores)

self.rewards = tf.placeholder(tf.float32, (None,), name="rewards")

self.future\_rewards = self.rewards + self.discount\_factor \* self.target\_values

# compute loss and gradients

with tf.name\_scope("compute\_temporal\_differences"):

# compute temporal difference loss

self.action\_mask = tf.placeholder(tf.float32, (None, self.num\_actions), name="action\_mask")

#self.masked\_action\_scores = tf.reduce\_sum(self.action\_scores \* self.action\_mask, axis=[1, ])

self.masked\_action\_scores = tf.reduce\_sum(self.action\_scores \* self.action\_mask, reduction\_indices=[1, ])

self.temp\_diff = self.masked\_action\_scores - self.future\_rewards

self.norm\_diff = tf.square(tf.sigmoid(self.masked\_action\_scores / 100.0) - tf.sigmoid(self.future\_rewards / 100.0))

#self.norm\_diff = tf.nn.sigmoid(tf.square(self.temp\_diff)/40000.0)

self.td\_loss = tf.reduce\_mean(self.norm\_diff) \* 20000.0

# regularization loss

q\_network\_variables = tf.get\_collection(tf.GraphKeys.TRAINABLE\_VARIABLES, scope="q\_network")

self.reg\_loss = self.reg\_param \* tf.reduce\_sum([tf.reduce\_sum(tf.square(x)) for x in q\_network\_variables])

# compute total loss and gradients

self.loss = self.td\_loss + self.reg\_loss

gradients = self.optimizer.compute\_gradients(self.loss)

# clip gradients by norm

for i, (grad, var) in enumerate(gradients):

if grad is not None:

gradients[i] = (tf.clip\_by\_norm(grad, self.max\_gradient), var)

# add histograms for gradients.

for grad, var in gradients:

tf.summary.histogram(var.name, var)

if grad is not None:

tf.summary.histogram(var.name + '/gradients', grad)

self.train\_op = self.optimizer.apply\_gradients(gradients)

# update target network with Q network

with tf.name\_scope("update\_target\_network"):

self.target\_network\_update = []

# slowly update target network parameters with Q network parameters

q\_network\_variables = tf.get\_collection(tf.GraphKeys.TRAINABLE\_VARIABLES, scope="q\_network")

target\_network\_variables = tf.get\_collection(tf.GraphKeys.TRAINABLE\_VARIABLES, scope="target\_network")

for v\_source, v\_target in zip(q\_network\_variables, target\_network\_variables):

# this is equivalent to target = (1-alpha) \* target + alpha \* source

update\_op = v\_target.assign\_sub(self.target\_update\_rate \* (v\_target - v\_source))

self.target\_network\_update.append(update\_op)

self.target\_network\_update = tf.group(\*self.target\_network\_update)

# scalar summaries

tf.summary.scalar("td\_loss", self.td\_loss)

#tf.summary.scalar("reg\_loss", self.reg\_loss)

tf.summary.scalar("total\_loss", self.loss)

tf.summary.scalar("exploration", self.exploration)

self.summarize = tf.summary.merge\_all()

self.no\_op = tf.no\_op()

def storeExperience(self, state, action, reward, next\_state, done):

# always store end states

if self.store\_experience\_cnt % self.store\_replay\_every == 0 or done:

self.replay\_buffer.add(state, action, reward, next\_state, done)

self.store\_experience\_cnt += 1

def eGreedyAction(self, states, explore=True):

if explore and self.exploration > random.random():

return random.randint(0, self.num\_actions - 1)

else:

return self.session.run(self.predicted\_actions, {self.states: states})[0]

def annealExploration(self, stategy='linear'):

ratio = max((self.anneal\_steps - self.train\_iteration) / float(self.anneal\_steps), 0)

self.exploration = (self.init\_exp - self.final\_exp) \* ratio + self.final\_exp

def updateModel(self, episode = -1):

# not enough experiences yet

print("compare ", self.replay\_buffer.count(), self.batch\_size)

if self.replay\_buffer.count() < self.batch\_size:

return

batch = self.replay\_buffer.getBatch(self.batch\_size)

states = np.zeros((self.batch\_size, self.state\_dim))

rewards = np.zeros((self.batch\_size,))

action\_mask = np.zeros((self.batch\_size, self.num\_actions))

next\_states = np.zeros((self.batch\_size, self.state\_dim))

next\_state\_mask = np.zeros((self.batch\_size,))

for k, (s0, a, r, s1, done) in enumerate(batch):

states[k] = s0

rewards[k] = r

action\_mask[k][a] = 1

# check terminal state

if not done:

next\_states[k] = s1

next\_state\_mask[k] = 1

# whether to calculate summaries

calculate\_summaries = self.train\_iteration % self.summary\_every == 0 and self.summary\_writer is not None

# perform one update of training

#direct\_r, nxt\_r, label\_r, now\_net\_r, diff, norm\_diff, cost, td\_cost, reg\_cost, \_, summary\_str = self.session.run([
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cost, td\_cost, reg\_cost, \_, summary\_str = self.session.run([
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#self.rewards,
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#self.target\_values \* self.discount\_factor,

#self.future\_rewards,

#self.masked\_action\_scores,

#self.temp\_diff,

#self.norm\_diff,

self.loss,
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self.td\_loss,

self.reg\_loss,

self.train\_op,

self.summarize if calculate\_summaries else self.no\_op

], {

self.states: states,

self.next\_states: next\_states,

self.next\_state\_mask: next\_state\_mask,

self.action\_mask: action\_mask,

self.rewards: rewards

})

'''

rewards\_out = open(rewards\_out\_path, 'a+')

if self.train\_iteration % 100 == 0:

for i in range(len(direct\_r)):

print("episode: ", episode, "iter: ", self.train\_iteration, "mini batch --- ", i, "direct\_r ",

direct\_r[i],

"nxt\_r: ", nxt\_r[i], "label\_r: ", label\_r[i], "now\_net\_r: ", now\_net\_r[i],

"tmpdiff: ", diff[i],

"norm\_diff", norm\_diff[i],

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAACkCAMAAAHNpi5SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABmUExURQAAAOUSJOkVH+cRI+gSJOgRI+YRI+kVKuYRJOUMJuYSJOgSJecSJP8AP+cSI+cRIuYQJOYTIuMSJOcPJ+QPJecTI+YSI+cRJN8fH+URIucSJekVI+UTI+YSJeUTJucQJN8PHwAAAHWymKgAAAAidFJOU////////////////////////////////////////////wAN0MNxAAAACXBIWXMAAA7DAAAOwwHHb6hkAAABSElEQVRIS+2Va64CIQyF/cM+LvvfpKUvWmwHGB31Jp4Ey+lHC0wcvdVaeRQe4qMx4zBKkJNxxOa9JVAXCZ5RKFEyCbgtaBpoP996ZyMbuG63HNab0HQQli+2EA4eeXYHPKUalBpzgXOmKTRt1XwZrgoNKTC0ampYbHxrdNEykjH6nJtys9jthIGjJgYUGnM5unUzPAPNG6DEmG6DQb3b5Md59qBYMjekmaGSSwxry5xqTSgy5GyN/MKRjLnulYEz/EMD2jVQn5gmMQ2EBudRDQE0PEWjc19j8gNIK3xfpxQoeQB/HNcrvhJI/hNA80+Dnl8EJn8VsPmvAS7/buDJEnBkDVjiQS2KBgAqpEdAysDwH6KCnfZAO9rFoOV/wOl1gL5bEcDPVwDKbwDOrwPJj0DzA+h5B/p7BurAZkEM3GLUDV9GNl213gGMy+dPYUwj0gAAAABJRU5ErkJggg==)

#"loss", cost[i],
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#"state: ", states[i],
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file=rewards\_out)

sys.stdout.flush()

rewards\_out.close()

'''

#if self.train\_iteration % 500:

# print('0000 : ', diff, file=logf)

# print('llll : ', norm\_diff, file=logf)

loss\_out = open(loss\_out\_path, "a+")

print("episode: ", episode, "iter: ", self.train\_iteration, "hjk loss is ----- ", cost, "hjk td\_loss is ----- ", td\_cost, "hjk reg\_loss is ----- ", reg\_cost, file=loss\_out)

sys.stdout.flush()

loss\_out.close()

# update target network using Q-network

self.session.run(self.target\_network\_update)

'''

# emit summaries

if calculate\_summaries:

self.summary\_writer.add\_summary(summary\_str, self.train\_iteration)

'''

self.annealExploration()

self.train\_iteration += 1

del batch, states, rewards, action\_mask, next\_states, next\_state\_mask

#del direct\_r, nxt\_r, label\_r, now\_net\_r, diff, norm\_diff

gc.collect()

#objgraph.show\_most\_common\_types(limit=50)

def save\_net(self, path):

saver = tf.train.Saver()

save\_path = saver.save(self.session, path)

print("Save to path: " + save\_path)