各模块设计报告

一 景点推荐模块

1.1模块总设计

![descript](data:image/png;base64,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)

各子模块功能如下：

kmp\_search：KMP匹配算法

top\_k\_algorithm：使用堆排序实现的TopK的功能

site\_recommend：实现根据分类标准进行景点排序，支持查找功能（可进行模糊匹配），可只显示部分结果，也可以显示全部的查找结果

database相关模块：包含了database\_connection, read\_data 和 update\_databse模块，负责数据库的连接和crud功能。

1.2核心子模块KMP

构建next数组

next[i]表示串pattern的最长相同前后缀的长度

// 实现部分匹配表构建

std::vector<int> KMP::buildNext(const std::string& pattern) {

int n = pattern.length();

std::vector<int> next(n, 0); // 初始化next数组，全部设为0

for (int i = 1, j = 0; i < n; ++i) // 当字符不匹配时，回退j到next[j-1]的位置

{

while (j > 0 && pattern[i] != pattern[j]) {

j = next[j - 1];

}

// 如果字符匹配，j向前移动

if (pattern[i] == pattern[j]) {

++j;

}

// 记录当前位置的next值

next[i] = j;

}

return next;

}

匹配过程：

构建模式串的next数组

初始化文本指针i=0和模式指针j=0

逐个比较字符

当字符不匹配时，利用next数组跳过一些比较

当字符匹配时，两个指针都向前移动

如果j=模式串长度，则匹配成功

// KMP匹配算法实现

bool KMP::kmpMatch(const std::string& text, const std::string& pattern) {

std::vector<int> next = buildNext(pattern); // 构建next数组

int n = text.length();

int m = pattern.length();

for (int i = 0, j = 0; i < n; ++i) // 当不匹配时，利用next数组调整j的位置

{

while (j > 0 && text[i] != pattern[j]) {

j = next[j - 1];

}

// 字符匹配时，j向前移动

if (text[i] == pattern[j]) {

++j;

}

// 完全匹配成功

if (j == m) {

return true;

}

}

return false;

}

1.3核心子模块TopKAlgorithm

topK排序实现模板函数：getTopK()，使用堆排序算法思路，自定义模板根堆类实现。传入参数为待排向量，K值和比较器（从而实现不同字段的比较，可通过lambda表达式传入）

template<typename T, typename criteria>

std::vector<T> getTopK(const std::vector<T>& items, int k, criteria cmp) {

my\_pq<T, criteria> minHeap(cmp);

// 初始化堆

for (int i = 0; i < std::min(k, (int)items.size()); ++i) {

minHeap.push(items[i]);

}

// 处理剩余元素

for (size\_t i = k; i < items.size(); ++i) {

if (cmp(items[i], minHeap.top())) {

minHeap.pop();

minHeap.push(items[i]);

}

}

// 提取结果

std::vector<T> result;

while (!minHeap.empty()) {

result.push\_back(minHeap.top());

minHeap.pop();

}

std::reverse(result.begin(), result.end());

return result;

}

}

}

// 提取结果

std::vector<T> result;

while (!minHeap.empty()) {

result.push\_back(minHeap.top());

minHeap.pop();

}

std::reverse(result.begin(), result.end());

return result;

}

自定义根堆类my\_pq的实现：

上浮下沉操作

// 自定义上浮操作（用于push）

void sift\_up(size\_t index) {

while (index > 0) {

size\_t parent = (index - 1) / 2;

if (cmp(heap[parent], heap[index])) {

std::swap(heap[parent], heap[index]);

index = parent;

} else {

break;

}

}

}

// 自定义下沉操作（用于pop）

void sift\_down(size\_t index) {

size\_t size = heap.size();

while (true) {

size\_t left = 2 \* index + 1;

size\_t right = 2 \* index + 2;

size\_t largest = index;

if (left < size && cmp(heap[largest], heap[left])) {

largest = left;

}

if (right < size && cmp(heap[largest], heap[right])) {

largest = right;

}

if (largest != index) {

std::swap(heap[index], heap[largest]);

index = largest;

} else {

break;

}

}

}

弹出堆和进入堆

void push(const T& item) {

heap.push\_back(item); // 先将元素放入数组末尾

sift\_up(heap.size() - 1); // 上浮操作

}

void pop() {

if (heap.empty()) return;

std::swap(heap.front(), heap.back()); // 将堆顶与末尾元素交换

heap.pop\_back(); // 移除原堆顶元素

if (!heap.empty()) {

sift\_down(0); // 从根节点开始下沉调整

}

}

1.4核心子模块site\_recommend

site\_recommend模块：加载数据库的信息，根据排序标准进行景点排序，可进行景点查询（可进行模糊匹配）。

1.4.1景点排序函数：景点排序的核心实现，根据用户的排序标准调用TopK函数进行排序，并进行页面更新

void site\_recommend::sort\_site()

{

QApplication::setOverrideCursor(Qt::WaitCursor);

int totalItems = locationlists.size();

QString str = button\_group->checkedButton()->text();

if(topkuse){

qDebug() << "此时仅排序出前十个";

totalItems = 10;

}

if(!str.compare("按学习分数排序")) {

topklocations = getTopK(locationlists, totalItems, [](const location &a, const location &b) {

return a.study > b.study;

});

}

else if(!str.compare("按美食分数排序")) {

topklocations = getTopK(locationlists, totalItems, [](const location &a, const location &b) {

return a.food > b.food;

});

}

else if(!str.compare("按旅游分数排序")) {

topklocations = getTopK(locationlists, totalItems, [](const location &a, const location &b) {

return a.trip > b.trip;

});

}

else if(!str.compare("按运动分数排序")) {

topklocations = getTopK(locationlists, totalItems, [](const location &a, const location &b) {

return a.sport > b.sport;

});

}

else if(!str.compare("按热度分数排序")) {

topklocations = getTopK(locationlists, totalItems, [](const location &a, const location &b) {

return a.popularity > b.popularity;

});

}

else if(!str.compare("按评分分数排序")) {

topklocations = getTopK(locationlists, totalItems, [](const location &a, const location &b) {

return a.score > b.score;

});

}

updatePagination(!topkuse);

QApplication::restoreOverrideCursor();

}

1.4.2点击查找按钮：用户输入完查找的内容后点击查找按钮，调用search\_site函数进行查找，并返回查找结果

void site\_recommend::on\_search\_site\_button\_clicked()

{

QString searchText = ui->search\_line->text();

if(searchText.isEmpty()) {

QMessageBox::information(this, "提示", "请输入搜索关键词");

return;

}

try {

auto results = search\_site(searchText.toStdString(), locations);

if(results.empty()) {

QMessageBox::information(this, "提示", "未找到匹配景点");

}

locationlists = results;

emit button\_group->buttonClicked(button\_group->checkedButton());

} catch(const std::exception &e) {

qCritical() << "搜索出错:" << e.what();

QMessageBox::critical(this, "错误", "搜索过程中发生错误");

}

}

1.4.3查找景点函数：根据用户输入的内容，调用kmp\_search函数，进行字符串匹配，实现查找功能

std::vector<location> site\_recommend::search\_site(const std::string str, std::vector<location> locations)

{

std::vector<location> newlocations;

const int max\_results = 100;

qDebug() << "开始搜索，关键词:" << QString::fromStdString(str);

qDebug() << "总数据量:" << locations.size();

for(const location &l : locations) {

if(KMP::kmpMatch(l.title, str)) {

qDebug() << "找到匹配:" << QString::fromStdString(l.title);

newlocations.push\_back(l);

if(newlocations.size() >= max\_results) {

break;

}

}

}

qDebug() << "搜索完成，结果数:" << newlocations.size();

return newlocations;

}

1.4.4展示景点函数：在前端界面显示景点的详细信息

void site\_recommend::show\_location(std::vector<location> locations)

{

ui->locationLists->clear();

for (const location &l : locations) {

std::ostringstream oss;

// 设置左对齐

oss << std::left;

// 设置固定宽度格式

oss << std::setw(40) << l.title // 景点名称

<< std::setw(15) << ("热度: " + QString::number(l.popularity).toStdString())

<< std::setw(15) << ("评分: " + QString::number(l.score, 'f', 1).toStdString())

<< std::setw(15) << ("运动: " + QString::number(l.sport, 'f', 1).toStdString())

<< std::setw(15) << ("美食: " + QString::number(l.food, 'f', 1).toStdString())

<< std::setw(15) << ("旅游: " + QString::number(l.trip, 'f', 1).toStdString())

<< std::setw(15) << ("学习: " + QString::number(l.study, 'f', 1).toStdString());

QListWidgetItem \*item = new QListWidgetItem(ui->locationLists);

item->setText(QString::fromStdString(oss.str()));

item->setData(Qt::UserRole, QVariant::fromValue(l));

}

}

1.4.5双击景点后显示对应的旅游日记

void site\_recommend::on\_locationLists\_itemActivated(QListWidgetItem \*item)

{

std::string title = item->data(Qt::UserRole).value<location>().title;

diarywindow \*dw = new diarywindow(u, QString::fromStdString(title));

dw->show();

}

1.4.6更新页面的核心逻辑，获取当前页码数，获取分页数据，并更新显示

void site\_recommend::updatePagination(bool keepPage)

{

qDebug() << "---- 分页更新开始 ----";

qDebug() << "当前数据总量:" << locationlists.size();

qDebug() << "请求保持页码:" << keepPage;

qDebug() << "当前页码(before):" << currentPage;

// 计算总页数

int totalPages = getTotalPages();

if (totalPages == 0) totalPages = 1; // 至少1页

// 修正当前页码

if (!keepPage) {

currentPage = 0;

} else {

// 使用std::clamp确保页码在有效范围内

currentPage = std::max(0, std::min(currentPage, totalPages - 1));

}

qDebug() << "修正后页码:" << currentPage;

qDebug() << "总页数:" << totalPages;

// 更新按钮状态

ui->previous\_page->setEnabled(currentPage > 0 && !topkuse);

ui->next\_page->setEnabled(currentPage < totalPages - 1 && !topkuse);

// 获取分页数据

int startIdx = currentPage \* itemsPerPage;

int endIdx = std::min(startIdx + itemsPerPage, (int)locationlists.size());

qDebug() << "分页范围:" << startIdx << "-" << endIdx;

qDebug() << "now topklocations size is:" << topklocations.size();

pagedLocations.clear();

if (startIdx < locationlists.size()) {

pagedLocations.assign(topklocations.begin() + startIdx,

topklocations.begin() + endIdx);

}

// 更新显示

show\_location(pagedLocations);

if(!topkuse){

ui->page\_label->setText(

QString("第 %1 页/共 %2 页 (共%3条)")

.arg(currentPage + 1)

.arg(totalPages)

.arg(locationlists.size())

);

} else {

ui->page\_label->clear();

}

qDebug() << "---- 分页更新完成 ----\n";

}

1. 校园导航模块

2.1 模块总设计

![descript](data:image/png;base64,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)

各模块功能：

map\_elements: 基本的场所、道路等数据结构定义

route\_plan: 底层算法模块，包含地图数据读取、图建立、路线规划、场所查询

campus\_nav: 负责前端页面展示和用户操作交互

2.2 核心子模块route\_plan

2.2.1 load 函数

本函数加载读取json格式的地图场所和道路数据，写入places和roads向量

void route\_plan::load(QString file\_path) {

QFile file(file\_path);

if (!file.open(QIODevice::ReadOnly)) {

qWarning() << "Failed to open file";

return;

}

QByteArray data = file.readAll();

file.close();

QJsonDocument doc = QJsonDocument::fromJson(data);

if (doc.isNull() || !doc.isObject()) {

qWarning() << "Invalid JSON format";

return;

}

QJsonObject root = doc.object();

QJsonArray features = root["features"].toArray();

for (const QJsonValue &feature : features) {

QJsonObject featureObj = feature.toObject();

QJsonObject geometry = featureObj["geometry"].toObject();

QJsonObject properties = featureObj["properties"].toObject();

QString type = geometry["type"].toString();

if (type == "Point") {

QJsonArray coordinates = geometry["coordinates"].toArray();

coor loct = {coordinates[0].toDouble(), coordinates[1].toDouble()};

QString name = properties["name"].toString();

QString desc = properties["description"].toString();

places.emplace\_back(loct, name, desc);

} else if (type == "LineString") {

QJsonArray coordinates = geometry["coordinates"].toArray();

if (coordinates.size() < 2) continue;

QJsonArray start = coordinates[0].toArray();

QJsonArray end = coordinates[1].toArray();

coor startCoor = {start[0].toDouble(), start[1].toDouble()};

coor endCoor = {end[0].toDouble(), end[1].toDouble()};

road\_type rType = properties["description"].toString() == "自行车道" ? cycleway : sidewalk;

double cong = properties["congestion"].toDouble();

road r(startCoor, endCoor, rType, cong);

r.setLength( calcu\_length(r.getStart(), r.getEnd()) );

roads.push\_back(r);

}

}

}

2.2.2 create\_graph 函数

根据场所和道路数据建立图的邻接表，三张表边的权重不一样，分别对应三种导航模式

void route\_plan::create\_graph() {

unordered\_map<coor, int> coor\_to\_id;

for (int i = 0; i < places.size(); ++i) {

coor\_to\_id[places[i].getLoct()] = i;

}

graph\_d.resize(places.size());

graph\_t.resize(places.size());

graph\_m.resize(places.size());

for (const auto &road : roads) {

int start\_id, end\_id;

auto it1 = coor\_to\_id.find(road.getStart());

if (it1 == coor\_to\_id.end()) continue;

start\_id = it1->second;

auto it2 = coor\_to\_id.find(road.getEnd());

if (it2 == coor\_to\_id.end()) continue;

end\_id = it2->second;

graph\_d[start\_id].emplace\_back(end\_id, road.getLength(), sidewalk);

graph\_d[end\_id].emplace\_back(start\_id, road.getLength(), sidewalk);

graph\_t[start\_id].emplace\_back(end\_id, road.getLength() / (1.3 \* road.getCong()), sidewalk);

graph\_t[end\_id].emplace\_back(start\_id, road.getLength() / (1.3 \* road.getCong()), sidewalk);

road\_type type = road.getType();

if(type == cycleway) {

graph\_m[start\_id].emplace\_back(end\_id, road.getCong() \* road.getLength() / (4.0 \* road.getCong()), cycleway);

graph\_m[end\_id].emplace\_back(start\_id, road.getCong() \* road.getLength() / (4.0 \* road.getCong()), cycleway);

} else if (type == sidewalk) {

graph\_m[start\_id].emplace\_back(end\_id, road.getCong() \* road.getLength() / (1.3 \* road.getCong()), sidewalk);

graph\_m[end\_id].emplace\_back(start\_id, road.getCong() \* road.getLength() / (1.3 \* road.getCong()), sidewalk);

}

}

}

2.2.3 shortest\_path 函数

根据传入的起点编号，目的点编号数组，选中导航策略计算最短路径，返回值为最短度量（距离/时间），具体路线信息记录在record向量中。大框架为贪心算法，循环内部采用Dijkstra算法的思路，每次搜索到一个目的地后将其设为新的起点搜索下一个。

double route\_plan::shortest\_path(int start, const vector<int>& end,

vector<vector<place\_info>>& graph, vector<place\_info>& record){

const double INF = numeric\_limits<double>::max();

int cur = start;

double all\_dist = 0;

vector<bool> visited(end.size(), false);

for(int i = 0; i < end.size(); ++i) {

vector<double> dist(graph.size(), INF);

vector<place\_info> prev(graph.size());

priority\_queue<pair<double, int>, vector<pair<double, int>>, greater<pair<double, int>>> pq;

dist[cur] = 0;

pq.push({0, cur});

int prior;

while (!pq.empty()) {

auto [d, u] = pq.top();

pq.pop();

for(int j = 0; j < end.size(); ++j) {

if (u == end[j] && !visited[j]) {

prior = cur;

cur = end[j];

visited[j] = true;

goto next;

}

}

if (d > dist[u]) continue;

for (const auto &neighbor : graph[u]) {

int v = neighbor.getId();

double weight = neighbor.getWeight();

if (dist[u] + weight < dist[v]) {

dist[v] = dist[u] + weight;

prev[v] = place\_info(u, weight, neighbor.getType());

pq.push({dist[v], v});

}

}

}

next:

int next = cur;

vector<place\_info> temp;

while(next != prior) {

temp.emplace\_back(next, all\_dist + dist[next], prev[next].getType());

next = prev[next].getId();

}

for(auto it = temp.rbegin(); it != temp.rend(); ++it){

record.push\_back(\*it);

}

all\_dist += dist[cur];

}

return all\_dist;

}

2.2.4 search\_place 函数

同样使用Dijkstra算法，搜索返回当前位置start附近范围在max\_dist内的场所数组

vector<place> route\_plan::search\_place(int start, double max\_dist) {

const double INF = numeric\_limits<double>::max();

vector<place> result;

vector<double> dist(graph\_d.size(), INF);

priority\_queue<pair<double, int>, vector<pair<double, int>>, greater<pair<double, int>>> pq;

dist[start] = 0;

pq.push({0, start});

while (!pq.empty()) {

auto [d, u] = pq.top();

pq.pop();

if (d > max\_dist) break; // Stop if the distance exceeds max\_dist

if (d > dist[u]) continue;

else{

places[u].dist = d; // Store the distance in the place object

result.push\_back(places[u]);

}

for (const auto &neighbor : graph\_d[u]) {

int v = neighbor.getId();

double weight = neighbor.getWeight();

if (dist[u] + weight < dist[v]) {

dist[v] = dist[u] + weight;

pq.push({dist[v], v});

}

}

}

return result;

}

2.3 核心子模块campus\_nav

2.3.1 on\_pushButton\_cur\_clicked 函数

更新当前位置

void campus\_nav::on\_pushButton\_cur\_clicked()

{

if(place\_name\_to\_id.find(ui->lineEdit\_start->text()) != place\_name\_to\_id.end()){

cur\_loc = place\_name\_to\_id[ui->lineEdit\_start->text()];

currentDrawMode = None;

update();

QMessageBox::information(this, "", "位置更新成功");

} else{

QMessageBox::warning(this, "", "未找到该位置，请检查输入是否正确");

}

}

2.3.2 on\_pushButton\_search\_clicked 函数 + show\_nearby函数

前者调用route\_plan::search\_place函数搜索附近场所，后者展示到表格中

void campus\_nav::on\_pushButton\_search\_clicked()

{

std::vector<place> nearby;

if (cur\_loc == -1) {

qDebug() << "Please select a current location first.";

return;

}

nearby = rp.search\_place(cur\_loc, ui->doubleSpinBox->value());

std::vector<place> result;

for (const place& p : nearby) {

if(p.dist == 0) continue;

if (ui->comboBox\_placeType->currentText() == "选择场所类型" || p.getType() == ui->comboBox\_placeType->currentText()) {

result.push\_back(p);

}

}

show\_nearby(result);

placesToDraw = result;

currentDrawMode = DrawPlaces;

update();

}

void campus\_nav::show\_nearby(std::vector<place> result)

{

// 清空表格内容

ui->stackedWidget->setCurrentIndex(0);

ui->tableWidget\_nearby->clearContents();

if (result.empty()) {

qDebug() << "No nearby places found.";

ui->tableWidget\_nearby->setRowCount(1);

ui->tableWidget\_nearby->setSpan(0, 0, 1, 3);

ui->tableWidget\_nearby->setItem(0, 0, new QTableWidgetItem("没有找到附近的场所。"));

} else {

int row = 0;

ui->tableWidget\_nearby->setRowCount(result.size());

for (const place& p : result) {

ui->tableWidget\_nearby->setItem(row, 0, new QTableWidgetItem(p.getName()));

ui->tableWidget\_nearby->setItem(row, 1, new QTableWidgetItem(QString::number(p.dist)));

QPushButton\* addBtn = new QPushButton("添加");

ui->tableWidget\_nearby->setCellWidget(row, 2, addBtn);

// 绑定按钮点击信号到槽函数

connect(addBtn, &QPushButton::clicked, this, &campus\_nav::onAddButtonClicked);

row++;

}

}

}

2.3.3 on\_pushButton\_dest\_clicked 函数

输入场所名称添加目的地的功能

void campus\_nav::on\_pushButton\_dest\_clicked(QString place\_name)

{

if(place\_name\_to\_id.find(place\_name) == place\_name\_to\_id.end()){

QMessageBox::warning(this, "", "未找到该位置，请检查输入是否正确");

return;

}

int row = ui->tableWidget->rowCount();

ui->tableWidget->insertRow(row);

// 添加名称项

QTableWidgetItem\* item = new QTableWidgetItem(place\_name);

ui->tableWidget->setItem(row, 0, item);

// 添加删除按钮

QPushButton\* delBtn = new QPushButton("删除");

ui->tableWidget->setCellWidget(row, 1, delBtn);

// 绑定按钮点击信号到槽函数

connect(delBtn, &QPushButton::clicked, this, &campus\_nav::onDeleteButtonClicked);

}

2.3.4 on\_pushButton\_plan\_clicked 函数

点击搜索后调用route\_plan::shortest\_path函数，进行路线规划并展示

void campus\_nav::on\_pushButton\_plan\_clicked()

{

std::vector<int> dest\_id;

int rowCount = ui->tableWidget->rowCount();

for(int row = 0; row < rowCount; row++){

QString text = ui->tableWidget->item(row, 0)->text();

if(place\_name\_to\_id.find(text) != place\_name\_to\_id.end()) {

dest\_id.push\_back(place\_name\_to\_id[text]);

} else {

qDebug() << "Place not found: " << text;

}

}

ui->stackedWidget->setCurrentIndex(1);

ui->tableWidget\_route->clearContents();

std::vector<place\_info> record;

QString strategy = ui->comboBox\_strategy->currentText();

double dist;

if(strategy == "距离最短"){

dist = route\_plan::shortest\_path(cur\_loc, dest\_id, rp.graph\_d, record);

ui->lineEdit->setText("总距离:" + QString::number(dist) + "m");

}

else if(strategy == "步行时间最短"){

dist = route\_plan::shortest\_path(cur\_loc, dest\_id, rp.graph\_t, record);

ui->lineEdit->setText("总用时:" + QString::number(dist) + "s");

}

else if(strategy == "混合交通工具时间最短"){

dist = route\_plan::shortest\_path(cur\_loc, dest\_id, rp.graph\_m, record);

ui->lineEdit->setText("总用时:" + QString::number(dist) + "s");

} else {

qDebug() << "Unknown strategy: " << strategy;

return;

}

int row = 0;

ui->tableWidget\_route->setRowCount(record.size());

for (const auto &p : record){

QTableWidgetItem\* nameItem = new QTableWidgetItem(rp.places[p.getId()].getName());

ui->tableWidget\_route->setItem(row, 0, nameItem);

QTableWidgetItem\* weightItem = new QTableWidgetItem(QString::number(p.getWeight()));

ui->tableWidget\_route->setItem(row, 1, weightItem);

QTableWidgetItem\* typeItem = new QTableWidgetItem(p.getType() == cycleway ? "自行车" : "步行");

ui->tableWidget\_route->setItem(row, 2, typeItem);

row++;

}

placesToDraw.clear();

for (const auto &id : dest\_id) {

placesToDraw.push\_back(rp.places[id]);

}

routeToDraw = record;

currentDrawMode = DrawRoute;

update();

}

2.3.5 paintEvent函数 + mapCoordToPixel函数，

重写了widget类的paintEvent函数，每次操作后更新地图中的可视化点位和线路展示

void campus\_nav::paintEvent(QPaintEvent \*event){

QWidget::paintEvent(event); // 保证其他控件正常绘制

QPainter painter(this);

painter.setRenderHint(QPainter::SmoothPixmapTransform, true);

painter.setRenderHint(QPainter::Antialiasing);

QImage mapImage(":/images/data/map.png");

QRect targetRect(29, 151, 400, 586);

painter.drawImage(targetRect, mapImage);

if (currentDrawMode == DrawRoute) {

painter.setPen(QPen(Qt::blue, 3));

for (size\_t i = 0; i < routeToDraw.size(); ++i) {

if(routeToDraw[i].getType() == cycleway){

painter.setPen(QPen(Qt::green, 3)); // 自行车道用蓝色

} else {

painter.setPen(QPen(Qt::blue, 3)); // 人行道用绿色

}

coor tar1 = i == 0 ? rp.places[cur\_loc].getLoct() : rp.places[routeToDraw[i - 1].getId()].getLoct();

coor tar2 = rp.places[routeToDraw[i].getId()].getLoct();

QPointF p1 = mapCoordToPixel(tar1, targetRect);

QPointF p2 = mapCoordToPixel(tar2, targetRect);

painter.drawLine(p1, p2);

}

}

if (currentDrawMode == DrawPlaces || currentDrawMode == DrawRoute) {

painter.setBrush(Qt::darkRed);

painter.setPen(Qt::black);

for (const auto& p : placesToDraw) {

QPointF pos = mapCoordToPixel(p.getLoct(), targetRect);

painter.drawEllipse(pos, 3, 3); // 半径为3的圆点

}

}

QPixmap icon(":/images/data/icon.png"); // 替换成你的图标路径

QPointF pos = mapCoordToPixel(rp.places[cur\_loc].getLoct(), targetRect);

QSize iconSize(24, 24); // 自定义图标的绘制尺寸

QPointF topLeft(pos.x() - iconSize.width() / 2.0, pos.y() - iconSize.height() / 2.0);

QRectF iconRect(topLeft, iconSize);

painter.drawPixmap(iconRect.toRect(), icon); // 绘制

}

QPointF campus\_nav::mapCoordToPixel(coor tar, QRect r)

{

const double north = 39.96499;

const double south = 39.95806;

const double west = 116.35501;

const double east = 116.36123;

double normX = (tar.first - west) / (east - west);

double normY = (tar.second - north) / (south - north);

double pixelX = r.left() + normX \* r.width();

double pixelY = r.top() + normY \* r.height();

return QPointF(pixelX, pixelY);

}

三、旅游日记模块

3.1 模块总设计
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各模块功能：

diarywindow模块：负责旅游日记浏览页面的呈现的功能

diaryread模块：负责旅游日记内容页面的呈现和功能

writewidget模块：负责旅游日记写作页面的呈现和功能

HuffmanCoding模块：包含哈夫曼编码/解码功能，用于提供给旅游日记的下载和本地下载文件的展示

kmp\_search模块：kmp算法实现模块，用于实现文章的全文搜索和文章的标题/景点搜索的功能

top\_k\_algorithm模块：堆排序算法的实现，用于实现旅游日记的不同种类的排序功能

database相关模块：包含了database\_connection, read\_data 和 update\_databse模块，负责数据库的连接和crud功能。

3.2 核心子模块：diarywindow

该模块负责旅游日记浏览页面的呈现，实现的功能包括旅游日记的排序，搜索

核心函数如下：

3.2.1 show\_diary 函数

本函数通过传递进来的日记类向量数组，生成对应的视图对象

void diarywindow::show\_diary(std::vector<diary> diarys) //日记列表初始化

{

ui->diaryslist->clear();

if(diarys.size() == 0){

QListWidgetItem \*item = new QListWidgetItem(ui->diaryslist);

item->setText("无结果，请重新搜索");

return;

}

// QVBoxLayout \*layout = new QVBoxLayout(ui->diaryslist);

for(const diary& d : diarys){

std::ostringstream oss;

// 设置输出格式

oss << std::left; // 左对齐

// 控制字段宽度，确保在每列有固定的宽度

oss << std::setw(30) << d.title // 标题

<< std::setw(50) << ("景点: " + d.site\_name) // 景点名称

<< std::setw(20) << ("作者: " + d.author\_name) // 作者名称

<< std::setw(20) << ("热度: " + QString::number(d.popularity).toStdString())

<< std::setw(20) << ("评分: " + QString::number(d.score, 'f', 1).toStdString());

item->setText(QString::fromStdString(oss.str()));

item->setData(Qt::UserRole, QVariant::fromValue(d)); // 保存额外的信息

}

}

3.2.2 choose\_sort\_model 函数

本函数接收不同排序选项点击的信号触发，会读取选项内容进行不同的排序，最后调用updatePagination函数进行页面内容管理和内容呈现

排序算法与景点推荐模块的top\_k\_algorithm相同，故不多赘述

void diarywindow::choose\_sort\_model(){ //排序方法选择

QString str =button\_grooup->checkedButton()->text();

int totalsize = diarylist.size();

if(!str.compare("按热度排序")){

diarylist = getTopK(this->diarylist, totalsize, [](const diary &a, const diary &b) {

return a.popularity > b.popularity; // 按热度排序

});

}

else if(!str.compare("按评分排序"))

{

diarylist = getTopK(this->diarylist, totalsize, [](const diary &a, const diary &b) {

return a.score > b.score; // 按评分排序

});

}

else {

diarylist = getTopK(this->diarylist, totalsize, [](const diary &a, const diary &b) {

return a.score\*1000 + a.popularity > b.score\*1000 + b.popularity;

});

}

updatePagination();

}

3.2.3 on\_sitesearch\_clicked + search\_site 函数

两个函数负责实现根据景点名称对旅游日记的搜索过滤，前者接收搜索信号，调用后者并对排序子模块调用获取新的排序结果。

采用了kmp算法进行名称匹配，故可以做到模糊搜索（部分匹配）

void diarywindow::on\_sitesearch\_clicked()

{

this->diarylist = search\_site(ui->searchbar->text().toStdString(), diarys, locations);

emit button\_grooup->buttonClicked(button\_grooup->checkedButton());

}

std::vector<diary> diarywindow::search\_site(const std::string str, std::vector<diary> diarys, std::vector<location> locations){

std::vector<diary> newdiarys;

int id;

for(const location &l : locations)

if(KMP::kmpMatch(l.title,str)){

id = l.id;

qDebug() << "搜到的景点id " << id;

break;

}

for(const diary &d : diarys){

if(d.site\_id == id)

newdiarys.push\_back(d);

}

return newdiarys;

}

3.2.4 on\_titlesearch\_clicked + search\_title 函数

原理与上面的景点搜索相同，故不多赘述

void diarywindow::on\_titlesearch\_clicked()

{

this->diarylist = search\_title(ui->searchbar->text().toStdString(), diarys);

emit button\_grooup->buttonClicked(button\_grooup->checkedButton());

}

std::vector<diary> diarywindow::search\_title(const std::string str, std::vector<diary> diarys){

std::vector<diary> newdiarys;

for(const diary &d : diarys)

if(KMP::kmpMatch(d.title,str)){

newdiarys.push\_back(d);

qDebug() << "搜到的日记名称：" << QString::fromStdString(d.title);

}

return newdiarys;

}

3.3 核心子模块：diaryread

该模块负责旅游日记内容页面的呈现，实现了文章的打分，下载，内容搜索的功能。

3.3.1 on\_searchbutton\_clicked 函数

在点击搜索键后调用该函数对文章中与搜索内容相匹配的字符进行标黄突出显示，无匹配内容时也会有相应显示。

字符串匹配算法与浏览页面的相同。

void diaryread::on\_searchbutton\_clicked()

{

QString str = ui->context\_search->text();

if(!KMP::kmpMatch(info.context, str.toStdString())){

QMessageBox::warning(this, "失败", "没有搜索到对应内容");

ui->context->setText(QString::fromStdString(info.context));

}

else {

QString highlightedText = QString::fromStdString(info.context);

QString replacement = "<span style='background-color: yellow;'>%1</span>";

QRegularExpression regex(QRegularExpression::escape(str));

highlightedText.replace(regex, replacement.arg(str));

ui->context->setHtml(highlightedText); // 更新 QTextBrowser 的内容

}

}

3.3.2 on\_compress\_donwload\_clicked 函数

在下载按钮触发后调用哈夫曼编码模块的函数，实现文章的压缩本地存储（存储的文件可以在浏览页面重新以本地浏览的形式打开）

void diaryread::on\_compress\_donwload\_clicked()

{

HuffmanCoding h;

int k = h.save\_diary(info);

if(k == 0){

QMessageBox::warning(this, "失败", "保存失败");

}

else{

QMessageBox::information(this, "成功", "保存成功");

}

}

3.3.3 void diaryread::diary\_data\_change 函数

在页面关闭时触发，会对用户和的评分和浏览行为做出响应，联动数据库相关模块进行数据修改。

void diaryread::diary\_data\_change()

{

update\_database ud(info);

ud.change\_data();

}

3.4 核心子模块：writewidget

该模块负责旅游日记写作页面的呈现，实现了文章编写，日记图片上传功能的功能。

核心函数如下：

3.4.1 on\_uploadimage\_clicked 函数

响应图片上传按钮的触发，通过提示框指引转存用户选择上传的图片数据，并在结构体中存入对应的存储路径，以供显示时调用

void writewidget::on\_uploadimage\_clicked()

{

// 打开文件对话框，让用户选择文件

QString filePath = QFileDialog::getOpenFileName(this, "选择一张图片", "", "Images (\*.png \*.jpg \*.jpeg \*.bmp)");

if (!filePath.isEmpty()) {

// 定义存储图片的目标文件夹（相对路径）

QString targetDir = "data/uploaded\_images";

QDir dir(targetDir);

// 如果目录不存在则创建它

if (!dir.exists()) {

dir.mkpath("."); // 创建文件夹

}

// 获取文件名称并构建目标路径

QFileInfo fileInfo(filePath);

QString fileName = fileInfo.fileName();

QString targetPath = dir.filePath(fileName);

// 保存文件

if (QFile::copy(filePath, targetPath)) {

QString storedPath = targetPath; // 保存路径

QMessageBox::information(this, "成功", "图片上传成功！\n存储路径: " + storedPath);

qDebug() << "图片已保存到:" << storedPath;

d.image\_path = storedPath.toStdString();

} else {

QMessageBox::warning(this, "失败", "图片上传失败，请重试。");

}

}

}

3.4.2 on\_finisharticle\_clicked 函数

调用于结束编写，联动数据库相关模块，对写入的日记数据进行上传存储

void writewidget::on\_finisharticle\_clicked()

{

d.id = -1;

d.author = u.id;

d.context = ui->textEdit->toPlainText().toStdString();

d.title = ui->title->toPlainText().toStdString();

update\_database ud(d);

ud.change\_data();

writewidget::~writewidget();

}

1. 数据库模块

4.1 核心子模块：database\_connection

该模块用于与远程数据库建立连接，采用单例类，仅具有数据库的连接和断开功能

4.1.1 getInstance 函数

获取数据库单例

database\_connection& database\_connection::getInstance(){

static database\_connection instance;

return instance;

}

4.1.2 连接/断开函数

断开/连接数据库

bool database\_connection::connect(){

if(!db.open()){

qDebug() << "数据库连接失败";

return false;

}

return true;

}

void database\_connection::disconnect(){

if(db.isOpen()){

db.close();

}

}

qDebug() << "数据库连接失败";

return false;

}

return true;

}

void database\_connection::disconnect(){

if(db.isOpen()){

db.close();

}

}

4.2 核心子模块：update\_database

该模块负责对数据库数据的crud

4.2.1 日记数据修改函数

//条目更新

void update\_database::update\_data()

{

qDebug() << "正在修改信息";

QSqlTableModel model;

model.setTable("Diary");

model.setFilter("id = " + QString::number(d.id));

model.select();

QSqlRecord record = model.record(0);

qDebug() << QString::fromStdString(d.title);

record.setValue("score\_number", d.score\_number);

record.setValue("score", d.score);

record.setValue("popularity", d.popularity);

model.setRecord(0, record); // 确保模型更新记录

if (!model.submitAll()) {

qDebug() << "提交失败：" << model.lastError().text();

} else {

qDebug() << "信息更新成功";

}

}

//新条目插入

void update\_database::insert\_data()

{

QSqlTableModel model;

model.setTable("Diary");

model.select();

QSqlRecord record = model.record();

record.setValue("author", d.author);

record.setValue("site\_id", d.site\_id);

record.setValue("context", QString::fromStdString(d.context));

record.setValue("score", 0);

record.setValue("score\_number", 0);

record.setValue("popularity", 0);

record.setValue("image\_path", QString::fromStdString(d.image\_path));

record.setValue("title", QString::fromStdString(d.title));

model.insertRecord(-1, record);

model.submitAll();

}

4.2.2 用户信息新增函数

void update\_database::insert\_user\_data(user u){

QSqlTableModel model;

model.setTable("User");

model.select();

QSqlRecord record = model.record();

record.setValue("account", QString::fromStdString(u.account));

record.setValue("password", QString::fromStdString(u.password));

model.insertRecord(-1, record);

model.submitAll();

}