FIFO最小深度计算

FIFO的深度问题是为了解决数据传输中的读写速率不匹配的问题，如果一个FIFO的写入速率比读出速率快，那么没来得及及时读出的数据就需要存储在FIFO中等待被读出。其实这就是一个比较简单的数学问题，可以联想到小学题目中给游泳池一边灌水一边放水（？）。

# 基础题

一般通常会见到题干是这样的：“一笔数据的个数N是120个，FIFO的写入时钟频率fw为80MHz，FIFO的读出时钟频率fr为50MHz，求FIFO的最小深度。”

其实这道题就是在问一个游泳池需要多大才能一边灌水一边放水，水还不能溢出游泳池。那么我可以直接用数据总量120，除以写入速率80MHz，可以得到一个灌水时间 T = 120 / 80MHz 。那么在这么长时间中，我们能放多少水呢？就是 n = T \* 50MHz = 120 / 80MHz \* 50MHz = 75 。所以我们至少需要一个 （120 - 75 = 45）这个大的一个游泳池才能满足要求，即就是我们所需要的FIFO最小深度为 45 。这里可以提炼出公式：

最小深度：d = N - N \*(fr / fw)

有时出题的老师会再绕一个弯，加考一些基础知识。例如：一笔数据是5kbit，FIFO的宽度是1byte，balabala... 在这里用数据总量除以FIFO宽度就是数据个数了。即一笔数据的个数为 5kbit / 8bit = 640 个。

# 附加题1

因为异步FIFO需要处理异步界面，不能像放水一样那么迅捷，所以出题时可能会提到“当写入 3 （任意数）个数据后才能开始读出”，那么我们的 FIFO 最小深度就必须加上这个缓冲量，即FIFO最小深度为 45 + 3 = 48 。

# 附加题2

“ 若每隔一个周期写一次数据，每隔三个周期读一次数据，请计算最小深度。”

每隔一个周期写一次数据，意味着每两个周期才写一次数据，意味着我们的写入速率从原先的80MHz降为了40MHz。以此类推，读出速率从50MHz降成了12.5MHz 。这样一来再套用公式 最小深度 d = N - N / fw \* fr = 120 - 120 / 40 \* 12.5 = 82.5 。即可得FIFO的最小深度为 83 。

从这道题可以看出，读写时钟频率和读写速率是两回事，以此题为蓝本的变种类型题还有很多，但是万变边不离其宗，关于FIFO最小深度的计算我们主要关注读写速率即可。

# FIFO设计中的深度计算

写时钟频率 w\_clk,

读时钟频率 r\_clk,

写时钟周期里，每B个时钟周期会有A个数据写入FIFO

读时钟周期里，每Y个时钟周期会有X个数据读出FIFO

则，FIFO的最小深度是？

计算公式如下：

fifo\_depth = burst\_length - burst\_length \* X/Y \* r\_clk/w\_clk

例举说明：

如果100个写时钟周期可以写入80个数据，10个读时钟可以读出8个数据。

可以认为写操作是突发写的。然后要考虑突发的情况，一般情况下，数据传输是：空闲—Burst突发—空闲—Burst突发—空闲—Burst突发。但是我们在计算中，需要考虑最极端的情况，即空闲—Burst突发—Burst突发—空闲—Burst突发—空闲。

以最极端的情况空闲—Burst突发—Burst突发—空闲来计算。

此时考虑背靠背（20个clk不发数据＋80clk发数据＋80clk发数据＋20个clk不发数据的200个clk）

令wclk＝rclk ，考虑背靠背（20个clk不发数据＋80clk发数据＋80clk发数据＋20个clk不发数据的200个clk）代入公式可计算FIFO的深度

fifo\_depth = 160-160\*(8/10)\*(rclk/wclk)=160-128=32

异步FIFO

# 一、FIFIO简介

FIFO是一种现先进先出的数据缓冲器，特点是没有外部的读写地址。由于没有外部的地址信号，所以只能顺序的读写，而不能跳读。FIFO的读写是根据满和空信号设计写使能和读使能来写/读FIFO，当FIFO满的时候不可以往里面写、当FIFO空的时候不能读数据。读FIFO时，内部的读指针自动的加一，当写FIFO时写指针自动的加一。

什么是异步FIFO，什么又是同步FIFO？

异步FIFO简单的来说就是读写时钟不相同，同步FIFO就是读写的时钟相同。

# 二、异步FIFO的用途

1、使用异步FIFO可以在两个不同的时钟域之间快速而方便的传输数据，起到跨时钟域处理的作用。经常用于处理跨时钟域的问题。

2、对于不同宽度的数据接口也可以采用FIFO进行缓冲，如8位输入，16位输出。（注：本文只简介输入输出位宽相同的情况）

# 三、FIFO的常见参数

wfull: 满标志， 表示FIFO已经满，不能再写入数据。

rempty：空标志，表示FIFO已经空，不能再读取数据。

wclk: 写时钟

rclk: 读时钟

winc: 写使能

rinc: 读使能

wdata：写数据

rdata: 读数据

wrst\_n: 写复位

rrst\_n：读复位

# 四、读写指针的工作原理

读指针：总是指向下一个将要被写入的单元，复位时指向第一个单元。

写指针：总是指向当前要被读出的数据，复位时指向第一个单元。

也就是说，复位时读写指针都指向第一个单元。并且向FIFO写入一个数据，写指针加1。从FIFO中读出一个数据，读指针加1。

# 五、FIFO满空标志的产生

FIFO设计的关键是如何产生可靠的读写指针和满空信号。FIFO读写指针的工作原理如上第四点所述。

那么剩下的就是要讨论如何产生FIFO的满空信号了。

FIFO什么时候为空呢？我们来思考一下，假设我从第一个单元写入数据，那么写指针从地址0—>1,读指针不变，此时FIFO中有一个数据。接着我把这个数据读出来，读指针从0—>1。此时写指针为1，读指针也为1,FIFO中没有数据了，因此FIFO为空。

从中可以发现，判断FIFO为空很简单，只要读写指针相等就是空。但是事情好像也没那么简单，再想一下，假设一开始就复位，读写指针都在0地址，然后一直往FIFO中写入数据，当写满FIFO的时候，写指针刚好转了一圈回到了0地址，此时读写指针也相等，但是这时候FIFO是满的。因此得到下面的判空和判满条件。

判空：读指针追上写指针的时候，两者相等，为空。

判满：写指针追上读指针的时候，两者相等，为满。

突然发现两者相等的话不是空就是满，区别就是谁追上谁而已了。那么如何来区别是谁追上谁呢？

# 六、如何判断读写指针相等时，为空还是为满呢？

答案就是在表示读写指针的数据位宽上再加1位来区分是满还是空。比如FIFO的深度位8，那么需要3位二进制数来表地址，则需要再最高之前再加一位，变成4位。一开始读写都是0000，FIFO为空。当写指针增加并越过最后一个存储单元的时候，就将这个最高位取反，变成1000。这时是写地址追上了读地址，FIFO为满。同理，当读地址越过最后一个存储单元的时候把读地址的最高位也取反。可以看到，当最高位相同，并且剩下的位也相同的时候FIFO为空；当最高位不同，并且剩下的位相同时，为满。

# 七、异步时钟域下如何判断时空还是满？

在上述六中已经解释了如何判断FIFO的满空。但是如果在不同时钟域下，显然需要将读写指针进行同步化才可以进行判断。具体就是在判断空的时候，需要将写地址同步到读时钟域下进行判断。同理，在进行判断满的时候需要将读时钟域中的读指针同步到写时钟域进行判断。

# 八、使用格雷码来表示地址

其实在读时钟域中读指针的增加仍然是自然二进制，同理在写时钟域中写地址的增加也是按照自然二进制变化的。但是在将读指针发送到写时钟域下进行同步时，如果仍然采用自然二进制，那么就会面临地址同时有多位变化的情况。比如0111->1000,一次就变了四位。在数电的学习中我们知道，这种情况是要尽量避免的，因为这样容易引起亚稳态或者是毛刺（具体是亚稳态还是毛刺我还不太确定）。

那么问题又来了，采用格雷码又要如何判断满和空呢？首先还是要记住：在读指针和写指针相等的时候进行判断。

举个例子：

假如T1时刻，读指针的自然二进制为0111，写指针的自然二进制位1000。

简化如下：

T1：读：0111（bin） 0100（grey）

写：1000（bin） 1100（grey）

可以看到，此时此时格雷码 的最高位不同，剩下的都相同。那么可以判为满吗？显然是不行，可以冥想的知道，此时刚刚向FIFO中写入一个数，怎么就满了呢。

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 十进制 | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** |
| 二进制码 | 0000 | 0001 | 0010 | 0011 | 0100 | 0101 | 0110 | 0111 | 1000 |
| 格雷码 | 0000 | 0001 | 0011 | 0010 | 0110 | 0111 | 0101 | 0100 | 1100 |

因此必须考虑用别的办法来比较。方法就是：

判满：格雷码的最高位和次高为不同，剩下的都同，就是满。

判空：格雷码完全相同，就是空。

【重点】因为当只有一个比特发生改变时，即使在中间状态抽样，其结果也不外乎两种：递增前原指针和递增后新指针。显然递增后新指针是最新情况的反映，如果抽样到这个指针，那么和我们的设计预期是一致的，如果抽样到递增前的原指针，会有什么结果呢？假设现在抽样读指针，那么最坏的情况就是把“不满”判断成了“满”，使得本来被允许的写操作被禁止了，但是这并不会对逻辑产生影响，只是带来了写操作的延迟。同样的，如果现在抽样写指针，那么 最坏的情况就是把“不空”判断成了“空”，使得本来被允许的读操作被禁止了，但是这也不会对逻辑产生影响，只是带来了读操作的延迟。

同步FIFO

# 一、什么是同步FIFO？

这部是很简单的问题吗？同步FIFO就是读写时钟域都是同一个时钟的FIFO。也就是说同步FIFO不用考虑跨时钟域的问题。同步FIFO和异步FIFO的根本区别就是读写时钟的不一样。

# 二、同步FIFO的常见参数

clk：读写时钟

rst\_n：同步复位信号

w\_en：写使能信号

r\_en：读使能信号

wdata：输入数据信号

rdata：读出数据信号

wfull：满信号

rempty：空信号

# 三、同步FIFO建模

同步FIFO的模型可比异步FIFO的模型简单多了。同步FIFO的模型一般如下所示。（懒得画图了，直接用Xilinx的模型）

![在这里插入图片描述](data:image/png;base64,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)

可以看到我们设计的端口信号和XIlinx的同步FIFO的模型的端口信号是一致的。FIFO的读写行为如下：

当需要写入数据时：需要判断两个信号，一个是wfull信号，另一个是写使能信号w\_en。只有FIFO不满并且写使能有效的时候才可以写入数据。用逻辑来表达就是：

(!wfull&&w\_en==1’b1),并且此时的数据要和写使能对齐。用代码来表示就是：

always@(\*) begin

if(rst\_n==1'b0)

wdata = 0;

else if(!wfull&&w\_en==1)

wdata = i;

else

wdata <= 0;

end

如果不满足这个条件，那么写入数据就会有错误。

当需要读出数据的时候：需要判断两个信号，一个是rempty信号，另一个是r\_en信号。只有当FIFO不空，并且读使能有效的时候才可以读取数据。用逻辑来表示就是：

（!rempty&&r\_en==1'b1）

读使能没有那么讲究了，只要不空随时可以读。

always@(posedge clk or negedge rst\_n) begin

if(rst\_n==1'b0)

r\_en =1'b0;

else if(!rempty)

r\_en = 1'b1;

else

r\_en = 1'b0;

end

# 四、地址跳变

FIFO设计最难的地方就在于如何设计读写指针，反正我在调试的时候遇到了很多问题。

总之记住:

FIFO每读一个数据，读指针就加一。FIFO每写一个数，写指针就加一。

FIFO的读和写指针永远都是指向下一个即将要读或者写的单元。

# 五、判空和判满

同步FIFO的判空和判满也是和异步FIFO一样的，区别在于异步FIFO在各自的时钟域使用格雷码进行判空和判满；而同步FIFO只有一个时钟域，判空和判满是使用的自然二进制地址。

FIFO的读指针和写指针相同时不是空就是满，同步FIFO同样需要一个额外的位来区别是空还是满。

判空：assign rempty\_val = (rbinnext==wbinnext);

判满：assign wfull\_val = (rbinnext=={~wbinnext[ADDR\_SIZE], wbinnext[ADDR\_SIZE-1:0]});

注意：这里使用的是rbinnext和wbinnext进行判空和判满。因为我们说过了，FIFO的指针总是指向下一个即将要写入或者读取的数据，因此使用的是对应的next信号。而把真正需要送到RAM的地址用：

assign raddr = rbinnext[ADDR\_SIZE-1:0];

assign waddr = wbinnext[ADDR\_SIZE-1:0];