# BAN 502 - Course Project

## Phase 2

### Runge, Laura

library(rattle)  
library(rpart)  
library(RColorBrewer)  
library(tidyverse)  
library(lubridate)  
library(VIM)  
library(gridExtra)  
library(GGally)  
library(MASS)  
library(car)  
library(ranger)  
library(mice)  
library(caret)  
library(forcats)  
library(rcompanion)  
library(nnet)  
library(caretEnsemble)  
library(xgboost)  
library(ROCR)

**CLEANING DATA**

Load Dataset

chicago <- read\_csv("chicago.csv")

Select Variables of Interest  
Mutate Variables to categorized factors

chicago2=chicago %>%  
 dplyr::select(-c("ID", "Block", "Description", "IUCR","Case Number","Updated On", "X Coordinate","Y Coordinate","Location", "FBI Code","Year","X1", "Beat", "Ward", "Community Area")) %>%  
 mutate(Date = mdy\_hm(Date)) %>%  
 mutate(Hour = hour(Date)) %>%  
 mutate(DayofWeek = wday(Date)) %>%  
 mutate(Hour=as.factor(Hour))  
  
  
chicago2$`Primary Type`=as.factor(chicago2$`Primary Type`)  
chicago2$District=as.factor(chicago2$District)  
  
  
chicago2 = chicago2 %>% mutate(Arrest = as.factor(Arrest)) %>%   
 mutate(Arrest = fct\_recode(Arrest, "No" = "FALSE", "Yes" = "TRUE" ))  
  
chicago2 = chicago2 %>% mutate(Domestic = as.factor(Domestic)) %>%   
 mutate(Domestic = fct\_recode(Domestic, "No" = "FALSE", "Yes" = "TRUE" ))  
  
chicago2 = chicago2 %>% mutate(DayofWeek= as.factor(DayofWeek)) %>%   
 mutate(DayofWeek = fct\_recode(DayofWeek, "Sunday" = "1", "Monday" = "2", "Tuesday"="3", "Wednesday"="4", "Thursday"="5", "Friday"="6", "Saturday"="7" ))

Remove missing observations

chicago2=chicago2 %>%  
 dplyr::select(-c("Latitude","Longitude","Date")) %>%  
 drop\_na()

Consolidate factor levels

Location Description:

chicago2$`Location Description` = fct\_collapse(chicago2$`Location Description`,   
 "Airport" = c("AIRCRAFT","AIRPORT BUILDING NON-TERMINAL - NON-SECURE AREA","AIRPORT BUILDING NON-TERMINAL - SECURE AREA","AIRPORT EXTERIOR - NON-SECURE AREA","AIRPORT EXTERIOR - SECURE AREA","AIRPORT PARKING LOT","AIRPORT TERMINAL LOWER LEVEL - NON-SECURE AREA","AIRPORT TERMINAL LOWER LEVEL - SECURE AREA","AIRPORT TERMINAL UPPER LEVEL - NON-SECURE AREA","AIRPORT TERMINAL UPPER LEVEL - SECURE AREA","AIRPORT TRANSPORTATION SYSTEM (ATS)","AIRPORT VENDING ESTABLISHMENT"),   
 "Business/Retail/Resturant"=c("APPLIANCE STORE","ATHLETIC CLUB","AUTO / BOAT / RV DEALERSHIP","BAR OR TAVERN","BARBERSHOP","BOWLING ALLEY","CAR WASH","CLEANING STORE","COMMERCIAL / BUSINESS OFFICE","CONVENIENCE STORE","DEPARTMENT STORE","DRUG STORE","GAS STATION","GROCERY FOOD STORE","MOVIE HOUSE/THEATER","PAWN SHOP","RESTAURANT","SMALL RETAIL STORE","TAVERN/LIQUOR STORE","FACTORY/MANUFACTURING BUILDING","WAREHOUSE","ATM (AUTOMATIC TELLER MACHINE)","BANK","CURRENCY EXCHANGE","SAVINGS AND LOAN","HOTEL","HOTEL/MOTEL"),   
 "Government Building/Land"=c("FEDERAL BUILDING","FIRE STATION","GOVERNMENT BUILDING","GOVERNMENT BUILDING/PROPERTY","LIBRARY","FOREST PRESERVE","LAKEFRONT/WATERFRONT/RIVERBANK","PARK PROPERTY","JAIL / LOCK-UP FACILITY","POLICE FACILITY/VEH PARKING LOT"),   
 "Medical/Hospital"=c("ANIMAL HOSPITAL","HOSPITAL BUILDING/GROUNDS","MEDICAL/DENTAL OFFICE","NURSING HOME/RETIREMENT HOME"),  
 "Other"=c("CEMETARY","CONSTRUCTION SITE","OTHER","POOL ROOM","SPORTS ARENA/STADIUM","ABANDONED BUILDING","VACANT LOT", "VACANT LOT/LAND","CHURCH/SYNAGOGUE/PLACE OF WORSHIP"),  
 "Public Transportation"=c("CTA BUS","CTA BUS STOP","CTA GARAGE / OTHER PROPERTY","CTA PLATFORM","CTA STATION","CTA TRAIN","OTHER COMMERCIAL TRANSPORTATION","OTHER RAILROAD PROP / TRAIN DEPOT"),  
 "Residential"=c("APARTMENT","CHA APARTMENT","CHA HALLWAY/STAIRWELL/ELEVATOR","CHA PARKING LOT/GROUNDS","DRIVEWAY - RESIDENTIAL","HALLWAY","HOUSE","PORCH","RESIDENCE","RESIDENCE PORCH/HALLWAY","RESIDENCE-GARAGE","RESIDENTIAL YARD (FRONT/BACK)","YARD"),  
 "School/College"=c("COLLEGE/UNIVERSITY GROUNDS","COLLEGE/UNIVERSITY RESIDENCE HALL","DAY CARE CENTER","SCHOOL, PRIVATE, BUILDING","SCHOOL, PRIVATE, GROUNDS","SCHOOL, PUBLIC, BUILDING","SCHOOL, PUBLIC, GROUNDS"),  
 "Street"=c("ALLEY","BRIDGE","HIGHWAY/EXPRESSWAY","PARKING LOT","PARKING LOT/GARAGE(NON.RESID.)","SIDEWALK","STREET"),  
 "Vehicle/Boat"=c("TAXICAB","VEHICLE - DELIVERY TRUCK","VEHICLE - OTHER RIDE SHARE SERVICE (E.G., UBER, LYFT)","VEHICLE NON-COMMERCIAL","VEHICLE-COMMERCIAL","VEHICLE-COMMERCIAL - ENTERTAINMENT/PARTY BUS","AUTO","BOAT/WATERCRAFT"))

Primary Type:

chicago2$`Primary Type` = fct\_collapse(chicago2$`Primary Type`,  
 "Assault"="ASSAULT",  
 "Battery"="BATTERY",  
 "Burglary"="BURGLARY",  
 "Damage"="CRIMINAL DAMAGE",  
 "Disturbing the Peace"=c("PUBLIC PEACE VIOLATION","INTERFERENCE WITH PUBLIC OFFICER","OBSCENITY","INTIMIDATION"),  
 "Drugs/Alcohol"=c("NARCOTICS","LIQUOR LAW VIOLATION"),  
 "Fraud"="DECEPTIVE PRACTICE",  
 "Homicide"="HOMICIDE",  
 "Other"=c("KIDNAPPING","OTHER OFFENSE","ARSON","STALKING","OFFENSE INVOLVING CHILDREN","GAMBLING","NON-CRIMINAL"),  
 "Robbery"="ROBBERY",  
 "Sexual"=c("SEX OFFENSE","CRIM SEXUAL ASSAULT","PROSTITUTION","PUBLIC INDECENCY"),  
 "Theft"="THEFT",  
 "Auto Theft"="MOTOR VEHICLE THEFT",  
 "Trespass"="CRIMINAL TRESPASS",  
 "Weapons"=c("WEAPONS VIOLATION","CONCEALED CARRY LICENSE VIOLATION"))  
  
#summary(chicago2)  
str(chicago2)

## tibble [14,944 x 7] (S3: tbl\_df/tbl/data.frame)  
## $ Primary Type : Factor w/ 15 levels "Other","Assault",..: 7 3 7 15 13 7 6 3 5 15 ...  
## $ Location Description: Factor w/ 10 levels "Other","Airport",..: 3 3 5 3 3 5 8 5 3 5 ...  
## $ Arrest : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 2 1 ...  
## $ Domestic : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 2 1 1 ...  
## $ District : Factor w/ 22 levels "1","2","3","4",..: 8 10 8 10 2 5 8 6 12 5 ...  
## $ Hour : Factor w/ 24 levels "0","1","2","3",..: 15 24 3 6 8 18 14 11 13 9 ...  
## $ DayofWeek : Factor w/ 7 levels "Sunday","Monday",..: 5 6 2 5 6 2 4 2 3 1 ...

**Training Sets**

set.seed(1234)   
train.rows = createDataPartition(y = chicago2$Arrest, p=0.7, list = FALSE)  
train = dplyr::slice(chicago2,train.rows)  
test = dplyr::slice(chicago2,-train.rows)

**Classification Tree**

tree1 = rpart(Arrest ~., train, method="class")  
fancyRpartPlot(tree1)
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printcp(tree1)

##   
## Classification tree:  
## rpart(formula = Arrest ~ ., data = train, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] Primary Type  
##   
## Root node error: 2114/10461 = 0.20208  
##   
## n= 10461   
##   
## CP nsplit rel error xerror xstd  
## 1 0.36282 0 1.00000 1.00000 0.019428  
## 2 0.01000 1 0.63718 0.63718 0.016205

plotcp(tree1)
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treepred = predict(tree1, train, type = "class")  
head(treepred)

## 1 2 3 4 5 6   
## No No No No No No   
## Levels: No Yes

confusionMatrix(treepred,train$Arrest,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 8140 1140  
## Yes 207 974  
##   
## Accuracy : 0.8712   
## 95% CI : (0.8647, 0.8776)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.5219   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.46074   
## Specificity : 0.97520   
## Pos Pred Value : 0.82472   
## Neg Pred Value : 0.87716   
## Prevalence : 0.20208   
## Detection Rate : 0.09311   
## Detection Prevalence : 0.11290   
## Balanced Accuracy : 0.71797   
##   
## 'Positive' Class : Yes   
##

treepred\_test = predict(tree1, newdata=test, type = "class")  
head(treepred\_test)

## 1 2 3 4 5 6   
## No No No No No No   
## Levels: No Yes

confusionMatrix(treepred\_test,test$Arrest,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 3492 513  
## Yes 85 393  
##   
## Accuracy : 0.8666   
## 95% CI : (0.8563, 0.8764)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.4978   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.43377   
## Specificity : 0.97624   
## Pos Pred Value : 0.82218   
## Neg Pred Value : 0.87191   
## Prevalence : 0.20210   
## Detection Rate : 0.08766   
## Detection Prevalence : 0.10663   
## Balanced Accuracy : 0.70501   
##   
## 'Positive' Class : Yes   
##

**Stepwise Regression**

allmod = glm(Arrest ~., train, family = "binomial")   
#summary(allmod)

emptymod = glm(Arrest~1, train, family = "binomial")   
#summary(emptymod)

backmod = stepAIC(allmod, direction = "backward", trace = TRUE)

## Start: AIC=7094.99  
## Arrest ~ `Primary Type` + `Location Description` + Domestic +   
## District + Hour + DayofWeek  
##   
## Df Deviance AIC  
## - Hour 23 6967.9 7071.9  
## - DayofWeek 6 6951.0 7089.0  
## <none> 6945.0 7095.0  
## - Domestic 1 6954.0 7102.0  
## - District 21 7022.0 7130.0  
## - `Location Description` 9 7189.1 7321.1  
## - `Primary Type` 14 9770.6 9892.6  
##   
## Step: AIC=7071.94  
## Arrest ~ `Primary Type` + `Location Description` + Domestic +   
## District + DayofWeek  
##   
## Df Deviance AIC  
## - DayofWeek 6 6973.9 7065.9  
## <none> 6967.9 7071.9  
## - Domestic 1 6977.1 7079.1  
## - District 21 7045.0 7107.0  
## - `Location Description` 9 7214.8 7300.8  
## - `Primary Type` 14 9829.7 9905.7  
##   
## Step: AIC=7065.88  
## Arrest ~ `Primary Type` + `Location Description` + Domestic +   
## District  
##   
## Df Deviance AIC  
## <none> 6973.9 7065.9  
## - Domestic 1 6982.9 7072.9  
## - District 21 7051.3 7101.3  
## - `Location Description` 9 7221.9 7295.9  
## - `Primary Type` 14 9838.9 9902.9

#summary(backmod)

pred\_back = predict(backmod,train,type="response")  
head(pred\_back)

## 1 2 3 4 5 6   
## 0.05633541 0.02984200 0.06727686 0.25146867 0.28879309 0.05650493

ROCRpred = prediction(pred\_back, train$Arrest)  
ROCRperf = performance(ROCRpred, "tpr", "fpr")  
plot(ROCRperf, colorize=TRUE, print.cutoffs.at=seq(0,1,by=0.1), text.adj=c(-0.2,1.7))

![](data:image/png;base64,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)

as.numeric(performance(ROCRpred, "auc")@y.values)

## [1] 0.8445366

opt.cut = function(perf, pred){  
 cut.ind = mapply(FUN=function(x, y, p){  
 d = (x - 0)^2 + (y-1)^2  
 ind = which(d == min(d))  
 c(sensitivity = y[[ind]], specificity = 1-x[[ind]],   
 cutoff = p[[ind]])  
 }, perf@x.values, perf@y.values, pred@cutoffs)  
}  
  
print(opt.cut(ROCRperf, ROCRpred))

## [,1]  
## sensitivity 0.7426679  
## specificity 0.7581167  
## cutoff 0.1694621

t1 = table(train$Arrest,pred\_back > 0.1694621)  
t1

##   
## FALSE TRUE  
## No 6356 1991  
## Yes 551 1563

(t1[1,1]+t1[2,2])/nrow(train)

## [1] 0.7570022

(t1[2,2]/(t1[2,1]+t1[2,2]))

## [1] 0.7393567

(t1[1,1]/(t1[1,1]+t1[1,2]))

## [1] 0.7614712

pred\_back\_test = predict(backmod,test,type="response")  
head(pred\_back\_test)

## 1 2 3 4 5 6   
## 0.26868528 0.03261591 0.10025072 0.06418338 0.17281310 0.23320048

t2 = table(test$Arrest,pred\_back\_test > 0.1694621)  
t2

##   
## FALSE TRUE  
## No 2673 904  
## Yes 270 636

(t2[1,1]+t2[2,2])/nrow(test)

## [1] 0.7381218

(t2[2,2]/(t2[2,1]+t2[2,2]))

## [1] 0.7019868

(t2[1,1]/(t2[1,1]+t2[1,2]))

## [1] 0.7472743

**Random Forrest**

# fit\_control = trainControl(method = "cv", number = 10)  
#   
# set.seed(1234)  
# rf\_fit1 = train(x=as.matrix(train[,-3]), y=as.matrix(train$Arrest),   
# method = "ranger",   
# importance = "permutation",  
# trControl = fit\_control)

# saveRDS(rf\_fit1, "rf\_fit1.rds")  
# rm(rf\_fit1)

rf\_fit1 = readRDS("rf\_fit1.rds")  
rf\_fit1

## Random Forest   
##   
## 10461 samples  
## 6 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 9415, 9415, 9414, 9415, 9415, 9416, ...   
## Resampling results across tuning parameters:  
##   
## mtry splitrule Accuracy Kappa   
## 2 gini 0.8759198 0.5339020  
## 2 extratrees 0.8723843 0.4985937  
## 4 gini 0.8593830 0.5085493  
## 4 extratrees 0.8737226 0.5401234  
## 6 gini 0.8525963 0.4955929  
## 6 extratrees 0.8705681 0.5336253  
##   
## Tuning parameter 'min.node.size' was held constant at a value of 1  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were mtry = 2, splitrule = gini  
## and min.node.size = 1.

varImp(rf\_fit1)

## ranger variable importance  
##   
## Overall  
## Primary Type 100.000  
## Location Description 20.229  
## District 9.783  
## Domestic 7.285  
## Hour 2.864  
## DayofWeek 0.000

pred\_rf1 = predict.train(rf\_fit1, train)  
head(pred\_rf1)

## [1] Yes No Yes Yes No Yes  
## Levels: No Yes

confusionMatrix(pred\_rf1,train$Arrest,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 4832 1770  
## Yes 3515 344  
##   
## Accuracy : 0.4948   
## 95% CI : (0.4852, 0.5044)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : -0.1975   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.16272   
## Specificity : 0.57889   
## Pos Pred Value : 0.08914   
## Neg Pred Value : 0.73190   
## Prevalence : 0.20208   
## Detection Rate : 0.03288   
## Detection Prevalence : 0.36889   
## Balanced Accuracy : 0.37081   
##   
## 'Positive' Class : Yes   
##

pred\_rf\_test1 = predict.train(rf\_fit1, test)  
head(pred\_rf\_test1)

## [1] No Yes Yes Yes No No   
## Levels: No Yes

confusionMatrix(pred\_rf\_test1, test$Arrest, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 2077 739  
## Yes 1500 167  
##   
## Accuracy : 0.5006   
## 95% CI : (0.4858, 0.5153)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : -0.1789   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.18433   
## Specificity : 0.58065   
## Pos Pred Value : 0.10018   
## Neg Pred Value : 0.73757   
## Prevalence : 0.20210   
## Detection Rate : 0.03725   
## Detection Prevalence : 0.37185   
## Balanced Accuracy : 0.38249   
##   
## 'Positive' Class : Yes   
##

**Random Forrest with mtry/Hellinger tuning**

# fit\_control = trainControl(method = "cv", number = 10)  
#   
# tunegrid = expand.grid(mtry = 1, splitrule ="hellinger", min.node.size=1)  
#   
# set.seed(1234)  
# rf\_fit = train(x=as.matrix(train[,-3]), y=as.matrix(train$Arrest),   
# method = "ranger",   
# importance = "permutation",  
# tuneGrid = tunegrid,  
# trControl = fit\_control)

# saveRDS(rf\_fit, "rf\_fit.rds")  
# rm(rf\_fit)

rf\_fit = readRDS("rf\_fit.rds")  
rf\_fit

## Random Forest   
##   
## 10461 samples  
## 6 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 9415, 9415, 9414, 9415, 9415, 9416, ...   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.8177978 0.1656592  
##   
## Tuning parameter 'mtry' was held constant at a value of 1  
## Tuning  
## parameter 'splitrule' was held constant at a value of hellinger  
##   
## Tuning parameter 'min.node.size' was held constant at a value of 1

varImp(rf\_fit)

## ranger variable importance  
##   
## Overall  
## Primary Type 100.000  
## Location Description 20.839  
## District 18.143  
## Domestic 9.176  
## Hour 4.243  
## DayofWeek 0.000

pred\_rf = predict.train(rf\_fit, train)  
head(pred\_rf)

## [1] No No Yes Yes No No   
## Levels: No Yes

confusionMatrix(pred\_rf,train$Arrest,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 6703 1942  
## Yes 1644 172  
##   
## Accuracy : 0.6572   
## 95% CI : (0.648, 0.6663)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : -0.122   
##   
## Mcnemar's Test P-Value : 7.062e-07   
##   
## Sensitivity : 0.08136   
## Specificity : 0.80304   
## Pos Pred Value : 0.09471   
## Neg Pred Value : 0.77536   
## Prevalence : 0.20208   
## Detection Rate : 0.01644   
## Detection Prevalence : 0.17360   
## Balanced Accuracy : 0.44220   
##   
## 'Positive' Class : Yes   
##

pred\_rf\_test = predict.train(rf\_fit, test)  
head(pred\_rf\_test)

## [1] No No Yes No No No   
## Levels: No Yes

confusionMatrix(pred\_rf\_test, test$Arrest, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 2864 806  
## Yes 713 100  
##   
## Accuracy : 0.6612   
## 95% CI : (0.6471, 0.675)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : 1.00000   
##   
## Kappa : -0.0925   
##   
## Mcnemar's Test P-Value : 0.01825   
##   
## Sensitivity : 0.11038   
## Specificity : 0.80067   
## Pos Pred Value : 0.12300   
## Neg Pred Value : 0.78038   
## Prevalence : 0.20210   
## Detection Rate : 0.02231   
## Detection Prevalence : 0.18135   
## Balanced Accuracy : 0.45552   
##   
## 'Positive' Class : Yes   
##

**Neural Network**

# fitControl = trainControl(method = "cv", number = 5)  
#   
# nnetGrid = expand.grid(size = 1:13, decay = c(0.5, 0.1, 1e-2, 1e-3, 1e-4, 1e-5, 1e-6, 1e-7))  
#   
# set.seed(1234)  
# nnetFit = train(x=train[,-3],y=train$Arrest,   
# method = "nnet",  
# trControl = fitControl,  
# tuneGrid = nnetGrid,  
# verbose = FALSE,  
# trace = FALSE)

# saveRDS(nnetFit, "nnetFit.rds")  
# rm(nnetFit)

nnetFit = readRDS("nnetFit.rds")  
#nnetFit

prednnet = predict(nnetFit, train)  
head(prednnet)

## [1] No No No Yes No No   
## Levels: No Yes

confusionMatrix(prednnet, train$Arrest, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 8196 1044  
## Yes 151 1070  
##   
## Accuracy : 0.8858   
## 95% CI : (0.8795, 0.8918)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.5794   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.5061   
## Specificity : 0.9819   
## Pos Pred Value : 0.8763   
## Neg Pred Value : 0.8870   
## Prevalence : 0.2021   
## Detection Rate : 0.1023   
## Detection Prevalence : 0.1167   
## Balanced Accuracy : 0.7440   
##   
## 'Positive' Class : Yes   
##

prednnet\_test = predict(nnetFit, test)  
head(prednnet\_test)

## [1] No No No No No No  
## Levels: No Yes

confusionMatrix(prednnet\_test, test$Arrest, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 3491 504  
## Yes 86 402  
##   
## Accuracy : 0.8684   
## 95% CI : (0.8581, 0.8782)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.507   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.44371   
## Specificity : 0.97596   
## Pos Pred Value : 0.82377   
## Neg Pred Value : 0.87384   
## Prevalence : 0.20210   
## Detection Rate : 0.08967   
## Detection Prevalence : 0.10886   
## Balanced Accuracy : 0.70983   
##   
## 'Positive' Class : Yes   
##

**Ensemble**

control = trainControl(  
 method = "cv",  
 number = 5,  
 savePredictions = "final",  
 classProbs = TRUE,  
 summaryFunction = twoClassSummary,  
 index=createResample(train$Arrest))

# set.seed(1234)  
# model\_list = caretList(x=as.data.frame(train[,-3]), y=train$Arrest,  
# metric = "ROC",  
# trControl= control,  
# methodList=c("glm","rpart","ranger"),  
# tuneList=list(  
# nn = caretModelSpec(method="nnet", tuneGrid =  
# expand.grid(size = 1:80,  
# decay = c(0.5, 0.1, 1e-2, 1e-3, 1e-4, 1e-5, 1e-6, 1e-7)),trace=FALSE)))

# saveRDS(model\_list,"model\_list.rds")  
# rm(model\_list)

model\_list = readRDS("model\_list.rds")

as.data.frame(predict(model\_list, newdata=head(train)))

## nn glm rpart ranger  
## 1 0.9760825 0.9443595 0.8771552 0.9413627  
## 2 0.9819389 0.9717685 0.8771552 0.9470743  
## 3 0.9906043 0.9359571 0.8771552 0.9616719  
## 4 0.7225115 0.7503211 0.8771552 0.5214331  
## 5 0.7682052 0.7313821 0.8771552 0.8674663  
## 6 0.9829898 0.9350661 0.8771552 0.9710906

modelCor(resamples(model\_list))

## nn glm rpart ranger  
## nn 1.0000000 0.87218742 0.13864793 0.7044727  
## glm 0.8721874 1.00000000 0.07569037 0.8220869  
## rpart 0.1386479 0.07569037 1.00000000 0.3349135  
## ranger 0.7044727 0.82208687 0.33491350 1.0000000

ensemble = caretEnsemble(  
 model\_list,   
 metric="ROC",  
 trControl=control)  
  
summary(ensemble)

## The following models were ensembled: nn, glm, rpart, ranger   
## They were weighted:   
## 4.6923 -2.39 -0.7601 -0.3447 -4.5011  
## The resulting ROC is: 0.856  
## The fit for each individual model on the ROC is:   
## method ROC ROCSD  
## nn 0.8518811 0.007737934  
## glm 0.8345254 0.007460516  
## rpart 0.7561261 0.046986809  
## ranger 0.8460511 0.006193759

pred\_ensemble = predict(ensemble, train, type = "raw")  
confusionMatrix(pred\_ensemble,train$Arrest, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 8270 894  
## Yes 77 1220  
##   
## Accuracy : 0.9072   
## 95% CI : (0.9015, 0.9127)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.6636   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.5771   
## Specificity : 0.9908   
## Pos Pred Value : 0.9406   
## Neg Pred Value : 0.9024   
## Prevalence : 0.2021   
## Detection Rate : 0.1166   
## Detection Prevalence : 0.1240   
## Balanced Accuracy : 0.7839   
##   
## 'Positive' Class : Yes   
##

pred\_ensemble\_test = predict(ensemble, test, type = "raw")  
confusionMatrix(pred\_ensemble\_test,test$Arrest, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 3503 504  
## Yes 74 402  
##   
## Accuracy : 0.8711   
## 95% CI : (0.8609, 0.8807)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.5141   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.44371   
## Specificity : 0.97931   
## Pos Pred Value : 0.84454   
## Neg Pred Value : 0.87422   
## Prevalence : 0.20210   
## Detection Rate : 0.08967   
## Detection Prevalence : 0.10618   
## Balanced Accuracy : 0.71151   
##   
## 'Positive' Class : Yes   
##

**Stacked**

control2 = trainControl(  
 method = "cv",  
 number = 10,  
 savePredictions = "final",  
 classProbs = TRUE,  
 summaryFunction = twoClassSummary,  
 index=createResample(train$Arrest))  
  
stack = caretStack(  
 model\_list,  
 method ="glm",  
 metric ="ROC",  
 trControl = control2)

print(stack)

## A glm ensemble of 4 base models: nn, glm, rpart, ranger  
##   
## Ensemble results:  
## Generalized Linear Model   
##   
## 38585 samples  
## 4 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 10461, 10461, 10461, 10461, 10461, 10461, ...   
## Resampling results:  
##   
## ROC Sens Spec   
## 0.8564285 0.9734534 0.4997379

summary(stack)

##   
## Call:  
## NULL  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.6656 -0.5014 -0.3644 -0.3067 2.5279   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 4.69234 0.09296 50.475 < 2e-16 \*\*\*  
## nn -2.38998 0.15374 -15.545 < 2e-16 \*\*\*  
## glm -0.76007 0.16759 -4.535 5.75e-06 \*\*\*  
## rpart -0.34470 0.13410 -2.570 0.0102 \*   
## ranger -4.50114 0.19851 -22.674 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 38960 on 38584 degrees of freedom  
## Residual deviance: 25184 on 38580 degrees of freedom  
## AIC: 25194  
##   
## Number of Fisher Scoring iterations: 5

pred\_stack = predict(stack, train, type = "raw")  
confusionMatrix(pred\_stack,train$Arrest, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 8270 894  
## Yes 77 1220  
##   
## Accuracy : 0.9072   
## 95% CI : (0.9015, 0.9127)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.6636   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.5771   
## Specificity : 0.9908   
## Pos Pred Value : 0.9406   
## Neg Pred Value : 0.9024   
## Prevalence : 0.2021   
## Detection Rate : 0.1166   
## Detection Prevalence : 0.1240   
## Balanced Accuracy : 0.7839   
##   
## 'Positive' Class : Yes   
##

pred\_stack\_test = predict(stack, test, type = "raw")  
confusionMatrix(pred\_stack\_test,test$Arrest, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 3503 504  
## Yes 74 402  
##   
## Accuracy : 0.8711   
## 95% CI : (0.8609, 0.8807)  
## No Information Rate : 0.7979   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.5141   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.44371   
## Specificity : 0.97931   
## Pos Pred Value : 0.84454   
## Neg Pred Value : 0.87422   
## Prevalence : 0.20210   
## Detection Rate : 0.08967   
## Detection Prevalence : 0.10618   
## Balanced Accuracy : 0.71151   
##   
## 'Positive' Class : Yes   
##

**XgBoost**

train\_dummy = dummyVars(" ~ .", data = train)  
train\_xgb = data.frame(predict(train\_dummy, newdata = train))  
#str(train\_xgb)  
  
test\_dummy = dummyVars(" ~ .", data = test)  
test\_xgb = data.frame(predict(test\_dummy, newdata = test))  
  
train\_xgb = train\_xgb %>% dplyr::select(-Arrest.No)   
test\_xgb = test\_xgb %>% dplyr::select(-Arrest.No)  
  
#str(train\_xgb)  
#str(test\_xgb)

# set.seed(1234)  
# ctrl = trainControl(method = "cv",number = 5)  
#   
# tgrid = expand.grid(  
# nrounds = 100,  
# max\_depth = c(1,2,3,4),  
# eta = c(0.01, 0.1, 0.2, 0.3),  
# gamma = 0,  
# colsample\_bytree = c(0.6, 0.8, 1),  
# min\_child\_weight = 1,  
# subsample = c(0.8, 1))  
#   
# fitxgb = train(as.factor(Arrest.Yes)~.,  
# data = train\_xgb,  
# method="xgbTree",  
# tuneGrid = tgrid,  
# trControl=ctrl)

# saveRDS(fitxgb,"fitxgb.rds")  
# rm(fitxgb)

fitxgb = readRDS("fitxgb.rds")  
  
#fitxgb  
plot(fitxgb)
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predxgbtrain = predict(fitxgb, train\_xgb)  
confusionMatrix(as.factor(train\_xgb$Arrest.Yes), predxgbtrain,positive="1")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 8248 99  
## 1 1044 1070  
##   
## Accuracy : 0.8907   
## 95% CI : (0.8846, 0.8967)  
## No Information Rate : 0.8883   
## P-Value [Acc > NIR] : 0.2148   
##   
## Kappa : 0.5933   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.9153   
## Specificity : 0.8876   
## Pos Pred Value : 0.5061   
## Neg Pred Value : 0.9881   
## Prevalence : 0.1117   
## Detection Rate : 0.1023   
## Detection Prevalence : 0.2021   
## Balanced Accuracy : 0.9015   
##   
## 'Positive' Class : 1   
##

predxgbtest = predict(fitxgb, test\_xgb)  
confusionMatrix(as.factor(test\_xgb$Arrest.Yes), predxgbtest,positive="1")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 3504 73  
## 1 515 391  
##   
## Accuracy : 0.8688   
## 95% CI : (0.8586, 0.8786)  
## No Information Rate : 0.8965   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.5027   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.84267   
## Specificity : 0.87186   
## Pos Pred Value : 0.43157   
## Neg Pred Value : 0.97959   
## Prevalence : 0.10350   
## Detection Rate : 0.08722   
## Detection Prevalence : 0.20210   
## Balanced Accuracy : 0.85727   
##   
## 'Positive' Class : 1   
##

**Comparing Models**

ModelComparisons2 <- read\_csv("ModelComparisons2.csv")

ModelComparisons2=ModelComparisons2 %>% drop\_na()  
  
ModelComparisons2 = ModelComparisons2 %>%  
 mutate(`Model Type`=as.factor(`Model Type`))%>%  
 mutate(`Data Type`=as.factor(`Data Type`))  
  
#ModelComparisons2

tt3 <- ttheme\_minimal(  
 core = list(fg\_params=list(hjust = 1, x=1),  
 bg\_params=list(fill=c("lightblue", "pink"))),  
 colhead=list(fg\_params=list(col="navyblue", fontface=4L)),  
 rowhead=list(fg\_params=list(col="navyblue", fontface=3L)))  
  
grid.arrange(  
 tableGrob(ModelComparisons2[1:5], theme=tt3),  
 nrow=1)
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p1=ggplot(ModelComparisons2,aes(x=`Model Type`,y=Accuracy,color=`Data Type`))+  
 geom\_point(size=2)+  
 ggtitle("Model Accuracy - Training vs. Testing")+  
 theme(axis.title.y = element\_blank(),  
 axis.text.x = element\_text(size=12,angle = 45, hjust = 1),  
 axis.title.x = element\_text(size = 14, face = "bold"),  
 axis.text.y = element\_text(size=12, face= "bold"),  
 plot.title=element\_text( size=14, hjust=.5, vjust=2, face='bold'),  
 legend.position = "top")  
p1
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ModelComparisons <- read\_csv("ModelComparisons.csv")

ModelComparisons1=ModelComparisons %>% drop\_na()  
  
ModelComparisons1 = ModelComparisons1 %>%  
 mutate(`Model Type`=as.factor(`Model Type`))  
  
#ModelComparisons1

**Accuracy**

p2=ggplot(ModelComparisons1,aes(x=`Model Type`,y=Accuracy))+   
 geom\_bar(position = 'dodge',stat = "identity",aes(fill = `Model Type`))+  
 geom\_label(aes(label=Accuracy))+  
 geom\_line(aes(y = `Naive Model`), size = 2, color="red", group = 1)+  
 ggtitle("Model Performance During Testing")+  
 theme(axis.title.y = element\_blank(),  
 axis.text.x = element\_blank(),  
 axis.title.x = element\_text(size = 14, face = "bold"),  
 axis.text.y = element\_text(size=12, face= "bold"),  
 plot.title=element\_text( size=14, hjust=.5, vjust=2, face='bold'),  
 legend.position = "none")+  
 annotate('text',x=4.5,y=4.1,label="Naive Model",color="red",size=4,angle=90)+  
 annotate('text',x=4.5,y=4.3,label="=80%",color="red",size=4,angle=90)+  
 coord\_flip()  
p2
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**Specificity**

p3=ggplot(ModelComparisons1,aes(x=`Model Type`,y=Specificity))+  
 geom\_bar(position = 'dodge',stat = "identity",aes(fill = `Model Type`))+  
 geom\_label(aes(label=Specificity))+  
 ggtitle("Model Performance During Testing")+  
 theme(axis.title.y = element\_blank(),  
 axis.text.x = element\_blank(),  
 axis.title.x = element\_text(size = 14, face = "bold"),  
 axis.text.y = element\_text(size=12, face= "bold"),  
 plot.title=element\_text( size=14, hjust=.5, vjust=2, face='bold'),  
 legend.position = "none")+  
 coord\_flip()  
p3
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**Sensitivity**

p4=ggplot(ModelComparisons1,aes(x=`Model Type`,y=Sensitivity))+  
 geom\_bar(position = 'dodge',stat = "identity",aes(fill = `Model Type`))+  
 geom\_label(aes(label=Sensitivity))+  
 ggtitle("Model Performance During Testing")+  
 theme(axis.title.y = element\_blank(),  
 axis.text.x = element\_blank(),  
 axis.title.x = element\_text(size = 14, face = "bold"),  
 axis.text.y = element\_text(size=12, face= "bold"),  
 plot.title=element\_text( size=14, hjust=.5, vjust=2, face='bold'),  
 legend.position = "none")+  
 coord\_flip()  
p4
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