#### Create a function that takes a list of strings and integers, and filters out the list so that it returns a list of integers only.

**Examples:**  
filter\_list([1, 2, 3, "a", "b", 4]) ➞ [1, 2, 3, 4]  
filter\_list(["A", 0, "Edabit", 1729, "Python", "1729"]) ➞ [0, 1729]  
filter\_list(["Nothing", "here"]) ➞ []

I/P:

def filter\_list(in\_list):

out\_list **=** []

**for** ele **in** in\_list:

**if** type(ele) **==** int:

out\_list**.**append(ele)

print(f'Output ➞ {out\_list}')

filter\_list([1, 2, 3, "a", "b", 4])

filter\_list(["A", 0, "Edabit", 1729, "Python", "1729"])

filter\_list(["Nothing", "here"])

O/P:

Output ➞ [1, 2, 3, 4]

Output ➞ [0, 1729]

Output ➞ []

#### Given a list of numbers, create a function which returns the list but with each element's index in the list added to itself. This means you add 0 to the number at index 0, add 1 to the number at index 1, etc...

**Examples:**  
add\_indexes([0, 0, 0, 0, 0]) ➞ [0, 1, 2, 3, 4]  
add\_indexes([1, 2, 3, 4, 5]) ➞ [1, 3, 5, 7, 9]  
add\_indexes([5, 4, 3, 2, 1]) ➞ [5, 5, 5, 5, 5]

I/P:

**def** add\_indexes(in\_list):

out\_list **=** []

**for** ele **in** range(len(in\_list)):

out\_list**.**append(ele**+**in\_list[ele])

print(f'{in\_list} ➞ {out\_list}')

add\_indexes([0, 0, 0, 0, 0])

add\_indexes([1, 2, 3, 4, 5])

add\_indexes([5, 4, 3, 2, 1])

O/P:

[0, 0, 0, 0, 0] ➞ [0, 1, 2, 3, 4]

[1, 2, 3, 4, 5] ➞ [1, 3, 5, 7, 9]

[5, 4, 3, 2, 1] ➞ [5, 5, 5, 5, 5]

#### Create a function that takes the height and radius of a cone as arguments and returns the volume of the cone rounded to the nearest hundredth. See the resources tab for the formula.

![Volume of a Cone Image](data:image/gif;base64,R0lGODlhtQDTAPcAAAAAAP39/QAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAEALAAAAAC1ANMAAAj+AAMIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePIEOKHJkQAMmTKFN6NKmypcuXDAHIhEmz5kuTLG3q3PkxZ06eQINS9Cm0qNGGPwMkPcr0aNKlTaPyJKpUqtWgUKFe3aoyK9evLrVWBUuWpFixZdNefFoQrdq3Ed26hUt34dyxdfM+vHtXr1++fgMr9Gqwr+C3hg0fLqsY7+LAjRs/virZ8WS6Z0tezlvZ8ua0nT1/Bhs69OidpkWftirX7mrSGVO/bilb9eyitW3fxrox926QfQH/dtrR93COxnUfv9lzOdDkAqE7n6g48XSd0qNfp5ld+3bmIrv+f9ccfnxXiZLFmyeo3vv68ijbm5fv/v3K8/abUx+av3jY/siBByBG9LU1IIHcHWiRaQwqyF+CDqJnU4G3UYiQha9heJCGo8nmYYQOcbghiDE9R+JgvJ14oVAiHuZbbi0KFuOKKg40I401KlfTjZgxxSNi/gWo4o84gkhkkREeieSBSi45oHRQJslVk1JRSR6TX1lJXJYKekiYfv3BSNuTGmGopYmxCfiemEpReCZqZVb1k3pvThgnS27aByOe/83Xm419jsemnIFe96KNbJkl6F/b1RlXo5BBGqlzecY3naP7HYdppsNtymmFl3l635ikzibqg6Z+dmqcqqbaoav+heL36mqrVlTrgrNmmKuapYa62617/QZsiJ1ONiyCj82o7GLHpukipc9eKqOh08JpLWffNQtottguWpe2owKZ4lQ9rjcsuMCJu6a66zJmlJK1ogsfl2TCVu+UDnpqJZX6SkmZkVvJm1KdAg/MWlRavlmwrFuemHCOOkJY474HV/kuxPWhifGRC0tMLsYZ2xnwyB+DHLLHJt/YMXbXmrwtyhWTDLPLLa6scawuv9xrzgbizPPJik4l05xDs1c0ojMhffNJHA7d9NEMM20W1D5SHa7UyFmNWHIFppY0ryN9jWzQQ9k8mNiPko2U2RJ+mm6IbBNo3bw0CxfSWQSze7XG0XU7yerPGy6V3ZyAI6Uf2oX7jWvECDvtuMI6O2tsxVzb7CifZZrd79+T4yv5t1dS5uWurH1IeulrnXZqg6qTxTqjOlNVH+Gxs2d77bi793rii6PKu62pkzgT4pz7niRObwd/PN3Kd8l881jeXVzcxWedfJjXg/l7YUxT/5yb3u/4dOHE01a+8OfDlP6TCa8/n/vfh08d/E5p3an9oOG/mdOh8p+s/6Zy3NYA2KjHNcmA8usNAuk3vwVuLzoLjKAEGfjA6QQEADs=)

**Examples:**  
cone\_volume(3, 2) ➞ 12.57  
cone\_volume(15, 6) ➞ 565.49  
cone\_volume(18, 0) ➞ 0

I/P:

**import** math

**def** cube\_volume(height, radius):

output **=** ((math**.**pi)**\***pow(radius,2))**\***(height**/**3)

print(f'Output ➞ {output:.2f}')

cube\_volume(3,2)

cube\_volume(15,6)

cube\_volume(18,0)

O/P:

Output ➞ 12.57

Output ➞ 565.49

Output ➞ 0.00

#### This Triangular Number Sequence is generated from a pattern of dots that form a triangle.

The first 5 numbers of the sequence, or dots, are: 1, 3, 6, 10, 15  
This means that the first triangle has just one dot, the second one has three dots, the third one has 6 dots and so on. Write a function that gives the number of dots with its corresponding triangle number of the sequence.

**Examples:**  
triangle(1) ➞ 1  
triangle(6) ➞ 21  
triangle(215) ➞ 23220

I/P:

**def** triangle(in\_num):

print(f'Output ➞ {int((in\_num)**\***((in\_num**+**1)**/**2))}')

triangle(1)

triangle(6)

triangle(215)

O/P:

Output ➞ 1

Output ➞ 21

Output ➞ 23220

#### Create a function that takes a list of numbers between 1 and 10 (excluding one number) and returns the missing number.

**Examples:**  
missing\_num([1, 2, 3, 4, 6, 7, 8, 9, 10]) ➞ 5  
missing\_num([7, 2, 3, 6, 5, 9, 1, 4, 8]) ➞ 10  
missing\_num([10, 5, 1, 2, 4, 6, 8, 3, 9]) ➞ 7

I/P:

**def** missing\_num(in\_list):

**for** i **in** range(1,11):

**if** i **not** **in** in\_list:

print(f'{in\_list} ➞ {i}')

missing\_num([1, 2, 3, 4, 6, 7, 8, 9, 10])

missing\_num([7, 2, 3, 6, 5, 9, 1, 4, 8])

missing\_num([10, 5, 1, 2, 4, 6, 8, 3, 9])

O/P:

[1, 2, 3, 4, 6, 7, 8, 9, 10] ➞ 5

[7, 2, 3, 6, 5, 9, 1, 4, 8] ➞ 10

[10, 5, 1, 2, 4, 6, 8, 3, 9] ➞ 7