**Introduction :-**

* Java is one of the most popular programming languages because it is used in various tech fields like app development, web development, client-server applications, etc.
* Java is an object-oriented programming language developed by Sun Microsystems of the USA in 1991.
* It was originally called Oak by James Goslin. He was one of the inventors of Java.
* Java = Purely Object-Oriented.

#### **How Java Works?**

* The source code in Java is first compiled into the bytecode.
* Then the Java Virtual Machine(JVM) compiles the bytecode to the machine code.
* JDK stands for Java Development Kit. It contains Java Virtual Machine(JVM) and Java Runtime Environment(JRE).
* **JDK –**Java Development Kit = Collection of tools used for developing and running java programs.
* **JRE –**Java Runtime Environment = Helps in executing programs developed in JAVA.

#### Basic Structure of a Java Program

package com.company; // Groups classes

public class Main{ // Entrypoint into the application

public static void main(String[]args){

System.out.println(“Hello World”);

}

}

##### package com.company :

* + Packages are used to group the related classes.
  + The "Package" keyword is used to create packages in Java.
  + Here, com.company is the name of our package.

##### public class Main :

* + In Java, every program must contain a class.
  + The filename and name of the class should be the same.
  + Here, we've created a class named "Main".
  + It is the entry point to the application.

##### public static void main(String[]args){..} :

* + This is the main() method of our Java program.
  + Every Java program must contain the main() method.

##### System.out.println("Hello World"):

* + The above code is used to display the output on the screen.
  + Anything passed inside the inverted commas is printed on the screen as plain text.

#### Variables

* A variable is a container that stores a value.
* This value can be changed during the execution of the program.
* Example: int number = 8; (Here, int is a data type, the number is the variable name, and 8 is the value it contains/stores).

##### Rules for declaring a variable name

We can choose a name while declaring a Java variable if the following rules are followed:

* Must not begin with a digit. (E.g., 1arry is an invalid variable)
* Name is case sensitive. (Harry and harry are different)
* Should not be a keyword (like Void).
* White space is not allowed. (int Code With Harry is invalid)
* Can contain alphabets, $character, \_character, and digits if the other conditions are met.

#### Data Types

Data types in Java fall under the following categories

1. Primitive Data Types (Intrinsic)
2. Non-Primitive Data Types (Derived)

#### Primitive Data Types

Java is statically typed, i.e., variables must be declared before use. Java supports 8 primitive data types:

|  |  |  |
| --- | --- | --- |
| **Data Type** | **Size** | **Value Range** |
| 1. Byte | 1 byte | -128 to 127 |
| 2. short | 1 byte | -32,768 to 32,767 |
| 3. int | 2 byte | -2,147,483,648 to 2,147,483,647 |
| 4. float | 4 byte | 3.40282347 x 1038to 1.40239846 x 10-45 |
| 5. long | 8 byte | -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807 |
| 6. double | 8 byte | 1.7976931348623157 x 10308, 4.9406564584124654 x 10-324 |
| 7. char | 2 byte | 0 to 65,535 |
| 8. boolean | Depends on JVM | True or False |

# Getting User Input in Java

#### Reading data from the Keyboard :

* Scanner class of java.util package is used to take input from the user's keyboard.The Scanner class has many methods for taking input from the user depending upon the type of input. To use any of the methods of the Scanner class, first, we need to create an object of the Scanner class as shown in the below example :
* import java.util.Scanner; // Importing the Scanner class

Scanner sc = new Scanner(System.in); //Creating an object named "sc" of the Scanner class.

Copy

**Taking an integer input from the keyboard :**

Scanner S = new Scanner(System.in); //(Read from the keyboard)

int a = S.nextInt(); //(Method to read from the keyboard)

# Introduction to Strings

* A string is a sequence of characters.
* Strings are objects that represent a char array. For example :
* char[] str = {'H','A','R','R','Y'};

String s = new String(str);

Copy

is same as :

String s = "Rushikesh";

Copy

* Strings are immutable and cannot be changed.
* java.lang.String class is used to create a String object.
* The string is a class but can be used as a data type.

##### Syntax of strings in Java :

String <String\_name> = "<sequence\_of\_string>";

Copy

##### Example :

String str = "Rushikesh";

# String Methods in Java

String Methods operate on Java Strings. They can be used to find the length of the string, convert to lowercase, etc.

Some of the commonly used String methods are:

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1. length() | Returns the length of String name. (5 in this case) |
| 2. toLowerCase() | Converts all the characters of the string to the lower case letters. |
| 3. toUpperCase() | Converts all the characters of the string to the upper case letters. |
| 4. trim() | Returns a new String after removing all the leading and trailing spaces from the original string. |
| 5. substring(int start) | Returns a substring from start to the end. Substring(3) returns “ry”. [Notethat indexing starts from 0] |
| 6. substring(int start, int end) | Returns a substring from the start index to the end index. The start index is included, and the end is excluded. |
| 7. replace(‘r’, ‘p’) | Returns a new string after replacing r with p. Happy is returned in this case. (This method takes char as argument) |
| 8. startsWith(“Ha”) | Returns true if the name starts with the string “Ha”. (True in this case) |
| 9. endsWith(“ry”) | Returns true if the name ends with the string “ry”. (True in this case) |
| 10. charAt(2) | Returns the character at a given index position. (r in this case) |
| 11. indexOf(“s”) | Returns the index of the first occurrence of the specified character in the given string. |
| 12. lastIndexOf(“r”) | Returns the last index of the specified character from the given string. (3 in this case) |
| 13. equals(“Harry”) | Returns true if the given string is equal to “Harry” false otherwise [Case sensitive] |

String name = “Rushi”;

Copy

(Indexes of the above string are as follows: 0-R, 1-u, 2-s, 3-h, 4-i)

#### Relational Operators in Java :

Relational operators are used to evaluate conditions (true or false) inside the if statements. Some examples of relational operators are:

* == (equals)
* >= (greater than or equals to)
* > (greater than)
* < (less than)
* <= (less than or equals to)
* != (not equals)

#### Logical Operators :

* Logical operators are used to provide logic to our Java programs.
* There are three types of logical operators in Java :
* && - AND
* || - OR
* ! – NOT

##### AND Operator :

Evaluates to true if both the conditions are true.

* Y && Y = Y
* Y && N = N
* N && Y = N
* N && N = N

# While Loops in Java

* In programming languages, loops are used to execute a particular statement/set of instructions again and again.
* The execution of the loop starts when some conditions become true.
* For example, print 1 to 1000, print multiplication table of 7, etc.
* Loops make it easy for us to tell the computer that a given set of instructions need to be executed repeatedly.

#### Types of Loops :

Primarily, there are three types of loops in Java:

1. While loop
2. do-while loop
3. for loop

#### While loops :

* The while loop in Java is used when we need to execute a block of code again and again based on a given boolean condition.
* Use a while loop if the exact number of iterations is not known.
* If the condition never becomes false, the while loop keeps getting executed. Such a loop is known as an infinite loop.

/\*

while (Boolean condition)

{

// Statements -> This keeps executing as long as the condition is true.

}

\*/

##### Example :

int i=10;

while(i>0){

System.out.println(i);

i--;

}

#### Do-while loop:

* Do- while loop is similar to a while loop except for the fact that it is guaranteed to execute at least once.
* Use a do-while loop when the exact number of iterations is unknown, but you need to execute a code block at least once.
* After executing a part of a program for once, the rest of the code gets executed on the basis of a given boolean condition.

##### Syntax :

/\* do {

//code

} while (condition); //Note this semicolon \*/

##### Example :

int i=1;

do{

System.out.println(i);

i++;

}while(i<=10);

##### Difference Between while loop and do-while loop :

* while – checks the condition & executes the code.
* do-while – executes the code at least once and then checks the condition. Because of this reason, the code in the do-while loop executes at least once, even if the condition fails.

# The for Loop in Java

#### For loop:

* For loop in java is used to iterate a block of code multiple times.
* Use for loop only when the exact number of iterations needed is already known to you.

##### Syntax :

/\* for (initialize; check\_bool\_expression; update){

//code;

} \*/

* **Initializer:**Initializes the value of a variable. This part is executed only once.
* **check\_bool\_expression:**The code inside the for loop is executed only when this condition returns true.
* **update:**Updates the value of the initial variable.

##### Example :

for (i=7; i!=0; i--){

System.out.println(i);

}

The above for loop initializes the value of i=7 and keeps printing as well as decrementing the value of i till i do not get equals to 0.

**Introduction to Arrays**

* An array is a collection of similar types of data having contiguous memory allocation.
* The indexing of the array starts from 0., i.e 1st element will be stored at the 0th index, 2nd element at 1st index, 3rd at 2nd index, and so on.
* The size of the array can not be increased at run time therefore we can store only a fixed size of elements in array.
* Use Case: Storing marks of 5 students

**Introduction to Arrays**

* An array is a collection of similar types of data having contiguous memory allocation.
* The indexing of the array starts from 0., i.e 1st element will be stored at the 0th index, 2nd element at 1st index, 3rd at 2nd index, and so on.
* The size of the array can not be increased at run time therefore we can store only a fixed size of elements in array.

#### Accessing Array Elements :

Array elements can be accessed as follows,

/\* marks[0] = 100 //Note that index starts from 0

marks[1] = 70

.

.

marks[4] = 98 \*/

So in a nut shell, this is how array works:

1. int[] marks; //Declaration!
2. marks = new int[5];           //Memory allocation!
3. int[] marks = new int[5]; //Declaration + Memory allocation!
4. int[] marks = {100,70,80,71,98} // Declare + Initialize!

# For Each Loop in Java

/\* for (int element:Arr) {

Sout(element); //Prints all the elements

} \*/

# Methods in Java

* Sometimes our program grows in size, and we want to separate the logic of the main method from the other methods.
* For instance, if we calculate the average of a number pair 5 times, we can use methods to avoid repeating the logic. [DRY – Don’t Repeat Yourself]

#### Syntax of a Method

A method is a function written inside a class. Since Java is an object-oriented language, we need to write the method inside some class.

##### Syntax of a method :

returnType nameOfMethod() {

//Method body

}

The following method returns the sum of two numbers

int mySum(int a, int b) {

int c = a+b;

return c; //Return value

}

* In the above method, int is the return data type of the mySum function.
* mySum takes two parameters: int a and int b.
* The sum of two values integer values(a and b) is stored in another integer value named 'c'.
* mySum returns c.

#### Calling a Method :

A method can be called by creating an object of the class in which the method exists followed by the method call:

Calc obj = new Calc(); //Object Creation

obj.mySum(a , b); //Method call upon an object

The values from the method call (a and b) are copied to the a and b of the function mySum. Thus even if we modify the values a and b inside the method, the values in the main method will not change.

#### Void return type :

When we don’t want our method to return anything, we use void as the return type.

#### Static keyword :

* The static keyword is used to associate a method of a given class with the class rather than the object.
* You can call a static method without creating an instance of the class.
* In Java, the main() method is static, so that JVM can call the main() method directly without allocating any extra memory for object creation.
* All the objects share the static method in a class.

#### Process of method invocation in Java :

Consider the method Sum of the calculate class as given in the below code :

class calculate{

int sum(int a,int b){

return a+b;

}

The method is called like this:

class calculate{

int sum(int a,int b){

return a+b;

}

public static void main(String[] args) {

calculate obj = new calculate();

int c = obj.sum(5,4);

System.out.println(c);

}

}

##### Output :

9

* Inside the main() method, we've created an object of the calculate class.
* obj is the name of the calculate class.
* Then, we've invoked the sum method and passed 5 and 4 as arguments.

**Method Overloading in Java**

* In Java, it is possible for a class to contain two or more methods with the same name but with different parameters. Such methods are called Overloaded methods.
* Method overloading is used to increase the readability of the program.

void foo()

void foo(int a) //Overloaded function foo

int foo(int a, int b)

#### Ways to perform method overloading :

In Java, method overloading can be performed by two ways listed below :

1. By changing the return type of the different methods
2. By changing the number of arguments accepted by the method

Now, let's have an example to understand the above ways of method overloading :

#### By changing the return type :

* + In the below example, we've created a class named calculate.
  + In the calculate class, we've two methods with the same name i.e. multiply
  + These two methods are overloaded because they have the same name but their return is different.
  + The return type of 1st method is int while the return type of the other method is double.
  + class calculate{
  + int multiply(int a,int b){
  + return a\*b;
  + }
  + double multiply(double a,double b){
  + return a\*b;
  + }
  + public static void main(String[] args) {
  + calculate obj = new calculate();
  + int c = obj.multiply(5,4);
  + double d = obj.multiply(5.1,4.2);
  + System.out.println("Mutiply method : returns integer : " + c);
  + System.out.println("Mutiply method : returns double : " + d);
  + }
  + }

##### Output :

Mutiply method : returns integer : 20

Mutiply method : returns double : 21.419999999999998



#### By changing the number of arguments passed :

* + Again, we've created two methods with the same name i.e., multiply
  + The return type of both the methods is int.
  + But, the first method 2 arguments and the other method accepts 3 arguments.

##### Example :

class calculate{

int multiply(int a,int b){

return a\*b;

}

int multiply(int a,int b,int c){

return a\*b\*c;

}

public static void main(String[] args) {

calculate obj = new calculate();

int c = obj.multiply(5,4);

int d = obj.multiply(5,4,3);

System.out.println(c);

System.out.println(d);

}

}

##### Output :

20

60

# Variable Arguments (VarArgs) in Java

* In the previous tutorial, we discussed how we can [overload the methods in Java](https://codewithharry.com/videos/java-tutorials-for-beginners-32).
* Now, let's suppose you want to overload an "add" method. The "add" method will accept one argument for the first time and every time the number of arguments passed will be incremented by 1 till the number of arguments is equaled to 10.
* One approach to solve this problem is to overload the "add" method 10 times. But is it the optimal approach? What if I say that the number of arguments passed will be incremented by 1 till the number of arguments is equaled to 1000. Do you think that it is good practice to overload a method 1000 times?
* To solve this problem of method overloading, Variable Arguments(Varargs) were introduced with the release of JDK 5.
* With the help of Varargs, we do not need to overload the methods.

##### Syntax :

/\*

public static void foo(int … arr)

{

// arr is available here as int[] arr

}

\*/

Copy

* foo can be called with zero or more arguments like this:
  + foo(7)
  + foo(7,8,9)
  + foo(1,2,7,8,9)

#### Example of Varargs In Java :

class calculate {

static int add(int ...arr){

int result = 0;

for (int a : arr){

result = result + a;

}

return result;

}

public static void main(String[] args){

System.out.println(add(1,2));

System.out.println(add(2,3,4));

System.out.println(add(4,5,6));

}

}

Copy

##### Output :

3

9

15

**Introduction to Object Oriented Programming**

* Object-Oriented Programming tries to map code instructions with real-world, making the code short and easier to understand.
* With the help of OOPs, we try to implement real-world entities such as object, inheritance, abstraction, etc.
* OOPs helps us to follow the DRY(Don't Repeat Yourself) approach of programming, which in turn increases the reusability of the code.

##### Class :

* A class is a blueprint for creating objects.
* Classes do not consume any space in the memory.
* Objects inherit methods and variables from the class.
* It is a logical component.

##### Objects :

* An object is an instantiation of a class. When a class is defined, a template (info) is defined.
* Every object has some address, and it occupies some space in the memory.
* It is a physical entity.

#### Four pillars of Object-Oriented-Programming Language :

#### Abstraction :

* + Let's suppose you want to turn on the bulb in your room. What do you do to switch on the bulb. You simply press the button and the light bulb turns on. Right? Notice that here you're only concerned with your final result, i.e., turning on the light bulb. You do not care about the circuit of the bulb or how current flows through the bulb. The point here is that you press the switch, the bulb turns on! You don't know how the bulb turned on/how the circuit is made because all these details are hidden from you. This phenomenon is known as abstraction.

#### Polymorphism :

* One entity many forms.
* The word polymorphism comprises two words, poly which means many, and morph, which means forms.
* In OOPs, polymorphism is the property that helps to perform a  single task in different ways.
* Let us consider a real-life example of polymorphism. A woman at the same time can be a mother, wife, sister, daughter, etc. Here, a woman is an entity having different forms.

#### **Encapsulation** :

* + The act of putting various components together (in a capsule).
  + In java, the variables and methods are the components that are wrapped inside a single unit named class.
  + All the methods and variables of a class remain hidden from any other class.
  + A automatic cold drink vending machine is an example of encapsulation.
  + Cold drinks inside the machine are data that is wrapped inside a single unit cold drink vending machine.

#### Inheritance :

* + The act of deriving new things from existing things.
  + In Java, one class can acquire all the properties and behaviours of other some other class
  + The class which inherits some other class is known as child class or sub class.
  + The class which is inherited is known as parent class or super class.
  + Inheritance helps us to write more efficient code because it increases the reusablity of the code.
  + Example :
  + Rickshaw      →        E-Rickshaw
  + Phone           →        Smart Phone

# Access modifiers, getters & setters in Java

#### Access Modifiers

Access Modifiers specify where a property/method is accessible. There are four types of access modifiers in java :

1. private
2. default
3. protected
4. public

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **public** | Y | Y | Y | Y |
| **protected** | Y | Y | Y | N |
| **Default** | Y | Y | N | N |
| **private** | Y | N | N | N |

From the above table, notice that the private access modifier can only be accessed within the class. So, let's try to access private modifiers outside the class :

class Employee {

private int id;

private String name;

}

public class CWH {

public static void main(String[] args) {

Employee emp1 = new Employee();

emp1.id = 3;

emp1.name = "Shubham";

}

}

##### Output :

java: id has private access in Employee

#### Getters and Setters :

* Getter ➼   Returns the value  [accessors]
* setter ➼    Sets / updates the value  [mutators]

In the below code, we've created total 4 methods:

1. setName(): The argument passed to this method is assigned to the private variable name.
2. getName(): The method returns the value set by the setName() method.
3. setId(): The integer argument passed to this method is assigned to the private variable id.
4. getId): This method returns the value set by the setId() method.

class Employee {

private int id;

private String name;

public String getName(){

return name;

}

public void setName(String n){

name = n;

}

public void setId(int i){

id = i;

}

public int getId(){

return id;

}

}

public class CWH {

public static void main(String[] args) {

Employee emp1 = new Employee();

emp1.setName("Shubham");

System.out.println(emp1.getName());

emp1.setId(1);

System.out.println(emp1.getId());

}

}

Copy

##### Output :

Shubham

1

# Constructors in Java

#### Constructors in Java :

* Constructors are similar to methods,, but they are used to initialize an object.
* Constructors do not have any return type(not even void).
* Every time we create an object by using the new() keyword, a constructor is called.
* If we do not create a constructor by ourself, then the default constructor(created by Java compiler) is called.

#### Rules for creating a Constructor :

1. The class name and constructor name should be the same.
2. It must have no explicit return type.
3. It can not be abstract, static, final, and synchronized.

#### Types of Constructors in Java :

There are two types of constructors in Java :

1. **Defaut constructor :**A constructor with 0 parameters is known as default constructor.

##### Syntax :

<class\_name>(){

//code to be executed on the execution of the constructor

}

##### Example :

class CWH {

CWH(){

System.out.println("This is the default constructor of CWH class.");

}

}

public class CWH\_constructors {

public static void main(String[] args) {

CWH obj1 = new CWH();

}

}

##### Output :

This is the default constructor of CWH class.

1. In the above code, CWH() is the constructor of class CWH The CWH() constructor is invoked automatically with the creation of object ob1.
2. **Paramerterized constructor** : A constructor with some specified number of parameters is known as a parameterized constructor.

##### Syntax :

<class-name>(<data-type> param1, <data-type> param2,......){

//code to be executed on the invocation of the constructor

}

##### Example :

class CWH {

CWH(String s, int b){

System.out.println("This is the " +b+ "th video of "+ " "+ s);

}

}

public class CWH\_constructors {

public static void main(String[] args) {

CWH obj1 = new CWH("CodeWithHarry Java Playlist",42);

}

}

##### Output :

This is the 42th video of CodeWithHarry Java Playlist

In the above example, CWH() constructor accepts two parameters i.e., string s and int b.

#### Constructor Overloading in Java :

Just like methods, constructors can also be overloaded in Java. We can overload the Employe constructor like below:

public Employee (String n)

name = n;

}

**Note:**

1. Constructors can take parameters without being overloaded
2. There can be more than two overloaded constructors

Let's take an example to understand the concept of constructor overloading.

##### Example :

In the below example, the class Employee has a constructor named Employee(). It takes two argument,i.e., string s & int i. The same constructor is overloaded and then it accepts three arguments i.e., string s, int i & int salary.

class Employee {

// First constructor

Employee(String s, int i){

System.out.println("The name of the first employee is : " + s);

System.out.println("The id of the first employee is : " + i);

}

// Constructor overloaded

Employee(String s, int i, int salary){

System.out.println("The name of the second employee is : " + s);

System.out.println("The id of the second employee is : " + i);

System.out.println("The salary of second employee is : " + salary);

}

}

public class CWH\_constructors {

public static void main(String[] args) {

Employee shubham = new Employee("Shubham",1);

Employee harry = new Employee("Harry",2,70000);

}

}

Output :

The name of the first employee is : Shubham

The id of the first employee is : 1

The name of the second employee is : Harry

The id of the second employee is : 2

The salary of second employee is : 70000

# Inheritance in Java

* You might have heard people saying your nose is similar to your father or mother. Or, more formally, we can say that you've inherited the genes from your parents due to which you look similar to them.
* The same phenomenon of inheritance is also valid in programming.
* In Java, one class can easily inherit the attributes and methods from some other class. This mechanism of acquiring objects and properties from some other class is known as inheritance in Java.
* Inheritance is used to borrow properties & methods from an existing class.
* Inheritance helps us create classes based on existing classes, which increases the code's reusability.

##### Examples :
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#### Important terminologies used in Inheritance :

1. Parent class/superclass: The class from which a class inherits methods and attributes is known as parent class.
2. Child class/sub-class: The class that inherits some other class's methods and attributes is known as child class.  
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#### Extends keyword in inheritance :

* The **extends**keyword is used to inherit a subclass from a superclass.

##### Syntax :

class Subclass-name extends Superclass-name

{

//methods and fields

}

Copy

Example :

public class dog extends Animal {

// code

}

Copy

**Note:** [Java doesn't support multiple inheritances](https://codewithharry.com/videos/java-tutorials-for-beginners-56), i.e., two classes cannot be the superclass for a subclass.

**Quick quiz:**Create a class Animal and Derive another class dog from it

package com.company;

class Base{

public int x;

public int getX() {

return x;

}

public void setX(int x) {

System.out.println("I am in base and setting x now");

this.x = x;

}

public void printMe(){

System.out.println("I am a constructor");

}

}

class Derived extends Base{

public int y;

public int getY() {

return y;

}

public void setY(int y) {

this.y = y;

}

}

public class cwh\_45\_inheritance {

public static void main(String[] args) {

// Creating an Object of base class

Base b = new Base();

b.setX(4);

System.out.println(b.getX());

// Creating an object of derived class

Derived d = new Derived();

d.setY(43);

System.out.println(d.getY());

}

}

# Constructors in Inheritance in Java

#### Constructors in Inheritance:

When a drived class is extended from the base class, the constructor of the base class is executed first followed by the constructor of the derived class. For the following Inheritance hierarchy , the constructors are executed in the order:

1. C1- Parent
2. C2 - Child
3. C3 - Grandchild

#### Constructors during constructor overloading :

* When there are multiple constructors in the parent class, the constructor without any parameters is called from the child class.
* If we want to call the constructor with parameters from the parent class, we can use the super keyword.
* super(a, b) calls the constructor from the parent class which takes 2 variables

# this and super keyword in Java

#### this keyword in Java :

* this is a way for us to reference an object of the class which is being created/referenced.
* It is used to call the default constructor of the same class.
* **this** keyword eliminates the confusion between the parameters and the class attributes with the same name. Take a look at the example given below :
* class cwh{
* int x;
* // getter of x
* public int getX(){
* return x;
* }
* // Constructor with a parameter
* cwh(int x) {
* x = x;
* }
* // Call the constructor
* public static void main(String[] args) {
* cwh obj1 = new cwh(65);
* System.out.println(obj1.getX());
* }

}

##### Output :

0

* + In the above example, the expected output is 65 because we've passed x=65 to the constructor of the cwh class. But the compiler fails to differentiate between the parameter 'x' & class attribute 'x.' Therefore, it returns 0.
  + Now, let's see how we can handle this situation with the help of this keyword. Take a look at the below code :

class cwh{

int x;

// getter of x

public int getX(){

return x;

}

// Constructor with a parameter

cwh(int x) {

this.x = x;

}

// Call the constructor

public static void main(String[] args) {

cwh obj1 = new cwh(65);

System.out.println(obj1.getX());

}

}

Output :

65

Now, you can see that we've got the desired output

#### Super keyword

* A reference variable used to refer immediate parent class object.
* It can be used to refer immediate parent class instance variable.
* It can be used to invoke the parent class method.

#### Method Overriding in Java:

* If the child class implements the same method present in the parent class again, it is know as method overriding.
* Method overriding helps us to classify a behavior that is specific to the child class.
* The subclass can override the method of the parent class only when the method is not declared as final.
* Example :
* In the below code, we've created two classes: class A & class B.
* Class B is inheriting class A.
* In the main() method, we've created one object for both classes. We're running the meth1() method on class A and B objects separately, but the output is the same because the meth1() is defined in the parent class, i.e., class A.
* class A{
* public void meth1(){
* System.out.println("I am method 1 of class A");
* }
* }
* class B extends A{
* }
* public class CWH{
* public static void main(String[] args) {
* A a = new A();
* a.meth1();
* B b = new B();
* b.meth1();
* }
* }

Copy

##### Output :

I am method 1 of class A

I am method 1 of class A

Copy

* Now, let's see how we can override the meth1() for class B :
* class A{
* public void meth1(){
* System.out.println("I am method 1 of class A");
* }
* }
* class B extends A{
* @Override
* public void meth1(){
* System.out.println("I am method 1 of class B");
* }
* }
* public class CWH{
* public static void main(String[] args) {
* A a = new A();
* a.meth1();
* B b = new B();
* b.meth1();
* }
* }

Copy

##### Output :

I am method 1 of class A

I am method 1 of class B

# Abstract Class & Abstract Methods

#### What does Abstract mean?

Abstract in English means existing in through or as an idea without concrete existence.

#### Abstract class :

* An abstract class cannot be instantiated.
* Java requires us to extend it if we want to access it.
* It can include abstract and non-abstract methods.
* If a class includes abstract methods, then the class itself must be declared abstract, as in:

public abstract class phone Model {

abstract void switch off ();

|| more code

}

Copy

* Abstract class are used when we want to achieve security & abstraction(hide certain details & show only necessary details to the user)

##### Example :

abstract class Phone{

abstract void on();

}

class SmartPhone extends Phone{

void run(){

System.out.println("Turning on...");

}

public static void main(String args[]){

Phone obj = new SmartPhone();

obj.on();

}

}

Copy

##### Output :

Turning on...

#### Abstract method :

* A method that is declared without implementation is known as the abstract method.
* An abstract method can only be used inside an abstract class.
* The body of the abstract method is provided by the class that inherits the abstract class in which the abstract method is present.
* In the above example, on() is the abstract method.

# Introduction to Interfaces

#### Interfaces in Java :

* Just like a class in java is a collection of the related methods, an interface in java is a collection of abstract methods.
* The interface is one more way to achieve abstraction in Java.
* An interface may also contain constants, default methods, and static methods.
* All the methods inside an interface must have empty bodies except default methods and static methods.
* We use the **interface** keyword to declare an interface.
* There is no need to write **abstract** keyword before declaring methods in an interface because an interface is implicitly abstract.
* An interface cannot contain a constructor (as it cannot be used to create objects)
* In order to implement an interface, java requires a class to use the **implement** keyword.

#### Example to demonstrate Interface in Java :

interface Bicycle {

void apply brake ( int decrement );

void speed up ( int increment );

}

class Avon cycle implements Bicycle {

int speed = 7 ;

void apply brake ( int decrement ) {

speed = speed - decrement ;

}

void speedup ( int increment ){

speed = speed + increment ;

}

# Abstract Classes Vs Interfaces

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1. It can contain abstract and non-abstract method | It can only contain abstract methods. We do not need to use the "abstract" keyword in interface methods because the interface is implicitly abstract. |
| 2. abstract keyword is used to declare an abstract class. | interface keyword is used to declare an interface. |
| 3.  A sub-class extends the abstract class by using the "extends" keyword. | The "implements" keyword is used to implement an interface. |
| 4. Aabstract class in Java can have class members like private, protected, etc. | Members of a Java interface are public by default. |
| 5. Abstract class doesn't support multiple inheritance. | Multiple inheritance is achieved in Java by using the interface. |

# Why multiple inheritance is not supported in java?

#### Is multiple inheritance allowed in Java?

* Multiple inheritance faces problems when there exists a method with the same signature in both the superclasses.
* Due to such a problem, java does not support multiple inheritance directly, but the similar concept can be achieved using interfaces.
* A class can implement multiple interfaces and extend a class at the same time.

#### Some Important points :

1. Interfaces in java are a bit like the class but with a significantly different.
2. An Interface can only have method signatures field and a default method.
3. The class implementing an interface needs to declare the methods ( not field )
4. You can create a reference of an interface but not the object
5. Interface methods are public by default

**Packages in Java**

* A package is used to group related classes.
* packages help in avoiding name conflicts

# Multithreading in Java

Multiprocessing and multithreading both are used to achive multitasking

![https://api.codewithharry.com/media/videoSeriesFiles/courseFiles/java-tutorials-for-beginners-69/base64.png](data:image/png;base64,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)

#### **In a nut shell.......**

* threds use shared memory area
* threads = faster content switching
* Athread is light-weight where a process is heavyweight

   for example = Aword processor can have one thread running in foreground as an editor and another in the background auto saving the document !

#### **Creating a Threading**

   There are two ways to create a thread in java

1. By extending thread class
2. By implementing Runnable interface

# Creating a Thread by Extending Thread class

#### Multithreading In Java :

* Used to maximize the CPU utilization.
* We don't want our CPU to be in a free state; for example, Func1() comes into the memory and demands any input/output process. The CPU will need to wait for unit Func1() to complete its input/output operation in such a condition. But, while Func1() completes its I/O operation, the CPU is free and not executing any thread. So, the efficiency of the CPU is decreased in the absence of multithreading.
* In the case of multithreading, if a thread demands any I/O operation, then the CPU will let the thread perform its I/O operation, but it will start the execution of a new thread parallelly. So, in this case, two threads are executing at the same time.

#### Ways To Create A Thread In Java

1. By extending the thread class
2. By implementing Runnable interface

Let's see how we can create a thread by extending the thread class.

##### Extending Thread Class :

To create a thread using the thread class, we need to extend the thread class. Java's multithreading system is based on the thread class.

class MyThread extends Thread{

@Override

public void run(){

//code that we want to get executed on running the thread

}

}

Copy

* In the above code, we're first inheriting the Thread class and then overriding the run() method.
* The code you want to execute on the thread's execution goes inside the run() method.

class MyThread extends Thread{

@Override

public void run(){

int i =0;

while(i<40000){

System.out.println("My Cooking Thread is Running");

System.out.println("I am happy!");

i++;

}

}

}

public class cwh\_70 {

public static void main(String[] args) {

MyThread t1 = new MyThread();

t1.start();

}

}

Copy

In order to execute the thread, the start() method is used. start() is called on the object of the MyThread class. It automatically calls the run() method, and a new stack is provided to the thread. So, that's how you easily create threads by extending the thread class in Java.

# Creating a Java Thread Using Runnable Interface

In the previous tutorial, I told you that there are two ways to create a thread in java :

1. By Extending Thread Class
2. By implementing Runnable interface

We've already seen [how to create a thread by extending the thread class](https://codewithharry.com/videos/java-tutorials-for-beginners-71/java-tutorials-for-beginners-70). In this tutorial, we'll see how to create a Java thread by using a runnable interface.

#### Steps To Create A Java Thread Using Runnable Interface:

1. Create a class and implement the Runnable interface by using the implements keyword.
2. Override the run() method inside the implementer class.
3. Create an object of the implementer class in the main() method.
4. Instantiate the Thread class and pass the object to the Thread constructor.
5. Call start() on the thread. start()will call the run()method.

#### Example :

classs t1 implements Runnable{

@Override

public void run(){

System.out.println("Thread is running");

}

}

public class ClassName{

public static void main(String[] args) {

t1 obj1 = new t1();

Thread t = new Thread(obj1);

t.start();

}

}

Copy

1. class t1 is implementing the Runnable interface.
2. Overriding of the run() method is done inside the t1 class.
3. In the main() method, obj1, an object of the t1 class, is created.
4. The constructor of the Thread class accepts the Runnable instance as an argument, so obj1 is passed to the constructor of the Thread class.
5. Finally, the start()method is called on the thread that will call the run() method internally, and the thread's execution will begin.

#### Runnable Interface Vs Extending Thread Class :

Since we've discussed both the ways to create a thread in Java. There might be a question in your mind that should we use the Runnable interface or Thread class to implement a thread in Java. Let me answer this question for you. The Runnable interface is preferred over extending the Thread class because of the following reasons :

1. As multiple inheritance is not supported in Java, it is impossible to extend the Thread class if your class had already extended some other class.
2. While implementing Runnable, we do not modify or change the thread's behavior.
3. More memory is required while extending the Thread class because each thread creates a unique object.
4. Less memory is required while implementing Runnable because multiple threads share the same object.

#### **The Thread class**

Below are the commonly used constructors of the thread class:

1. Thread ( )
2. Thread ( string )
3. Thread ( Runnable r )
4. Thread ( Runnable r, String name )

package com.company;

class MyThr extends Thread{

public MyThr(String name){

super(name);

}

public void run(){

int i = 34;

System.out.println("Thank you");

// while(true){

// System.out.println("I am a thread");

// }

}

}

public class cwh\_73\_thread\_constructor {

public static void main(String[] args) {

MyThr t1 = new MyThr("Harry");

MyThr t2 = new MyThr("Ram Candr");

t1.start();

t2.start();

System.out.println("The id of the thread t is " + t1.getId());

System.out.println("The name of the thread t is " + t1.getName());

System.out.println("The id of the thread t is " + t2.getId());

System.out.println("The name of the thread t is " + t2.getName());

}

}

# Exceptions & Try-Catch Block in Java

#### Exceptions in Java

An exception is an event that occurs when a program is executed dissented the normal flow of instructions.

There are mainly two types of exceptions in java:

1) Checked exceptions - compile-time exceptions (Handle by the compiler)

2) Unchecked exceptions - Runtime exceptions

#### Commonly Occurring Exceptions

Following are few commonly occurring exceptions in java:

1) Null pointer exception

2) Arithmetic Exception

3) Array Index out of Bound exception

4) Illegal Argument Exception

5) Number Format Exception

package com.company;

public class cwh\_80\_try {

public static void main(String[] args) {

int a = 6000;

int b = 0;

// Without Try:

// int c = a / b;

// System.out.println("The result is " + c);

// With Try:

try {

int c = a / b;

System.out.println("The result is " + c);

}

catch(Exception e) {

System.out.println("We failed to divide. Reason: ");

System.out.println(e);

}

System.out.println("End of the program");

}

}

# Java Collections Framework

#### Collection Framework

A collection represents a group of object Java collections provide classes and Interfaces for us to be able to write code interfaces for us to be able to write code quickly and efficiently

Why do we need collections

We need collections for efficient storage and better manipulation of data in java

For ex: we use arrays to store integers but what if we want to

* Resize this array?
* Insert an element in between?
* Delete an elements in Array?
* Apply certain operations to change this array?

# Collections Hierarchy in Java

### How are collections available

Collections in java are available as class and interfaces Folling are few commonly used collections in java :

* ArrayList -> For variables size collections
* Set -> For distinct collection
* Stack-> A LIFO data structure
* HashMap -> For strong key - value pairs

Collections class is available in java util package collection class also provides static methods for sorting , searching etc.

**Functional Interfaces in Java**

* Difficulty Level : [Hard](https://www.geeksforgeeks.org/hard/)
* Last Updated : 16 Jan, 2022

Java has forever remained an Object-Oriented Programming language. By object-oriented programming language, we can declare that everything present in the Java programming language rotates throughout the Objects, except for some of the primitive data types and primitive methods for integrity and simplicity. There are no solely functions present in a programming language called Java. Functions in the Java programming language are part of a class, and if someone wants to use them, they have to use the class or object of the class to call any function.

A **functional interface** is an interface that contains only one abstract method. They can have only one functionality to exhibit. From Java 8 onwards, [lambda expressions](https://www.geeksforgeeks.org/lambda-expressions-java-8/) can be used to represent the instance of a functional interface. A functional interface can have any number of default methods. ***Runnable***, ***ActionListener***,***Comparable*** are some of the examples of functional interfaces.

Functional Interface is additionally recognized as **Single Abstract Method Interfaces**. In short, they are also known as **SAM interfaces**. Functional interfaces in Java are the new feature that provides users with the approach of fundamental programming.

Functional interfaces are included in Java SE 8 with Lambda expressions and Method references in order to make code more readable, clean, and straightforward. Functional interfaces are interfaces that ensure that they include precisely only one abstract method. Functional interfaces are used and executed by representing the interface with an **annotation called *@FunctionalInterface***. As described earlier, functional interfaces can contain only one abstract method. However, they can include any quantity of default and static methods.

In Functional interfaces, there is no need to use the abstract keyword as it is optional to use the abstract keyword because, by default, the method defined inside the interface is abstract only. We can also call Lambda expressions as the instance of functional interface.

Before Java 8, we had to create anonymous inner class objects or implement these interfaces.

* Java

|  |
| --- |
| // Java program to demonstrate functional interface    class Test {      public static void main(String args[])      {          // create anonymous inner class object          new Thread(new Runnable() {              @Override public void run()              {                  System.out.println("New thread created");              }          }).start();      }  } |

**Output**

New thread created

JDBC stands for Java Database Connectivity. JDBC is a Java API to connect and execute the query with the database. It is a part of JavaSE (Java Standard Edition). JDBC API uses JDBC drivers to connect with the database. There are four types of JDBC drivers:

* JDBC-ODBC Bridge Driver,
* Native Driver,
* Network Protocol Driver, and

JPA

Thin DriverJPA is just a specification that facilitates object-relational mapping to manage relational data in Java applications. It provides a platform to work directly with objects instead of using SQL statements.

SPRING:-

The Spring framework can be considered as a collection of sub-frameworks, also called layers, such as Spring AOP. Spring Object-Relational Mapping (Spring ORM). Spring Web Flow, and Spring Web MVC. You can use any of these modules separately while constructing a Web application. The modules may also be grouped together to provide better functionalities in a Web application.