CSCI 421 Design and Analysis of Algorithms Spring 2019

Assignment 2

**Autocomplete Me**

Write a program to implement autocomplete for a given set of N terms, where a term is a query string and an associated nonnegative weight. That is, given a prefix, find all queries that start with the given prefix, in descending order of weight.

Please refer to the link as follow for details.

http://www.cs.princeton.edu/courses/archive/spring16/cos226/assignments/autocomplete.html

**Deliverables**. You need complete Part 1, 2, and 3 and submit **Autocomplete.java, BinarySearchDeluxe.java**, and **Term.java**. You may not use Arrays.sort() for this assignment, but rather should choose from among the sorts introduced in lecture. You may not call any library functions other than those in java.lang, java.util, and algs4.jar.

**Note**: If you want to use the textbook libraries ([stdlib.jar](http://algs4.cs.princeton.edu/code/stdlib.jar) and [algs4.jar](http://algs4.cs.princeton.edu/code/algs4.jar)) and make them accessible to Java, please follow the instruction shown in the first section of the link (section starts with “Install a Java programming environment”). https://introcs.cs.princeton.edu/java/assignments/percolation.html

////Term.java

import java.util.Comparator;

import java.lang.NullPointerException;

import java.lang.IllegalArgumentException;

public class Term implements Comparable<Term> {

private String query;

private double weight;

public Term(String query, double weight) {

if (query == null)

throw new NullPointerException("Your query cannot be null");

if (weight < 0)

throw new IllegalArgumentException("Weight cannot be negative");

this.query = query;

this.weight = weight;

}

public static Comparator<Term> byReverseWeightOrder() {

return (Comparator<Term>) (term1, term2) -> {

if (term1.weight > term2.weight)

return -1;

if (term1.weight == term2.weight)

return 0;

else

return 1;

};

}

public static Comparator<Term> byPrefixOrder(final int r) {

return new Comparator<Term>() {

@Override

public int compare(Term term1, Term term2) {

// the length of term1 and term2 must be less then r or be made length of r

if (term1.query.length() < r && term2.query.length() < r)

return term1.query.compareTo(term2.query);

else if (term1.query.length() < r)

return term1.query.compareTo(term2.query.substring(0, r));

else if (term2.query.length() < r)

return term1.query.substring(0, r).compareTo(term2.query);

else

return term1.query.substring(0, r).compareTo(term2.query.substring(0, r));

}

};

}

public int compareTo(Term that) {

String currQuery = this.query;

String prevQuery = that.query;

return currQuery.compareTo(prevQuery);

}

public String toString() {

return String.format("%.2f\t%s", this.weight, this.query);

}

}

///////BinarySearchDeluxe.java

import java.util.Comparator;

import java.lang.NullPointerException;

public class BinarySearchDeluxe {

public static <Key> int firstIndexOf(final Key[] a, final Key key, final Comparator<Key> comparator) {

if (a == null || key == null || comparator == null)

throw new NullPointerException("Cannot find first key index");

if (a.length == 0)

return -1;

int left = 0;

int right = a.length - 1;

while (left + 1 < right) {

int mid = left + (right - left) / 2;

if (comparator.compare(key, a[mid]) <= 0)

right = mid;

else

left = mid;

}

if (comparator.compare(key, a[left]) == 0)

return left;

if (comparator.compare(key, a[right]) == 0)

return right;

return -1;

}

public static <Key> int lastIndexOf(final Key[] a, final Key key, final Comparator<Key> comparator) {

if (a == null || key == null || comparator == null)

throw new NullPointerException("Cannot find Last key index");

if (a.length != 0) {// Binary Search Algorithm

int left = 0;

int right = a.length - 1;

while (left + 1 < right) {

int mid = left + (right - left) / 2;

if (comparator.compare(key, a[mid]) < 0)

right = mid;

else

left = mid;

}

if (comparator.compare(key, a[right]) == 0)

return right;

if (comparator.compare(key, a[left]) == 0)

return left;

return -1;

} else

return -1;

}

}

////////Autocomlete.java

import edu.princeton.cs.algs4.In;

import edu.princeton.cs.algs4.StdIn;

import edu.princeton.cs.algs4.StdOut;

import javax.swing.\*;

import java.lang.NullPointerException;

import java.util.Arrays;

public class Autocomplete {

private Term[] arrayTerms;

public Autocomplete(Term[] terms) {

this.arrayTerms = terms;

Arrays.sort(arrayTerms); // orders the array of terms

}

public Term[] allMatches(String prefix) {

if (prefix == null) {

throw new NullPointerException();

}

Term temp = new Term(prefix, 0);

int begin = BinarySearchDeluxe.firstIndexOf(arrayTerms, temp, Term.byPrefixOrder(prefix.length()));

int end = BinarySearchDeluxe.lastIndexOf(arrayTerms, temp, Term.byPrefixOrder(prefix.length()));

Term[] matches;

matches = Arrays.copyOfRange(arrayTerms, begin, end);

Arrays.sort(matches, Term.byReverseWeightOrder());

return matches;

}

public static void main(String[] args) {

String filename = "wiktionary.txt";

In in = new In(filename);

int N = in.readInt();

Term[] terms = new Term[N];

for (int i = 0; i < N; i++) {

double weight = in.readDouble(); // read the next weight

in.readChar(); // scan past the tab

String query = in.readLine(); // read the next query

terms[i] = new Term(query, weight); // construct the term

}

// read in queries from standard input and print out the top k matching terms

int k = Integer.parseInt("10");

Autocomplete autocomplete = new Autocomplete(terms);

while (StdIn.hasNextLine()) {

String prefix = StdIn.readLine();

Term[] results = autocomplete.allMatches(prefix);

for (int i = 0; i < Math.min(k, results.length); i++)

StdOut.println(results[i]);

}

}

}

//////OUTPUT!!!!
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Description automatically generated](data:image/png;base64,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)