CSCI 421 Design and Analysis of Algorithms Spring 2019

Lecture 2 Activity 1

**Insertion sort with practical improvements**

1. As discussed in class, we can have some practical improvement on insertion sort
2. Develop a modified version of insertion sort based on the first approach in slide 34 that moves larger elements to the right one position with one array access per entry, rather than using exch().

class Lec2Act1A{

void sort(int arrList[]){

int n = arrList.length;

for (int i=1; i<n; ++i){

int key = arrList[i];

int j = i-1;

while (j>=0 && arrList[j] > key){

arrList[j+1] = arrList[j];

j = j-1;

}

arrList[j+1] = key;

}

}

static void printArray(int arrList[]){

int n = arrList.length;

for (int i=0; i<n; ++i)

System.out.print(arrList[i] + " ");

System.out.println();

}

public static void main(String args[]){

int arrList[] = {36, 26, 10, 15, 19, 76, 69, 42, 105,27, 57};

Lec2Act1A ob = new Lec2Act1A();

ob.sort(arrList);

printArray(arrList);

}

}
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1. Develop a modified version of insertion sort based on the binary search approach in slide 34.

import java.util.Arrays;

class Lec2Act1B {

public static void main(String[] args) {

final int[] arrList = {36, 26, 10, 15, 19, 76, 69, 42, 105,27, 57};

new Lec2Act1B().sort(arrList);

for(int i=0; i<arrList.length; i++)

System.out.print(arrList[i]+" ");

}

public void sort(int array[]) {

for (int i = 1; i < array.length; i++){

int x = array[i];

int j = Math.abs(Arrays.binarySearch(array, 0, i, x) + 1);

System.arraycopy(array, j, array, j+1, i-j);

array[j] = x;

}

}

}
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1. Compare the modified versions of insertion sort with its original version shown in slide 26 in terms of running time. You need to run the algorithms against large-size random arrays, say N=1000, 2000, 4000, 8000.

import java.util.Random;

import java.util.Arrays;

import java.util.\*;

public class Lec2Act1C{

public static void insSortWith(Comparable[] a) {

int N = a.length;

for (int i = 0; i < N; i++)

for (int j = i; j > 0; j--)

if (less(a[j], a[j-1]))

exch(a, j, j-1);

else break;

}

public static void insSortWithOut(Comparable[] a) {

int N = a.length;

for (int i = 1; i < N; i++) {

Comparable v = a[i];

int j = i;

while (j > 0 && less(v, a[j-1]))

a[j] = a[--j];

a[j] = v;

}

}

public static void binaryInsertionSort(Comparable[] a) {

int N = a.length;

for (int i = 1; i < N; i++) {

Comparable v = a[i];

int lo = 0;

int hi = i;

while (lo < hi) {

int mid = lo + (hi - lo) / 2;

if (less(v, a[mid]))

hi = mid;

else

lo = mid + 1;

}

for (int j = i; j > lo; --j)

a[j] = a[j-1];

a[lo] = v;

}

}

private static boolean less(Comparable v, Comparable w) {

return v.compareTo(w) < 0;

}

private static void exch(Comparable[] a, int i, int j) {

Comparable swap = a[i];

a[i] = a[j];

a[j] = swap;

}

public static void main(String[] args) {

Random rand = new Random();

Comparable[] arr1 = new Comparable[8000];

for (int i = 0; i < arr1.length; i++)

arr1[i] = rand.nextInt();

long startTime, endTime, elapsed;

/\* --Insertion sort with exchanges-- \*/

startTime = System.currentTimeMillis();

insSortWith(arr1);

endTime = System.currentTimeMillis();

elapsed = endTime - startTime;

System.out.println();

System.out.println("Insertion Sort Time (with exchanges): " + elapsed);

/\* --Insertion sort without exchanges-- \*/

startTime = System.currentTimeMillis();

insSortWithOut(arr1);

endTime = System.currentTimeMillis();

elapsed = endTime - startTime;

System.out.println();

System.out.println("Insertion Sort Time (w/ exchanges): " + elapsed);

/\* --Binary Insertion Sort --\*/

startTime = System.currentTimeMillis();

binaryInsertionSort(arr1);

endTime = System.currentTimeMillis();

elapsed = endTime - startTime;

System.out.println();

System.out.println("Binary Insertion Sort Time: " + elapsed);

}

}

![](data:image/png;base64,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)

\*\*I had some issues with printing arrays with printArray….could not find symbol…I believe this is an issues with my bin files….but the times are working and Insertion sort time w/ the exchange is the clear winner….this was a test at 8000 random numbers.