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## 1 Introduction

In this calculation file, we “age” the household survey according to demographic projections and different macroeconomic scenarios to explore the impact of climate-related risks and policy measures on the consumption expenditure distribution.

As a convention, code is presented in the following format in this guide:

# Some comment that is not evaluated by R  
some\_variable <- some\_function(some\_object, some\_parameter = TRUE)

We assume that the reader has created an Rstudio project and is familiar with basic R functions. Within that project we recommend the following file structure:

root/  
├── scripts  
│ └── my\_script.R  
├── data/  
| ├── my\_data.sav  
| ├── my\_data.dta  
| └── my\_data.csv  
└── output  
 ├── my\_output1.csv  
 └── my\_output2.xlsx

Using RStudio project makes it possible to not use setwd() to establish the root directory and refer to subdirectories in a relative manner, making interoperability easier within teams and not hard coding a particular computer’s file structure into the code. If you are not using RStudio, just add setwd(r'(C:\My\path\to\project\root)') at the beginning of your coding session.

## 2 Preamble

We start with a clean environment, making sure that any objects from a previous session are not present. We take this opportunity to keep our country ISO code in a variable iso in case we need it later.

# Clean workspace  
rm(list = ls())  
  
# Armenia country ISO code  
iso <- "ARM"  
  
# Survey year  
surveyyear <- 2022  
  
# Exchange rate USD per dram  
er <- 0.002310

We call the appropriate libraries.

Rather than calling our libraries as we go, we will make sure we have everything we need from the beginning.

library(tidyverse) # includes dplyr, ggplot2 and others  
library(haven) # to read SPSS and Stata datasets  
library(readxl) # to read from MS-Excel  
library(openxlsx) # to write to MS-Excel.  
library(gt) # pretty tables  
library(car) # Companion to applied regression  
library(modelr) # regression models  
#library(ebal) # Entropy reweighting  
#library(anesrake)   
# Raking reweighting but we don't load it, because   
# it changes the meaning of summarize from dplyr,   
# so we use the form anesrake::anesrake() when using it.  
#library(weights) # Weigthed survey statistics  
library(janitor) # pretty subtotals  
library(broom) # More regressions  
library(purrr) # map vectors (aggregation)  
library(zoo) # Calculate moving window average and max value  
  
# Geopackages  
library(sf) # to read and write shapefile maps  
library(terra) # to perform geocalculations  
library(tmap) # for static and interactive maps

## 3 Datasets

We then load the datasets that we need for this study. The World Bank has processed some of these already for poverty analysis and so we have the original SPSS datasets with all variables for Households hh and for Individuals pp, as well as a consumption aggregate ca and a household income ic dataset, which are Stata datasets. This is for the year 2022. These are imported using the haven package. These are based on Armenia Integrated Living Conditions Survey 2022 (ARMSTAT, 2023).

# | label: original-datasets  
  
# Households (hh)  
hh <- read\_sav(  
 "data/ARM-HH-survey/original-spss-files/ILCS-ARM-2022-Households.sav")  
# Persons (pp)  
pp <- read\_sav(  
 "data/ARM-HH-survey/original-spss-files/ILCS-ARM-2022-Persons.sav")  
# Consumption aggregate at household level (ca)  
ca <- read\_dta("data/ARM-HH-survey/CONSAGG2022.dta")  
# Processed income at household level (ic)  
ic <- read\_dta("data/ARM-HH-survey/totinc.dta")   
# Food diary  
food\_with\_prices <- read\_dta("data/ARM-HH-survey/FOOD\_with\_prices\_short.dta")

We will work non-destructively, meaning we will not rewrite these data sets and we will only create intermediate data frame objects from them to perform transformations, selections and other data management tasks. For example, we will keep household assignment to poverty status and consumption deciles handy by creating a subset of our ca data with only our household identifiers, deciles, and poverty.

# From the WB processed dataset, we extract deciles and poverty  
deciles <- ca %>%   
 select( hhid, decile, poor\_Avpovln2022,   
 poor\_Foodpovln2022, poor\_Lpovln2022, poor\_Upovln2022)

Our population data comes from UN’s projections.

population\_projections <- read\_dta("data/UN2022\_population.dta") %>%   
 filter(country == iso) # we filter for Armenia

Macro scenario dataset

scenario\_file <- "data/ARM-Microsimulation/ARM\_MacroScenarioInformation.xlsx"  
scenario\_varlist <- read\_xlsx(  
 "data/ARM-Microsimulation/ARM\_Macro\_varlist.xlsx")  
prices\_2030 <-   
 read.csv("data/ARM-Microsimulation/prices2030.csv")

Codes for Economic Activities in the Survey

sectors <- read\_xlsx("data/ARM-HH-survey/economic\_activity\_codes.xlsx")

We also have geographical information for level 1 in Shapefile format, which we import with the sf package. We rename the column with the name of the administrative region to match our household survey data set conventions to ease mergers. The dplyr package from the tidyverse meta package allows us to “pipe” or link processing steps using the %>% pipe. Although there is no geoprocessing in this analysis, this will come in handy for graphical presentations.

# Armenia marzes or administrative level 1 shapefile  
adm1 <- read\_sf("data/ARM-Geodata/ARM-ADM1.shp") %>%   
 select(NAM\_1, COD\_HH\_SVY, geometry) %>%   
 # Make sure that names match the rest of datasets  
 mutate(NAM\_1 = if\_else(NAM\_1 == "Gergharkunik", "Gegharkunik", NAM\_1))  
names(adm1)[2] <- "hh\_02"

And we plot it for reference.

tm\_shape(adm1)+  
 tm\_polygons("NAM\_1", legend.show = FALSE) +  
 tm\_text("NAM\_1", size = 3/4)
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Marzes names are more accurate in the shapefile than in the survey. We will use them from here on instead of the survey factor labels.

hh <- hh %>%   
 left\_join(adm1, join\_by(hh\_02 == hh\_02)) %>%   
 select(-geometry)  
  
ic <- ic %>%   
 left\_join(adm1, join\_by(hh\_02 == hh\_02)) %>%   
 select(-geometry)

We have changes to labor productivity due to climate variability.

file <- r"(data/ARM-Microsimulation/LaborProductivityChanges.xlsx)"  
sheets <- excel\_sheets(file)  
  
# Use lapply to read and process each sheet  
heat\_l\_pdcty <- lapply(sheets, function(sheet) {  
 info <- read\_excel(  
 file,  
 sheet = sheet,  
 col\_names = TRUE,  
 col\_types = c("text", "text", "numeric", "text", "numeric")  
 )  
 info$sector <- sheet  
 return(info)  
})  
  
# Bind all data frames in the list into a single data frame  
heat\_l\_pdcty <- bind\_rows(heat\_l\_pdcty)

Finally, but not less important, we have our vulnerability information.

buildings\_aal <-   
 read\_xlsx("data/ARM-Vulnerability-Analysis/Data\_AAL\_AAE.xlsx",  
 sheet = "Building\_AAL") %>%   
 # Make sure that names match the rest of datasets  
 mutate(NAM\_1 = if\_else(NAM\_1 == "Gergharkunik", "Gegharkunik", NAM\_1))  
buildings\_1in100 <-  
 read\_xlsx("data/ARM-Vulnerability-Analysis/Data\_AAL\_AAE.xlsx",  
 sheet = "Building\_1in100")  
crops\_productivity <-   
 read.csv("data/ARM-Vulnerability-Analysis/ARM\_crops\_combined\_REF\_shock\_admin1.csv") %>%   
 rename(NAM\_1 = Province)  
livestock\_productivity <-  
 read.csv(  
 "data/ARM-Vulnerability-Analysis/ARM\_livestock\_REF\_shock\_admin1.csv"  
 ) %>%   
 rename(NAM\_1 = Province)  
crops\_aal <-   
 read\_xlsx("data/ARM-Vulnerability-Analysis/Data\_AAL\_AAE.xlsx",  
 sheet = "Agriculture\_AAL")  
crops\_1in100 <-  
 read\_xlsx("data/ARM-Vulnerability-Analysis/Data\_AAL\_AAE.xlsx",  
 sheet = "Agriculture\_1in100")

## 4 Data preparation income outliers and missings

### 4.1 Household consumption aggregates and characteristics

Initial necessary variables.

consumption\_aggregates <- ca %>%   
 mutate(rural = ifelse(urb\_rur == 2, 1, 0), # Create rural indicator  
 yhh = totc, # Total household expenditure  
 wgt\_adj = pweight) %>% # Make a copy of the weight variable   
 select(hhid, rural, hhsize,hhsize\_R, marz, aepc, yhh, wgt\_adj, weight,   
 Foodpovln2022, Lpovln2022, Upovln2022, Avpovln2022,   
 poor\_Foodpovln2022, poor\_Lpovln2022, poor\_Upovln2022,   
 poor\_Avpovln2022, decile ) # Keep only necessary columns

### 4.2 Demographic characteristics, education, labor force

Here the original code calls for Zone data, which is not present in our dataset, due to the different administrative structure of Armenia. However, we use hh\_01\_code (settlement) for this purpose.

# Zone data  
zone\_data <- hh %>%   
 select(interview\_\_key, hh\_01\_code, hh\_02, hh\_03, NAM\_1) %>%   
 mutate(  
 hhid = interview\_\_key, # Household id  
 zone = hh\_01\_code, # Settlement  
 marz = hh\_02, # Marz  
 NAM\_1 = NAM\_1, # Marz name  
 urb\_rur = hh\_03 # Urban / rural  
 )

Demographic data, merge with zone data Note that ed\_03 (educy) below is not years of education, but education level (primary, general, secondary, etc.) However, it is ordered in a way that higher levels imply more years of education. We perform several steps within the first pipe call.

pp\_microsim <- pp %>%  
 rename(hhid = interview\_\_key) %>%   
 left\_join(zone\_data, join\_by( hhid == hhid)) %>%   
 mutate(# Demographic characteristics  
 pid = paste0(interview\_\_key, "-",   
 str\_pad(mem\_001\_\_id, 2, pad = "0")), # Unique person id  
 gender = mem\_02,  
 age = mem\_05,  
 head = ifelse(mem\_03 == 1, 1, 0),  
 # Education level  
 educy = ifelse(is.na(ed\_03) | ed\_03 == 8, 0, ed\_03),  
 # Labor Force Status  
 lstatus = case\_when(  
 # 1. Employed  
 est\_03 == 1 | est\_04 == 1 | est\_05 == 1 |  
 est\_06 == 1 | est\_08 == 1 ~ 1L,  
 # 2. Unemployed (available, and searching)  
 est\_10 == 1 ~ 2L,  
 # 3. Inactive (available, not searching)  
 est\_10 == 2 ~ 3L,  
 # Out of the labor force  
 .default = 4L # Default to OLF  
 ),  
 employed = (lstatus == 1),  
 # Salaried status (1. paid employee; 2 self-employed)  
 salaried = ifelse(!is.na(emp\_11a), 1L,   
 ifelse(is.na(emp\_11a) &   
 employed == TRUE, 0L, NA\_integer\_))  
 ) %>%  
 rename(rel = mem\_03) # %>%   
 # select(hhid, pid, gender, age, head, rel, zone, marz, urb\_rur, educy,  
 # lstatus, employed, salaried, )

Later, when we conduct the reweighting of the dataset, we need to summarize into three levels of education.

pp\_microsim <- pp\_microsim %>%  
 mutate(calif = case\_when(  
 educy >= 0 & educy <= 2 ~ "None - General",  
 educy > 3 & educy <= 7 ~ "Secondary - Vocational",  
 educy > 7 & educy <= 11 ~ "Higher +",  
 TRUE ~ NA\_character\_ # This handles any values outside the specified ranges  
 ))

Count the number of employed persons by household.

pp\_microsim <- pp\_microsim %>%   
 mutate(employed = (lstatus == 1)) %>%   
 group\_by(hhid) %>%   
 mutate(employed\_hh = sum(employed, na.rm = TRUE)) %>% # Count within each household   
 ungroup()

Here the original Stata code calculates income variables and aggregates them by household. We skip that because the dataset “ic” already has these elements calculated by the WB poverty team. We’ll add them later.

**Primary and Secondary Job income**

* **emp\_11** 11.How much was %rostertitle%’s payment for wages/salary/income for last month?
* **emp\_12** 12.What period of time was the wage/income for?
* **emp\_25** 25.How much was %rostertitle%’s payment for wages/salary/income for last month?
* **emp\_26** 26.What period of time was the wage/income for?

Bonus, In-Kind, and food from job was not asked in Armenia, If it were, you should add a mutate() statement like the ones below for each subcategory.

pp\_microsim <- pp\_microsim %>%   
 # Labor income primary job  
 mutate(annual\_labor\_income\_primary = case\_when(  
 emp\_12 == 1 ~ emp\_11 \* 365,  
 emp\_12 == 2 ~ (emp\_11/7) \* 365, # Assuming weekly rate   
 emp\_12 == 3 ~ (emp\_11/14) \* 365,  
 emp\_12 == 4 ~ emp\_11 \* 12,  
 emp\_12 == 5 ~ emp\_11 \* 2,  
 emp\_12 == 6 ~ emp\_11,  
 emp\_12 == 7 ~ NA  
 )) %>%   
 # Labor income secondary job  
 mutate(annual\_labor\_income\_secondary = case\_when(  
 emp\_26 == 1 ~ emp\_25 \* 365,  
 emp\_26 == 2 ~ (emp\_25/7) \* 365, # Assuming weekly rate   
 emp\_26 == 3 ~ (emp\_25/14) \* 365,  
 emp\_26 == 4 ~ emp\_25 \* 12,  
 emp\_26 == 5 ~ emp\_25 \* 2,  
 emp\_26 == 6 ~ emp\_25,  
 emp\_26 == 7 ~ NA  
 )) %>%   
 # Annual labor total in thousands of dram  
 mutate(annual\_labor\_total = (coalesce(annual\_labor\_income\_primary, 0) +   
 coalesce(annual\_labor\_income\_secondary, 0))/1000)  
  
# Restore annual\_labor\_total to NA if both NA  
pp\_microsim <- pp\_microsim %>%   
 mutate(annual\_labor\_total =  
 if\_else(  
 is.na(annual\_labor\_income\_primary)  
 & is.na(annual\_labor\_income\_secondary),  
 NA,   
 annual\_labor\_total))

28.57% employed with no labor income reported!!! We calculate this way:

total\_employed\_no\_income <- pp\_microsim %>%  
 filter(employed == TRUE & is.na(annual\_labor\_total)) %>%   
 nrow()  
  
total\_employed <- pp\_microsim %>%  
 filter(employed == TRUE) %>%  
 nrow()  
  
percent\_employed\_no\_income <- (total\_employed\_no\_income / total\_employed) \* 100  
  
print(percent\_employed\_no\_income)

[1] 28.57496

Let’s flag outliers now

pp\_microsim <- pp\_microsim %>%   
 # Filter for employed and positive income   
 #filter(employed == TRUE & annual\_labor\_total > 0) %>%   
 mutate(  
 sd = sd(annual\_labor\_total, na.rm = TRUE), # Calculate standard deviation  
 d = annual\_labor\_total / sd,   
 # Combined outlier condition  
 outlier = (d > 5) | (employed == TRUE & annual\_labor\_total == 0),   
 # Mark potential missings  
 missings = if\_else(employed == TRUE, is.na(annual\_labor\_total), NA)   
 )

Economic sector

pp\_microsim <- pp\_microsim %>%  
 mutate(emp\_04 = as.integer(emp\_04)) %>%   
 left\_join(sectors, join\_by("emp\_04" == "economic\_activity\_code") ) %>%   
 rename(sector = ea\_shortcode)

Impute sector for those with missing employed by hh head sector.

Step 1: Impute sector for missing employed by the sector of any other hh member.

pp\_microsim <- pp\_microsim %>%  
 group\_by(hhid) %>%  
 mutate(  
 # Create a temporary variable 'other\_sector' which captures the sector of any employed individual in the household  
 other\_sector = if\_else(employed == TRUE & !is.na(sector), sector, NA\_real\_)  
 ) %>%  
 # Use 'fill' to propagate 'other\_sector' values within the household  
 fill(other\_sector, .direction = "downup") %>%  
 mutate(  
 # Impute missing 'sector' values based on the 'other\_sector'  
 sector = if\_else(is.na(sector) & employed == TRUE, other\_sector, sector)  
 ) %>%  
 # Drop the temporary 'other\_sector' variable  
 select(-other\_sector) %>%  
 ungroup()

Step 2: Assign a specific value for missing sectors for those employed with no one else in the hh to assign value. We select services as it’s the heaviest sector in the dataset (we do it like this, instead of say, matching, because it’s only 2 observations).

pp\_microsim <- pp\_microsim %>%  
 mutate(sector = if\_else(is.na(sector) & employed == TRUE, 3, sector))

Step 4: Label the sector variable.

pp\_microsim <- pp\_microsim %>%  
 mutate(sector\_name = factor(sector, levels = c(1, 2, 3),  
 labels = c("Agriculture",   
 "Manufacturing", "Services"))  
 )

Step 5: No sector for OLF and clonevar industry=sector (this from original Stata code).

pp\_microsim <- pp\_microsim %>%  
 mutate(lstatus = as.numeric(lstatus),  
 sector = if\_else(lstatus == 4, as.character(NA), as.character(sector)),  
 industry = as.factor(sector)) %>%   
 mutate(sector\_w = sector) # We need this for reweighting and not messing up   
 # and not mess up the regression below.

### 4.3 The regression

Prepare the data.

pp\_microsim <- pp\_microsim %>%  
 mutate(  
 educy2 = educy^2,  
 age2 = age^2,  
 male = case\_when(  
 gender == 1 ~ 1,  
 gender == 2 ~ 0  
 ),  
 lnlab = log(annual\_labor\_total),  
 simuli = NA\_real\_ # Initialize simuli  
 )

Filter the data for regression conditions.

regression\_data <- pp\_microsim %>%  
 filter(employed == TRUE & outlier == FALSE & missings == FALSE)

Regression model.

model <- lm(lnlab ~ age + gender + educy + age2 + marz + sector,   
 data = regression\_data)

Predict for specific conditions

pp\_microsim <- pp\_microsim %>%  
 mutate(  
 condition = (lstatus == 1 & (outlier == TRUE | missings == TRUE))  
 )

Applying predictions.

Note: The ‘predict’ function in R does not directly support conditions within the function call, so we handle this by filtering or subsetting the data as needed.

temp2 equivalent - Note: ‘type = “response”’ might be needed depending on model type.

pp\_microsim$simuli[pp\_microsim$condition==TRUE] <- exp(  
 predict(model, pp\_microsim[pp\_microsim$condition==TRUE, ], type = "response"))

Handling negative values in ‘simuli’.

pp\_microsim <- pp\_microsim %>%  
 mutate(  
 simuli = if\_else(simuli < 0, 0, simuli)  
 )

There were 8 observations that met the criteria:

We will replace annual\_labor\_total with this value for those observations.

pp\_microsim <- pp\_microsim %>%  
 mutate(annual\_labor\_total = if\_else(  
 employed == TRUE & (outlier == TRUE | missings == TRUE),  
 simuli, annual\_labor\_total))  
  
# And get monthly incomes for everyone  
pp\_microsim <- pp\_microsim %>%   
 mutate(monthly\_labor\_income = annual\_labor\_total / 12)

Merging datasets.

pp\_microsim <- pp\_microsim %>%  
 left\_join(consumption\_aggregates, by = "hhid")

### 4.4 Total income and shares

Total labor income at HH level.

pp\_microsim <- pp\_microsim %>%  
 group\_by(hhid) %>%  
 mutate(lab\_hh = sum(annual\_labor\_total, na.rm = TRUE)) %>%  
 ungroup()

Monthly incomes come from the ic data set.

incomes <- ic %>%   
 select(interview\_\_key, inc1, inc2, inc3, inc4, inc5, inc6, inc7, inc8)

Total income at HH level (the commented out portion was a less efficient way of accomplishing the same result of coalescing NAs to 0 so that the sum can be performed). Note that here we need to use the magittr pipe %>% instead of the newer Native Pipe %>% , because we need to reference the correct scope with the dot ..

pp\_microsim <- pp\_microsim %>%  
 left\_join(incomes, by = c("hhid" = "interview\_\_key")) %>%  
 mutate(across(inc5:inc8, ~replace\_na(., 0))) %>%  
 mutate(nli\_hh = 12 \* rowSums(select(., inc5:inc8), na.rm = TRUE)) %>%  
 mutate(income\_hh = lab\_hh + nli\_hh)  
  
# pp\_microsim <- pp\_microsim %>%  
# left\_join(incomes, join\_by(hhid == interview\_\_key)) %>%   
# mutate(nli\_hh = ( coalesce(inc5) +   
# coalesce(inc6) +  
# coalesce(inc7) +  
# coalesce(inc8)) \* 12) %>%   
# mutate(income\_hh = lab\_hh + nli\_hh)

Calculating shares:

pp\_microsim <- pp\_microsim %>%  
 mutate(  
 s\_lab = lab\_hh / income\_hh,  
 s\_nli = nli\_hh / income\_hh,  
 lny = log(income\_hh),  
 lnc = log(yhh), # comes from consumption aggregates  
 mpc = yhh / income\_hh  
 )

Shares of labor and non-labor income, and additional calculations.

pp\_microsim <- pp\_microsim %>%  
 mutate(  
 share = if\_else(employed == TRUE, annual\_labor\_total / lab\_hh, NA\_real\_),  
 ylb = yhh \* s\_lab,  
 ynl = yhh \* (1 - s\_lab),  
 ylbi = if\_else(employed == TRUE, ylb \* share, NA\_real\_)  
 )

Final subset of data.

pp\_microsim <- pp\_microsim %>%  
 select(hhid, pid, industry, yhh, ylb, ynl, ylbi, salaried,  
 rural, hhsize,hhsize\_R, marz.x, aepc, yhh, wgt\_adj, weight,   
 Foodpovln2022, Lpovln2022, Upovln2022, Avpovln2022,   
 poor\_Foodpovln2022, poor\_Lpovln2022, poor\_Upovln2022,   
 poor\_Avpovln2022, decile, zone, urb\_rur,  
 gender, age, head, rel, zone, educy, calif, sector, sector\_name,  
 annual\_labor\_total,annual\_labor\_income\_primary,  
 annual\_labor\_income\_secondary,monthly\_labor\_income,  
 lstatus, sector\_w, NAM\_1 ) %>%   
 rename(marz = marz.x)  
  
# Exporting to Stata (might be necessary for reweigthing with wentropy)  
# write\_dta(pp\_microsim, path = "outputs/pp\_microsim.dta", version = 10)

## 5 UN Population Projections

Now we are ready to move to our demographic projections and macroeconomic model information.

First, filtering based on country (our iso variable).

population\_projections <- population\_projections %>%   
 filter(country == iso)

Collapsing data by summing up variables starting with “yf” and “ym” and reshaping data to long format.

population\_projections <- population\_projections %>%  
 group\_by(Variant, country, cohort) %>%  
 summarize(across(starts\_with(c("yf", "ym")), sum)) %>%  
 ungroup()

`summarise()` has grouped output by 'Variant', 'country'. You can override  
using the `.groups` argument.

population\_projections <- pivot\_longer(population\_projections,  
 cols = starts\_with(c("yf", "ym")),  
 names\_to = c(".value", "year"),  
 names\_pattern = "(yf|ym)(.\*)")

Creating new variable total\_population as the sum of yf and ym. Dropping country variables.

population\_projections <- population\_projections %>%  
 mutate(total\_population = yf + ym) %>%  
 select( -country) %>%   
 mutate(year = as.numeric(year))

Summarizing the year to find the range.

minyear <- surveyyear # Make sure `surveyyear` is correctly defined  
maxyear <- max(as.numeric(population\_projections$year))  
  
# Print the year range as a check  
print(paste("Min Year:", minyear, "- Max Year:", maxyear))

[1] "Min Year: 2022 - Max Year: 2100"

# With minyear and maxyear defined above  
# Initialize a list to store growth data  
pop\_growth <- list()  
  
# Loop over variants  
variants <- unique(population\_projections$Variant)  
for (variant in variants) {  
 for (t in minyear:maxyear) {  
   
 # Calculate population for year t  
 pop\_t <- population\_projections %>%  
 filter(year == t, Variant == variant) %>%  
 summarize(sum\_pop = sum(total\_population)) %>%  
 pull(sum\_pop)  
   
 # Calculate population for base year  
 pop\_base <- population\_projections %>%  
 filter(year == minyear, Variant == variant) %>%  
 summarize(sum\_pop = sum(total\_population)) %>%  
 pull(sum\_pop)  
   
 # Calculate growth rate and store in list with dynamic naming  
 growth\_rate <- pop\_t / pop\_base  
 pop\_growth[[paste0(t, "\_", variant)]] <- list(  
 growth\_rate = growth\_rate, pop\_t = pop\_t  
 )  
 }  
}  
  
# Convert list to dataframe  
pop\_growth <- do.call(rbind, lapply(names(pop\_growth), function(x) {  
 # Extract year and variant from the name  
 parts <- unlist(strsplit(x, "\_"))  
 year <- as.integer(parts[1])  
 variant <- parts[2]  
   
 # Create a tibble for each entry  
 tibble(year = year,   
 variant = variant,   
 total\_population = pop\_growth[[x]]$pop\_t,  
 pop\_growth\_rate = pop\_growth[[x]]$growth\_rate)  
}))  
  
# Arrange the dataframe for better readability  
pop\_growth <- arrange(pop\_growth, variant, year)  
  
# Display the first few rows of the dataframe  
pop\_growth[c(1:09),]

# A tibble: 9 × 4  
 year variant total\_population pop\_growth\_rate  
 <int> <chr> <dbl> <dbl>  
1 2022 Constant-fertility 2780. 1   
2 2023 Constant-fertility 2778. 0.999  
3 2024 Constant-fertility 2778. 0.999  
4 2025 Constant-fertility 2776. 0.998  
5 2026 Constant-fertility 2774. 0.998  
6 2027 Constant-fertility 2770. 0.996  
7 2028 Constant-fertility 2766. 0.995  
8 2029 Constant-fertility 2761. 0.993  
9 2030 Constant-fertility 2755. 0.991

We load elasticities.

elasticities <- c(0.82, 0.9, 0.79) # Agr, Manuf, Services  
yearsto <- c(2030)

## 6 Macro Scenarios

The following code accomplishes the following:

* Import data from Excel sheets corresponding to each scenario and combine them into one data frame.
* Rename columns, create a ‘scenid’ to identify scenarios, and merge with population projections.
* Calculate real wages and consumption per capita.

# Macro Scenario File imported in "Datasets" section (scenario\_file)   
sheets <- excel\_sheets(scenario\_file)  
scenario\_sheets <- sheets[c(1,2,3)]  
  
# Define the names of the scenarios and the variants  
# modify list with the tab numbers in the Excel file  
scenarios <- scenario\_sheets %>%  
 # Convert all text to lowercase  
 str\_to\_lower() %>%   
 # Replace all spaces and hyphens with underscores  
 str\_replace\_all("[ -]", "\_") %>%  
 # Remove the word 'scenario' or 'scenarios'  
 str\_remove\_all("scenario?s?") %>%  
 # Remove leading and trailing underscores  
 str\_replace\_all("^\_+|\_+$", "")   
  
# Create an empty list to store data frames for each scenario  
scen\_data\_list <- list()  
  
# Import data for each scenario and store it in the list  
for (i in seq\_along(scenarios)) {  
 sheet\_data <- read\_excel(scenario\_file,   
 sheet = scenario\_sheets[i],   
 range = "B3:AT31",  
 col\_names = FALSE)  
 sheet\_data$scenario\_id <- scenarios[i]  
 colnames(sheet\_data) <- scenario\_varlist$var\_short\_name  
 scen\_data\_list[[i]] <- sheet\_data  
}

New names:  
New names:  
New names:  
• `` -> `...1`  
• `` -> `...2`  
• `` -> `...3`  
• `` -> `...4`  
• `` -> `...5`  
• `` -> `...6`  
• `` -> `...7`  
• `` -> `...8`  
• `` -> `...9`  
• `` -> `...10`  
• `` -> `...11`  
• `` -> `...12`  
• `` -> `...13`  
• `` -> `...14`  
• `` -> `...15`  
• `` -> `...16`  
• `` -> `...17`  
• `` -> `...18`  
• `` -> `...19`  
• `` -> `...20`  
• `` -> `...21`  
• `` -> `...22`  
• `` -> `...23`  
• `` -> `...24`  
• `` -> `...25`  
• `` -> `...26`  
• `` -> `...27`  
• `` -> `...28`  
• `` -> `...29`  
• `` -> `...30`  
• `` -> `...31`  
• `` -> `...32`  
• `` -> `...33`  
• `` -> `...34`  
• `` -> `...35`  
• `` -> `...36`  
• `` -> `...37`  
• `` -> `...38`  
• `` -> `...39`  
• `` -> `...40`  
• `` -> `...41`  
• `` -> `...42`  
• `` -> `...43`  
• `` -> `...44`  
• `` -> `...45`

# Combine all data frames into one  
combined\_data <- bind\_rows(scen\_data\_list)  
  
# Rename population\_m from the data set because we will use   
# UN pop projections from the other data set.  
combined\_data <- combined\_data %>%   
 rename(population\_m\_macrodata = population\_m)  
  
# Calculate real wages  
combined\_data <- combined\_data %>%  
 mutate(rwage\_agr\_m\_amd = wage\_agr\_m\_amd / cpi,  
 rwage\_man\_m\_amd = wage\_man\_m\_amd / cpi,  
 rwage\_ser\_m\_amd = wage\_ser\_m\_amd / cpi)  
  
pop\_data <- population\_projections %>%   
 group\_by(Variant, year) %>%   
 summarize(female = sum(yf),  
 male = sum(ym),  
 total\_population = sum(total\_population) ) %>%   
 ungroup()

`summarise()` has grouped output by 'Variant'. You can override using the  
`.groups` argument.

# Filter population data to macro model years  
pop\_data <- pop\_data %>%   
 filter(year <= max(combined\_data$year),  
 Variant == variants[7])  
# Merge the combined data with population projections  
macro\_data <- combined\_data %>%  
 left\_join(pop\_data, by = c("year"))  
  
# Calculate consumption per capita and other totals  
macro\_data <- macro\_data %>%  
 mutate(  
 consumption\_pc = consumption\_b\_amd / (total\_population),  
 total\_employment = lab\_agr\_1000p + lab\_man\_1000p + lab\_ser\_1000p,  
 employment\_rate = working\_age\_pop\_m / total\_population  
 )  
  
# Function to add growth rate columns directly in the dataframe  
calculate\_growth <- function(data, value\_column) {  
 growth\_col\_name <- paste0(value\_column, "\_growth") # dynamic name for growth column  
 data %>%  
 arrange(year) %>%  
 group\_by(Variant, scenario\_id) %>%  
 mutate(  
 base\_value = first(!!sym(value\_column)),  
 !!sym(growth\_col\_name) := !!sym(value\_column) / base\_value  
 ) %>%  
 select(-base\_value) %>% # optionally remove base\_value column if not needed  
 ungroup()  
}  
  
# Columns to calculate growth for  
value\_columns <- c(  
 "gdp\_b\_amd", # GDP  
 "consumption\_b\_amd", # Consumption  
 "consumption\_pc", # Consumption PC  
 "remittances\_b\_amd", # Remittances  
 "total\_employment", # Employment  
 "employment\_rate", # Employment rate  
 "working\_age\_pop\_m", # Working age population  
 "va\_agr\_b\_amd", # Value added agriculture  
 "va\_man\_b\_amd", # Value added manufacturing  
 "va\_ser\_b\_amd", # Value added services  
 "wage\_agr\_m\_amd", # Nominal wage agriculture  
 "wage\_man\_m\_amd", # Nominal wage manufacturing  
 "wage\_ser\_m\_amd", # Nominal wage services  
 "rwage\_agr\_m\_amd", # Real wage agriculture  
 "rwage\_man\_m\_amd", # Real wage manufacturing  
 "rwage\_ser\_m\_amd" # Real wage services  
 )  
  
# Applying the growth calculation to the macro\_data for each column  
for (col in value\_columns) {  
 macro\_data <- calculate\_growth(macro\_data, col)  
}  
  
# Now `macro\_data` will have growth rate columns for each of the variables listed  
# We rearrange the dataset for clarity  
macro\_data <- macro\_data %>%   
 relocate(scenario\_id, Variant, .before = year) %>%   
 arrange(scenario\_id, Variant, year)  
  
# write.table(macro\_data, "clipboard", sep="\t", row.names=FALSE)

## 7 Reweighting of the dataset

### 7.1 Aggregation of population data

This is based on a custom command to reweight the survey according to macroeconomic data for every possible combination of variant, year, and country. In the macro data we know they only used the “medium” variant and we only need to reweight for a specific year (2030) for Armenia (ARM), so we will conduct the reweighting directly with these parameters.

# We join several cohorts from 0 to 29 years old and from  
# 60 onwards, because the reweighting procedure works  
# best if each category is at least 5% of the population  
# The solution here works best for Armenia.  
  
population\_projections <- population\_projections %>%  
 # filter(Variant == "Medium") %>%  
 # Recoding cohorts into ordered factors  
 mutate(cohort\_short = factor(case\_when(  
 cohort %in% c("P0004", "P0509","P1014",  
 "P1519","P2024", "P2529") ~ "P0029",  
 cohort %in% c("P3034", "P3539") ~ "P3039",  
 cohort %in% c("P4044", "P4549") ~ "P4049",  
 cohort %in% c("P5054", "P5559") ~ "P5059",  
 cohort %in% c("P6064", "P6569","P7074", "P7579",  
 "P8084", "P8589", "P9094", "P9599",  
 "P100up") ~ "P60up"  
 ), levels = c("P0029", "P3039",  
 "P4049", "P5059", "P60up"))) %>%  
  
 # Convert factor 'cohort' to numeric codes  
 mutate(cohort\_code = as.integer(cohort\_short))  
  
# Checking the resulting dataset  
print(pop\_data)

# A tibble: 60 × 5  
 Variant year female male total\_population  
 <chr> <dbl> <dbl> <dbl> <dbl>  
 1 Medium 1991 1867. 1750. 3618.  
 2 Medium 1992 1850. 1724. 3575.  
 3 Medium 1993 1799. 1658. 3457.  
 4 Medium 1994 1763. 1610. 3374.  
 5 Medium 1995 1741. 1581. 3323.  
 6 Medium 1996 1731. 1568. 3299.  
 7 Medium 1997 1719. 1552. 3271.  
 8 Medium 1998 1705. 1535. 3241.  
 9 Medium 1999 1689. 1517. 3206.  
10 Medium 2000 1672. 1496. 3169.  
# ℹ 50 more rows

Let’s now create cohorts in our pp\_microsim data to match our population projection data.

# Convert 'age' into 'cohort' factor with levels ordered as specified  
pp\_microsim <- pp\_microsim %>%  
 mutate(cohort = factor(case\_when(  
 age >= 0 & age <= 29 ~ "P0029",  
 age >= 30 & age <= 39 ~ "P3039",  
 age >= 40 & age <= 49 ~ "P4049",  
 age >= 50 & age <= 59 ~ "P5059",  
 age >= 60 ~ "P60up"  
 ), levels = c("P0029", "P3039", "P4049", "P5059", "P60up")))  
  
# Convert the 'cohort' and 'gender' factor to numeric codes  
pp\_microsim <- pp\_microsim %>%  
 mutate(cohort\_code = as.integer(cohort)) %>%   
 mutate(gender\_code = as.integer(gender))

We also need demographic targets for 2030

# Ensure pop\_targets\_2030 is correctly prepared  
# We use the "Medium" variant = variants[7]  
pop\_targets\_2030 <- population\_projections %>%   
 filter(year == 2030, Variant == variants[7]) %>%   
 group\_by(cohort\_code, cohort\_short) %>%   
 summarize(female = sum(yf),  
 male = sum(ym),   
 total = sum(total\_population),  
 ) %>%  
 ungroup()

`summarise()` has grouped output by 'cohort\_code'. You can override using the  
`.groups` argument.

pop\_total <- sum(pop\_targets\_2030$total)  
  
pop\_targets\_2030 <- pop\_targets\_2030 %>%   
 mutate(pct\_total = total / pop\_total)  
  
#writeClipboard(pop\_targets\_2030)  
# write.table(pop\_targets\_2030, "clipboard", sep="\t", row.names=FALSE)

And economic targets from our macroeconomic scenario data. We deal with this later. Should come back to fix this so we can automate.

# economic\_targets\_2030 <- macro\_data %>%  
# filter(year == 2030, Variant == "Medium", scenario\_id == "baseline") %>%  
# summarize(  
# target\_lab\_agr = sum(lab\_agr\_1000p \* 1000),  
# target\_lab\_man = sum(lab\_man\_1000p \* 1000),  
# target\_lab\_ser = sum(lab\_ser\_1000p \* 1000)  
# )

For a better representation of the labor market, we will take into account the combination between labor status and economic sector of the employed and adjust that combination according to the macrodata so that we can accurately model changes in total employment, sector distribution of the employed and overall population changes.

pp\_microsim <- pp\_microsim %>%   
 mutate(lmarket = case\_when(  
 lstatus == 1 & sector\_w == 1 ~ 1, # Agriculture  
 lstatus == 1 & sector\_w == 2 ~ 2, # Manufactures  
 lstatus == 1 & sector\_w == 3 ~ 3, # Services  
 lstatus == 2 & is.na(sector\_w) ~ 4, # Unemployed  
 lstatus == 3 & is.na(sector\_w) ~ 4, # Unemployed  
 lstatus == 4 & is.na(sector\_w) ~ 5, # OLF  
   
 ))

Note that the differences between the totals of the survey and the macro file for the base year are very much different. We’ll adjust the survey only with relative growth instead of total numbers so that labor income doesn’t change completely.

### 7.2 Reweigting

We use anesrake to calculate targets from known future proportions of sex, age, economic sector. We first create a target list.

# Target for each variable  
  
gender\_code <- c(  
 sum(pop\_targets\_2030$male) /   
 (sum(pop\_targets\_2030$male)+ sum(pop\_targets\_2030$female)),   
 sum(pop\_targets\_2030$female) /   
 (sum(pop\_targets\_2030$male)+ sum(pop\_targets\_2030$female)))  
  
cohort\_code <- pop\_targets\_2030$pct\_total  
  
# Four digits are better than two in this case, raking is quite accurate.  
lmarket\_baseline <- c(0.1342, 0.0494, 0.2611, 0.2473, 0.3080)  
lmarket\_dry\_hot <- c(0.1369, 0.0489, 0.2593, 0.2473, 0.3076)  
lmarket\_nzs <- c(0.1251, 0.0516, 0.2623, 0.2516, 0.3094)  
# Note how similar the scenarios are  
  
# Target list baseline  
targets\_baseline <- list(gender\_code  
 , cohort\_code  
 , lmarket\_baseline  
 )  
  
names(targets\_baseline) <- c("gender\_code",   
 "cohort\_code",   
 "lmarket"  
 )  
  
# Target list Dry/Hot  
targets\_dry\_hot <- list(gender\_code  
 , cohort\_code  
 , lmarket\_dry\_hot  
 )  
  
names(targets\_dry\_hot) <- c("gender\_code",   
 "cohort\_code",   
 "lmarket"  
 )  
  
# Target list NZS  
targets\_nzs <- list(gender\_code  
 , cohort\_code  
 , lmarket\_nzs  
 )  
  
names(targets\_nzs) <- c("gender\_code",   
 "cohort\_code",   
 "lmarket"  
 )

And now we perform the reweighting, using the original weights. Initially we had used the default option type = “pctlim” combined with pctlim=0.05, because the method recommends that if reweighting changes for one variable according to its target are not of at least 5%, then it’s not worth burdening the procedure with it. It then ignored sex as a reweighting variable, leaving a small percentage difference between the target and the final population. However, we then tried removing this limitation and the procedure reached convergence in 33 iterations very efficiently.

# Since this uses base R, we need to turn the data frame into base R object  
rakedata <- as.data.frame(pp\_microsim)  
  
anesrake::anesrakefinder(targets\_baseline, rakedata, choosemethod = "total")

gender\_code cohort\_code lmarket   
 0.03626510 0.09677000 0.07172418

outsave <- anesrake::anesrake(targets\_baseline,   
 rakedata,   
 caseid = rakedata$pid,   
 #verbose = FALSE,  
 choosemethod = "total",  
 #type = "pctlim",  
 type = "nolim",  
 #cap = 100,  
 #pctlim = 0.05,  
 nlim = 3,  
 iterate = TRUE,  
 force1 = TRUE,  
 verbose = TRUE,  
 weightvec = rakedata$weight)

[1] "Raking...Iteration 1"  
[1] "Current iteration changed total weights by 2361.17708851471"  
[1] "Raking...Iteration 2"  
[1] "Current iteration changed total weights by 343.154685460483"  
[1] "Raking...Iteration 3"  
[1] "Current iteration changed total weights by 50.282147123565"  
[1] "Raking...Iteration 4"  
[1] "Current iteration changed total weights by 15.5324150051193"  
[1] "Raking...Iteration 5"  
[1] "Current iteration changed total weights by 4.9125427648284"  
[1] "Raking...Iteration 6"  
[1] "Current iteration changed total weights by 1.55433042098091"  
[1] "Raking...Iteration 7"  
[1] "Current iteration changed total weights by 0.491570475878754"  
[1] "Raking...Iteration 8"  
[1] "Current iteration changed total weights by 0.15548860353216"  
[1] "Raking...Iteration 9"  
[1] "Current iteration changed total weights by 0.0491861537407502"  
[1] "Raking...Iteration 10"  
[1] "Current iteration changed total weights by 0.0155594639669022"  
[1] "Raking...Iteration 11"  
[1] "Current iteration changed total weights by 0.00492206801523239"  
[1] "Raking...Iteration 12"  
[1] "Current iteration changed total weights by 0.0015570434063234"  
[1] "Raking...Iteration 13"  
[1] "Current iteration changed total weights by 0.000492553986909977"  
[1] "Raking...Iteration 14"  
[1] "Current iteration changed total weights by 0.00015581417334512"  
[1] "Raking...Iteration 15"  
[1] "Current iteration changed total weights by 4.92901435997922e-05"  
[1] "Raking...Iteration 16"  
[1] "Current iteration changed total weights by 1.55924099685123e-05"  
[1] "Raking...Iteration 17"  
[1] "Current iteration changed total weights by 4.9324913638793e-06"  
[1] "Raking...Iteration 18"  
[1] "Current iteration changed total weights by 1.56034048766351e-06"  
[1] "Raking...Iteration 19"  
[1] "Current iteration changed total weights by 4.93596604533852e-07"  
[1] "Raking...Iteration 20"  
[1] "Current iteration changed total weights by 1.56144157131832e-07"  
[1] "Raking...Iteration 21"  
[1] "Current iteration changed total weights by 4.93947955038099e-08"  
[1] "Raking...Iteration 22"  
[1] "Current iteration changed total weights by 1.56252071836782e-08"  
[1] "Raking...Iteration 23"  
[1] "Current iteration changed total weights by 4.94344779000677e-09"  
[1] "Raking...Iteration 24"  
[1] "Current iteration changed total weights by 1.56241772297783e-09"  
[1] "Raking...Iteration 25"  
[1] "Current iteration changed total weights by 4.95822036206128e-10"  
[1] "Raking...Iteration 26"  
[1] "Current iteration changed total weights by 1.56211973911802e-10"  
[1] "Raking...Iteration 27"  
[1] "Current iteration changed total weights by 5.09479958221704e-11"  
[1] "Raking...Iteration 28"  
[1] "Current iteration changed total weights by 1.42659634105868e-11"  
[1] "Raking...Iteration 29"  
[1] "Current iteration changed total weights by 6.37030705963326e-12"  
[1] "Raking...Iteration 30"  
[1] "Current iteration changed total weights by 2.28768393117917e-12"  
[1] "Raking...Iteration 31"  
[1] "Current iteration changed total weights by 2.2706836411146e-12"  
[1] "Raking converged in 31 iterations"

summary(outsave)

$convergence  
[1] "Complete convergence was achieved after 31 iterations"  
  
$base.weights  
[1] "Using Base Weights Provided"  
  
$raking.variables  
[1] "gender\_code" "cohort\_code" "lmarket"   
  
$weight.summary  
 Min. 1st Qu. Median Mean 3rd Qu. Max.   
 0.1034 0.6700 0.9288 1.0000 1.2682 3.3858   
  
$selection.method  
[1] "variable selection conducted using \_nolim\_ - discrepancies selected using \_total\_."  
  
$general.design.effect  
[1] 1.244831  
  
$gender\_code  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in %  
<NA> 0.4514133 NA NA NA NA NA  
<NA> 0.5485867 NA NA NA NA NA  
Total 1.0000000 0 0 0 0 0  
 Resid. Disc. Orig. Disc.  
<NA> NA NA  
<NA> NA NA  
Total 0 0  
  
$cohort\_code  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in %  
<NA> 0.3638899 NA NA NA NA NA  
<NA> 0.1420277 NA NA NA NA NA  
<NA> 0.1630905 NA NA NA NA NA  
<NA> 0.1042513 NA NA NA NA NA  
<NA> 0.2267405 NA NA NA NA NA  
Total 1.0000000 0 0 0 0 0  
 Resid. Disc. Orig. Disc.  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
Total 0 0  
  
$lmarket  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in % Resid. Disc.  
<NA> 0.1342 NA NA NA NA NA NA  
<NA> 0.0494 NA NA NA NA NA NA  
<NA> 0.2611 NA NA NA NA NA NA  
<NA> 0.2473 NA NA NA NA NA NA  
<NA> 0.3080 NA NA NA NA NA NA  
Total 1.0000 0 0 0 0 0 0  
 Orig. Disc.  
<NA> NA  
<NA> NA  
<NA> NA  
<NA> NA  
<NA> NA  
Total 0

# add weights to the dataset  
  
rakedata$weight\_2030\_baseline <- unlist(outsave[1])  
n <- length(rakedata$sector)  
  
# Calculate the sum of original weights  
original\_weight\_sum <- sum(rakedata$weight)  
  
# # Target scaling for original weights  
  
original\_weight\_scaling\_factor <-  
 pop\_data$total\_population[pop\_data$year == 2030] /  
 pop\_data$total\_population[pop\_data$year == 2022]  
  
# Scaled original weights  
original\_weight\_sum <- (original\_weight\_sum   
 \* original\_weight\_scaling\_factor)  
  
# Calculate the sum of the new weights  
new\_weight\_sum <- sum(rakedata$weight\_2030\_baseline)  
  
# Scale the new weights to match the sum of the original weights  
scaling\_factor <- original\_weight\_sum / new\_weight\_sum  
rakedata$weight\_2030\_baseline <- rakedata$weight\_2030\_baseline \* scaling\_factor  
  
# Verify the adjustment  
head(rakedata[, c("weight", "weight\_2030\_baseline")])

weight weight\_2030\_baseline  
1 185.7685 175.0700  
2 185.7685 188.2168  
3 122.7176 101.5832  
4 185.7685 191.8185  
5 326.8796 264.5755  
6 326.8796 337.5253

summary(rakedata$weight\_2030\_baseline)

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 15.87 102.86 142.59 153.52 194.69 519.78

summary(rakedata$weight)

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 21.48 109.82 156.33 154.68 192.16 326.88

hh\_size <- rakedata %>%   
 select(hhid, hhsize) %>%   
 mutate(ones = 1,  
 hhsize\_old = hhsize) %>%   
 group\_by(hhid) %>%   
 summarize(hhsize = sum(ones, na.rm = TRUE)) %>%   
 ungroup()  
  
rakedata <- rakedata %>%  
 rename(hhsize\_old = hhsize) %>%   
 left\_join(hh\_size, join\_by(hhid)) %>%   
 relocate(weight, .before = weight\_2030\_baseline) %>%   
 mutate(hh\_weight\_2030\_baseline = weight\_2030\_baseline / hhsize)  
  
pp\_microsim <- tibble(rakedata)  
rm(rakedata)

We now do the Dry/Hot Scenario. The efficient way of doing this is through a loop or sapply, but as we’re strapped for time we will just repeat the code. (Needs rework.)

# Since this uses base R, we need to turn the data frame into base R object  
rakedata <- as.data.frame(pp\_microsim)  
  
anesrake::anesrakefinder(targets\_dry\_hot, rakedata, choosemethod = "total")

gender\_code cohort\_code lmarket   
 0.03626510 0.09677000 0.06632418

outsave <- anesrake::anesrake(targets\_dry\_hot,   
 rakedata,   
 caseid = rakedata$pid,   
 #verbose = FALSE,  
 choosemethod = "total",  
 #type = "pctlim",  
 type = "nolim",  
 #cap = 100,  
 #pctlim = 0.05,  
 nlim = 3,  
 iterate = TRUE,  
 force1 = TRUE,  
 verbose = TRUE,  
 weightvec = rakedata$weight)

[1] "Raking...Iteration 1"  
[1] "Current iteration changed total weights by 2346.39562345486"  
[1] "Raking...Iteration 2"  
[1] "Current iteration changed total weights by 325.326676946962"  
[1] "Raking...Iteration 3"  
[1] "Current iteration changed total weights by 47.6038687445994"  
[1] "Raking...Iteration 4"  
[1] "Current iteration changed total weights by 14.7805325726215"  
[1] "Raking...Iteration 5"  
[1] "Current iteration changed total weights by 4.67536358935004"  
[1] "Raking...Iteration 6"  
[1] "Current iteration changed total weights by 1.48066518168051"  
[1] "Raking...Iteration 7"  
[1] "Current iteration changed total weights by 0.468649510562274"  
[1] "Raking...Iteration 8"  
[1] "Current iteration changed total weights by 0.148353295202568"  
[1] "Raking...Iteration 9"  
[1] "Current iteration changed total weights by 0.046965177901018"  
[1] "Raking...Iteration 10"  
[1] "Current iteration changed total weights by 0.0148683286004776"  
[1] "Raking...Iteration 11"  
[1] "Current iteration changed total weights by 0.00470705840641751"  
[1] "Raking...Iteration 12"  
[1] "Current iteration changed total weights by 0.00149017464214521"  
[1] "Raking...Iteration 13"  
[1] "Current iteration changed total weights by 0.000471763960322724"  
[1] "Raking...Iteration 14"  
[1] "Current iteration changed total weights by 0.000149352453236176"  
[1] "Raking...Iteration 15"  
[1] "Current iteration changed total weights by 4.72824469837235e-05"  
[1] "Raking...Iteration 16"  
[1] "Current iteration changed total weights by 1.49688183763291e-05"  
[1] "Raking...Iteration 17"  
[1] "Current iteration changed total weights by 4.7388742776544e-06"  
[1] "Raking...Iteration 18"  
[1] "Current iteration changed total weights by 1.50024780687374e-06"  
[1] "Raking...Iteration 19"  
[1] "Current iteration changed total weights by 4.74952141560347e-07"  
[1] "Raking...Iteration 20"  
[1] "Current iteration changed total weights by 1.50361528755694e-07"  
[1] "Raking...Iteration 21"  
[1] "Current iteration changed total weights by 4.76025212442499e-08"  
[1] "Raking...Iteration 22"  
[1] "Current iteration changed total weights by 1.50707414187101e-08"  
[1] "Raking...Iteration 23"  
[1] "Current iteration changed total weights by 4.77042699786878e-09"  
[1] "Raking...Iteration 24"  
[1] "Current iteration changed total weights by 1.50992897351987e-09"  
[1] "Raking...Iteration 25"  
[1] "Current iteration changed total weights by 4.77459433101401e-10"  
[1] "Raking...Iteration 26"  
[1] "Current iteration changed total weights by 1.5339025882799e-10"  
[1] "Raking...Iteration 27"  
[1] "Current iteration changed total weights by 4.58121596214056e-11"  
[1] "Raking...Iteration 28"  
[1] "Current iteration changed total weights by 1.52340223769087e-11"  
[1] "Raking...Iteration 29"  
[1] "Current iteration changed total weights by 6.39277519809411e-12"  
[1] "Raking...Iteration 30"  
[1] "Current iteration changed total weights by 1.47665213390269e-12"  
[1] "Raking...Iteration 31"  
[1] "Current iteration changed total weights by 4.05270261794044e-12"  
[1] "Raking converged in 31 iterations"

summary(outsave)

$convergence  
[1] "Complete convergence was achieved after 31 iterations"  
  
$base.weights  
[1] "Using Base Weights Provided"  
  
$raking.variables  
[1] "gender\_code" "cohort\_code" "lmarket"   
  
$weight.summary  
 Min. 1st Qu. Median Mean 3rd Qu. Max.   
 0.1032 0.6669 0.9316 1.0000 1.2685 3.3775   
  
$selection.method  
[1] "variable selection conducted using \_nolim\_ - discrepancies selected using \_total\_."  
  
$general.design.effect  
[1] 1.243531  
  
$gender\_code  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in %  
<NA> 0.4514133 NA NA NA NA NA  
<NA> 0.5485867 NA NA NA NA NA  
Total 1.0000000 0 0 0 0 0  
 Resid. Disc. Orig. Disc.  
<NA> NA NA  
<NA> NA NA  
Total 0 0  
  
$cohort\_code  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in %  
<NA> 0.3638899 NA NA NA NA NA  
<NA> 0.1420277 NA NA NA NA NA  
<NA> 0.1630905 NA NA NA NA NA  
<NA> 0.1042513 NA NA NA NA NA  
<NA> 0.2267405 NA NA NA NA NA  
Total 1.0000000 0 0 0 0 0  
 Resid. Disc. Orig. Disc.  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
Total 0 0  
  
$lmarket  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in % Resid. Disc.  
<NA> 0.1369 NA NA NA NA NA NA  
<NA> 0.0489 NA NA NA NA NA NA  
<NA> 0.2593 NA NA NA NA NA NA  
<NA> 0.2473 NA NA NA NA NA NA  
<NA> 0.3076 NA NA NA NA NA NA  
Total 1.0000 0 0 0 0 0 0  
 Orig. Disc.  
<NA> NA  
<NA> NA  
<NA> NA  
<NA> NA  
<NA> NA  
Total 0

# add weights to the dataset  
  
rakedata$weight\_2030\_dry\_hot <- unlist(outsave[1])  
  
# Calculate the sum of original weights  
original\_weight\_sum <- sum(rakedata$weight)  
  
# Target scaling for original weights  
  
original\_weight\_scaling\_factor <-  
 pop\_data$total\_population[pop\_data$year == 2030] /  
 pop\_data$total\_population[pop\_data$year == 2022]  
  
# Scaled original weights  
original\_weight\_sum <- (original\_weight\_sum   
 \* original\_weight\_scaling\_factor)  
  
# Calculate the sum of the new weights  
new\_weight\_sum <- sum(rakedata$weight\_2030\_dry\_hot)  
  
# Scale the new weights to match the sum of the original weights  
scaling\_factor <- original\_weight\_sum / new\_weight\_sum  
rakedata$weight\_2030\_dry\_hot <- rakedata$weight\_2030\_dry\_hot \* scaling\_factor  
  
# Verify the adjustment  
head(rakedata[, c("weight", "weight\_2030\_dry\_hot")])

weight weight\_2030\_dry\_hot  
1 185.7685 174.1517  
2 185.7685 188.2564  
3 122.7176 101.8126  
4 185.7685 190.5865  
5 326.8796 263.8479  
6 326.8796 335.3575

summary(rakedata$weight\_2030\_dry\_hot)

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 15.84 102.38 143.01 153.52 194.73 518.52

summary(rakedata$weight)

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 21.48 109.82 156.33 154.68 192.16 326.88

rakedata <- rakedata %>%   
 mutate(hh\_weight\_2030\_dry\_hot = weight\_2030\_dry\_hot / hhsize)  
  
pp\_microsim <- tibble(rakedata)  
rm(rakedata)

Let’s add the NZS scenario

# Since this uses base R, we need to turn the data frame into base R object  
rakedata <- as.data.frame(pp\_microsim)  
  
anesrake::anesrakefinder(targets\_nzs, rakedata, choosemethod = "total")

gender\_code cohort\_code lmarket   
 0.03626510 0.09677000 0.08132418

outsave <- anesrake::anesrake(targets\_nzs,   
 rakedata,   
 caseid = rakedata$pid,   
 #verbose = FALSE,  
 choosemethod = "total",  
 #type = "pctlim",  
 type = "nolim",  
 #cap = 100,  
 #pctlim = 0.05,  
 nlim = 3,  
 iterate = TRUE,  
 force1 = TRUE,  
 verbose = TRUE,  
 weightvec = rakedata$weight)

[1] "Raking...Iteration 1"  
[1] "Current iteration changed total weights by 2405.38337714935"  
[1] "Raking...Iteration 2"  
[1] "Current iteration changed total weights by 381.11433942213"  
[1] "Raking...Iteration 3"  
[1] "Current iteration changed total weights by 66.9715000528318"  
[1] "Raking...Iteration 4"  
[1] "Current iteration changed total weights by 20.6776651602141"  
[1] "Raking...Iteration 5"  
[1] "Current iteration changed total weights by 6.53725119305366"  
[1] "Raking...Iteration 6"  
[1] "Current iteration changed total weights by 2.0599945856778"  
[1] "Raking...Iteration 7"  
[1] "Current iteration changed total weights by 0.649111380457645"  
[1] "Raking...Iteration 8"  
[1] "Current iteration changed total weights by 0.204577406691525"  
[1] "Raking...Iteration 9"  
[1] "Current iteration changed total weights by 0.0644801211551565"  
[1] "Raking...Iteration 10"  
[1] "Current iteration changed total weights by 0.0203235937837268"  
[1] "Raking...Iteration 11"  
[1] "Current iteration changed total weights by 0.00640584165249312"  
[1] "Raking...Iteration 12"  
[1] "Current iteration changed total weights by 0.00201907300818058"  
[1] "Raking...Iteration 13"  
[1] "Current iteration changed total weights by 0.000636396628444766"  
[1] "Raking...Iteration 14"  
[1] "Current iteration changed total weights by 0.000200587436619007"  
[1] "Raking...Iteration 15"  
[1] "Current iteration changed total weights by 6.3223652922148e-05"  
[1] "Raking...Iteration 16"  
[1] "Current iteration changed total weights by 1.99276214380567e-05"  
[1] "Raking...Iteration 17"  
[1] "Current iteration changed total weights by 6.28103589818407e-06"  
[1] "Raking...Iteration 18"  
[1] "Current iteration changed total weights by 1.97973583832001e-06"  
[1] "Raking...Iteration 19"  
[1] "Current iteration changed total weights by 6.23997950852107e-07"  
[1] "Raking...Iteration 20"  
[1] "Current iteration changed total weights by 1.96680178823905e-07"  
[1] "Raking...Iteration 21"  
[1] "Current iteration changed total weights by 6.19911701138509e-08"  
[1] "Raking...Iteration 22"  
[1] "Current iteration changed total weights by 1.95397621555182e-08"  
[1] "Raking...Iteration 23"  
[1] "Current iteration changed total weights by 6.15833799233467e-09"  
[1] "Raking...Iteration 24"  
[1] "Current iteration changed total weights by 1.94083731031025e-09"  
[1] "Raking...Iteration 25"  
[1] "Current iteration changed total weights by 6.12484576945072e-10"  
[1] "Raking...Iteration 26"  
[1] "Current iteration changed total weights by 1.92554375222365e-10"  
[1] "Raking...Iteration 27"  
[1] "Current iteration changed total weights by 5.94729127056937e-11"  
[1] "Raking...Iteration 28"  
[1] "Current iteration changed total weights by 1.94124161190246e-11"  
[1] "Raking...Iteration 29"  
[1] "Current iteration changed total weights by 6.34514663033769e-12"  
[1] "Raking...Iteration 30"  
[1] "Current iteration changed total weights by 3.0190572264388e-12"  
[1] "Raking...Iteration 31"  
[1] "Current iteration changed total weights by 2.23793206188816e-12"  
[1] "Raking...Iteration 32"  
[1] "Current iteration changed total weights by 0"  
[1] "Raking...Iteration 33"  
[1] "Current iteration changed total weights by 0"  
[1] "Raking converged in 33 iterations"

summary(outsave)

$convergence  
[1] "Complete convergence was achieved after 33 iterations"  
  
$base.weights  
[1] "Using Base Weights Provided"  
  
$raking.variables  
[1] "gender\_code" "cohort\_code" "lmarket"   
  
$weight.summary  
 Min. 1st Qu. Median Mean 3rd Qu. Max.   
 0.1064 0.6667 0.9342 1.0000 1.2586 3.4331   
  
$selection.method  
[1] "variable selection conducted using \_nolim\_ - discrepancies selected using \_total\_."  
  
$general.design.effect  
[1] 1.24885  
  
$gender\_code  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in %  
<NA> 0.4514133 NA NA NA NA NA  
<NA> 0.5485867 NA NA NA NA NA  
Total 1.0000000 0 0 0 0 0  
 Resid. Disc. Orig. Disc.  
<NA> NA NA  
<NA> NA NA  
Total 0 0  
  
$cohort\_code  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in %  
<NA> 0.3638899 NA NA NA NA NA  
<NA> 0.1420277 NA NA NA NA NA  
<NA> 0.1630905 NA NA NA NA NA  
<NA> 0.1042513 NA NA NA NA NA  
<NA> 0.2267405 NA NA NA NA NA  
Total 1.0000000 0 0 0 0 0  
 Resid. Disc. Orig. Disc.  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
<NA> NA NA  
Total 0 0  
  
$lmarket  
 Target Old Weights N Old Weights % Wtd N Wtd % Change in % Resid. Disc.  
<NA> 0.1251 NA NA NA NA NA NA  
<NA> 0.0516 NA NA NA NA NA NA  
<NA> 0.2623 NA NA NA NA NA NA  
<NA> 0.2516 NA NA NA NA NA NA  
<NA> 0.3094 NA NA NA NA NA NA  
Total 1.0000 0 0 0 0 0 0  
 Orig. Disc.  
<NA> NA  
<NA> NA  
<NA> NA  
<NA> NA  
<NA> NA  
Total 0

# add weights to the dataset  
  
rakedata$weight\_2030\_nzs <- unlist(outsave[1])  
  
# Calculate the sum of original weights  
original\_weight\_sum <- sum(rakedata$weight)  
  
# Target scaling for original weights  
  
original\_weight\_scaling\_factor <-  
 pop\_data$total\_population[pop\_data$year == 2030] /  
 pop\_data$total\_population[pop\_data$year == 2022]  
  
# Scaled original weights  
original\_weight\_sum <- (original\_weight\_sum   
 \* original\_weight\_scaling\_factor)  
  
# Calculate the sum of the new weights  
new\_weight\_sum <- sum(rakedata$weight\_2030\_nzs)  
  
# Scale the new weights to match the sum of the original weights  
scaling\_factor <- original\_weight\_sum / new\_weight\_sum  
rakedata$weight\_2030\_nzs <- rakedata$weight\_2030\_nzs \* scaling\_factor  
  
# Verify the adjustment  
head(rakedata[, c("weight", "weight\_2030\_nzs")])

weight weight\_2030\_nzs  
1 185.7685 175.7182  
2 185.7685 188.4089  
3 122.7176 103.4375  
4 185.7685 192.4717  
5 326.8796 272.2376  
6 326.8796 338.6745

summary(rakedata$weight\_2030\_nzs)

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 16.33 102.36 143.42 153.52 193.22 527.05

summary(rakedata$weight)

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 21.48 109.82 156.33 154.68 192.16 326.88

rakedata <- rakedata %>%   
 mutate(hh\_weight\_2030\_nzs = weight\_2030\_nzs / hhsize)

Weights for the household database

# We calculate new weights for households in the hh database  
weights\_scenarios <- rakedata %>%   
 group\_by(hhid) %>%  
 summarize(  
 hh\_weight\_2030\_baseline =   
 sum(hh\_weight\_2030\_baseline, na.rm = TRUE),  
 hh\_weight\_2030\_dry\_hot =   
 sum(hh\_weight\_2030\_dry\_hot, na.rm = TRUE),  
 hh\_weight\_2030\_nzs =   
 sum(hh\_weight\_2030\_nzs, na.rm = TRUE)  
 )  
  
# We return rakedata to data frame pp\_microsim and get rid of rakedata  
pp\_microsim <- tibble(rakedata)  
rm(rakedata)

### 7.3 Rescaling labor income according to changes to the wage bill

As a last step, we rescale labor income according to changes to the wage bill in the macro scenario.

# Wage rescale factor by sector from macro (Agriculture, Manufacturing, Services)  
wrf\_2030\_baseline <- c(1.250520168, 1.336828769, 1.378384149)  
wrf\_2030\_dry\_hot <- c(1.287103700, 1.297391076, 1.343485236)  
wrf\_2030\_nzs <- c(1.054278195, 1.317612666, 1.272275437)  
  
# We check the wage bill by sector  
wages\_by\_sector <- pp\_microsim %>%  
 filter(!is.na(sector\_w)) %>%   
 group\_by(sector\_w, .drop = TRUE) %>%   
 summarize(  
 wages\_2022 = sum(annual\_labor\_total \* weight, na.rm = TRUE),  
 wages\_2030\_baseline =   
 sum(annual\_labor\_total \* weight\_2030\_baseline, na.rm = TRUE),  
 wages2030\_dry\_hot =   
 sum(annual\_labor\_total \* weight\_2030\_dry\_hot, na.rm = TRUE),  
 wages2030\_nzs =   
 sum(annual\_labor\_total \* weight\_2030\_nzs, na.rm = TRUE)  
 )  
  
  
# Compare how much it changed with reweighting with how it should have changed  
# Derive coefficients (wtc\_2030) from that  
wages\_by\_sector <- wages\_by\_sector %>%   
 mutate(  
 wages\_target\_2030\_baseline = case\_when(  
 sector\_w == 1 ~ wages\_2022 \* wrf\_2030\_baseline[1],  
 sector\_w == 2 ~ wages\_2022 \* wrf\_2030\_baseline[2],  
 sector\_w == 3 ~ wages\_2022 \* wrf\_2030\_baseline[3],  
 .default = NA  
 ),  
 wages\_target2030\_dry\_hot = case\_when(  
 sector\_w == 1 ~ wages\_2022 \* wrf\_2030\_dry\_hot[1],  
 sector\_w == 2 ~ wages\_2022 \* wrf\_2030\_dry\_hot[2],  
 sector\_w == 3 ~ wages\_2022 \* wrf\_2030\_dry\_hot[3],  
 .default = NA  
 ),  
 wages\_target2030\_nzs = case\_when(  
 sector\_w == 1 ~ wages\_2022 \* wrf\_2030\_nzs[1],  
 sector\_w == 2 ~ wages\_2022 \* wrf\_2030\_nzs[2],  
 sector\_w == 3 ~ wages\_2022 \* wrf\_2030\_nzs[3],  
 .default = NA  
 ),  
 wtc\_2030\_baseline = wages\_target\_2030\_baseline / wages\_2030\_baseline,  
 wtc\_2030\_dry\_hot = wages\_target2030\_dry\_hot / wages2030\_dry\_hot,  
 wtc\_2030\_nzs = wages\_target2030\_nzs / wages2030\_nzs  
 )   
  
# wages\_by\_sector %>%  
# gt()  
# write.table(wages\_by\_sector, "clipboard", sep="\t", row.names=FALSE)

We then add the coefficient to rescale each wage by sector

# Assign rescale the annual and monthly wage depending on the sector  
# Quick way, but needs to be put in a sapply statement or loop  
pp\_microsim <- pp\_microsim %>%   
 rename(monthly\_labor\_income\_2022 = monthly\_labor\_income,  
 annual\_labor\_total\_2022 = annual\_labor\_total) %>%   
 mutate(  
 monthly\_labor\_income\_2030\_baseline = case\_when(  
 sector\_w == 1 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_baseline[1],  
 sector\_w == 2 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_baseline[2],  
 sector\_w == 3 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_baseline[3],  
 TRUE ~ NA  
 ),  
 annual\_labor\_total\_2030\_baseline = case\_when(  
 sector\_w == 1 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_baseline[1],  
 sector\_w == 2 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_baseline[2],  
 sector\_w == 3 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_baseline[3],  
 TRUE ~ NA  
 ),  
 monthly\_labor\_income\_2030\_dry\_hot = case\_when(  
 sector\_w == 1 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_dry\_hot[1],  
 sector\_w == 2 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_dry\_hot[2],  
 sector\_w == 3 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_dry\_hot[3],  
 TRUE ~ NA  
 ),  
 annual\_labor\_total\_2030\_dry\_hot = case\_when(  
 sector\_w == 1 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_dry\_hot[1],  
 sector\_w == 2 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_dry\_hot[2],  
 sector\_w == 3 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_dry\_hot[3],  
 TRUE ~ NA  
 ),  
 monthly\_labor\_income\_2030\_nzs = case\_when(  
 sector\_w == 1 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_nzs[1],  
 sector\_w == 2 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_nzs[2],  
 sector\_w == 3 ~ monthly\_labor\_income\_2022 \* wages\_by\_sector$wtc\_2030\_nzs[3],  
 TRUE ~ NA  
 ),  
 annual\_labor\_total\_2030\_nzs = case\_when(  
 sector\_w == 1 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_nzs[1],  
 sector\_w == 2 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_nzs[2],  
 sector\_w == 3 ~ annual\_labor\_total\_2022 \* wages\_by\_sector$wtc\_2030\_nzs[3],  
 TRUE ~ NA  
 )  
 )  
  
# This takes care of different household members coming from different sectors  
hh\_li <- pp\_microsim %>%   
 group\_by(hhid) %>%   
 summarize(mli\_2022 = sum(monthly\_labor\_income\_2022, na.rm = TRUE),  
 mli\_2030\_baseline = sum(monthly\_labor\_income\_2030\_baseline, na.rm = TRUE),  
 mli\_2030\_dry\_hot = sum(monthly\_labor\_income\_2030\_dry\_hot, na.rm = TRUE),  
 mli\_2030\_nzs = sum(monthly\_labor\_income\_2030\_nzs, na.rm = TRUE),  
 mli\_coef\_2030\_baseline = if\_else(mli\_2022 == 0, 1, mli\_2030\_baseline / mli\_2022),  
 mli\_coef\_2030\_dry\_hot = if\_else(mli\_2022 == 0, 1, mli\_2030\_dry\_hot / mli\_2022),  
 mli\_coef\_2030\_nzs = if\_else(mli\_2022 == 0, 1, mli\_2030\_nzs / mli\_2022)  
 )%>%   
 select(hhid,  
 mli\_2022,  
 mli\_2030\_baseline,  
 mli\_2030\_dry\_hot,  
 mli\_2030\_nzs,  
 mli\_coef\_2030\_baseline,   
 mli\_coef\_2030\_dry\_hot,  
 mli\_coef\_2030\_nzs)  
   
ic\_microsim <- ic %>%   
 left\_join(hh\_li, join\_by(interview\_\_key == hhid)) %>%  
 left\_join(weights\_scenarios, join\_by(interview\_\_key == hhid)) %>%   
 rename(inc2\_2022 = inc2,  
 inc3\_2022 = inc3,  
 totalinc\_2022 = totalinc) %>%   
 mutate(  
 mli\_coef\_2030\_baseline =   
 if\_else(  
 is.na(mli\_coef\_2030\_baseline), 1,mli\_coef\_2030\_baseline),  
 mli\_coef\_2030\_dry\_hot =   
 if\_else(  
 is.na(mli\_coef\_2030\_dry\_hot), 1,mli\_coef\_2030\_dry\_hot),  
 mli\_coef\_2030\_nzs =   
 if\_else(  
 is.na(mli\_coef\_2030\_nzs), 1,mli\_coef\_2030\_nzs)  
 ) %>%   
 mutate(  
 inc2\_2030\_baseline = inc2\_2022 \* mli\_coef\_2030\_baseline,  
 inc3\_2030\_baseline = inc3\_2022 \* mli\_coef\_2030\_baseline,  
 inc2\_2030\_dry\_hot = inc2\_2022 \* mli\_coef\_2030\_dry\_hot,  
 inc3\_2030\_dry\_hot = inc3\_2022 \* mli\_coef\_2030\_dry\_hot,  
 inc2\_2030\_nzs = inc2\_2022 \* mli\_coef\_2030\_nzs,  
 inc3\_2030\_nzs = inc3\_2022 \* mli\_coef\_2030\_nzs  
 ) %>%   
 mutate(  
 totalinc\_2030\_baseline =   
 totalinc\_2022 - coalesce(inc2\_2022,0) - coalesce(inc3\_2022,0) +   
 coalesce(inc2\_2030\_baseline,0) + coalesce(inc3\_2030\_baseline,0),  
 totalinc\_2030\_dry\_hot =   
 totalinc\_2022 - coalesce(inc2\_2022,0) - coalesce(inc3\_2022,0) +   
 coalesce(inc2\_2030\_dry\_hot,0) + coalesce(inc3\_2030\_dry\_hot,0),  
 totalinc\_2030\_nzs\_noctr =   
 totalinc\_2022 - coalesce(inc2\_2022,0) - coalesce(inc3\_2022,0) +   
 coalesce(inc2\_2030\_nzs,0) + coalesce(inc3\_2030\_nzs,0)  
 )   
  
# Calculate quantiles and create 'breaks'  
breaks <- Hmisc::wtd.quantile(ic\_microsim$totalinc\_2030\_nzs\_noctr,   
 weights = ic\_microsim$hh\_weight\_2030\_nzs,   
 probs = seq(0.1, 0.9, 0.1))  
  
# Assign decile groups directly without creating an intermediate income\_decile column  
ic\_microsim <- ic\_microsim %>%  
 mutate(totalinc\_2030\_nzs\_noctr =  
 if\_else(is.na(totalinc\_2030\_nzs\_noctr), 0,totalinc\_2030\_nzs\_noctr)) %>%   
 mutate(income\_decile\_group = cut(totalinc\_2030\_nzs\_noctr,   
 breaks = c(-Inf, breaks, Inf),  
 labels = 1:10,   
 include.lowest = TRUE))  
  
income\_decile\_group <- ic\_microsim %>%   
 select(interview\_\_key, income\_decile\_group)

ic\_microsim <- ic\_microsim %>%   
 mutate(  
 totinc\_coef\_2030\_baseline =   
 if\_else(  
 totalinc\_2022 == 0,   
 1,   
 totalinc\_2030\_baseline / totalinc\_2022),  
 totinc\_coef\_2030\_dry\_hot =   
 if\_else(  
 totalinc\_2022 == 0,   
 1,   
 totalinc\_2030\_dry\_hot / totalinc\_2022),  
 totinc\_coef\_2030\_nzs\_noctr =   
 if\_else(  
 totalinc\_2022 == 0,   
 1,   
 totalinc\_2030\_nzs\_noctr / totalinc\_2022)  
 ) %>%   
 mutate(  
 totinc\_coef\_2030\_baseline =   
 if\_else(  
 is.na(totinc\_coef\_2030\_baseline),   
 1,   
 totinc\_coef\_2030\_baseline),  
 totinc\_coef\_2030\_dry\_hot =   
 if\_else(  
 is.na(totinc\_coef\_2030\_dry\_hot),   
 1,   
 totinc\_coef\_2030\_dry\_hot),  
 totinc\_coef\_2030\_nzs\_noctr =   
 if\_else(  
 is.na(totinc\_coef\_2030\_nzs\_noctr),   
 1,   
 totinc\_coef\_2030\_nzs\_noctr)  
 )  
  
  
ic\_coef\_scenarios <- ic\_microsim %>%  
 select(  
 interview\_\_key,   
 totinc\_coef\_2030\_baseline,   
 totinc\_coef\_2030\_dry\_hot,  
 totinc\_coef\_2030\_nzs\_noctr  
 )

We check that our reweighting was successful

# table <- pp\_microsim %>%  
# group\_by(cohort) %>%  
# # group\_by(lmarket) %>%  
# # group\_by(gender) %>%  
# summarize(no\_weight = sum(n(), na.rm = TRUE),  
# total\_pp = sum(weight, na.rm = TRUE)) %>%  
# ungroup()  
#   
# table %>%  
# gt() %>%  
# fmt\_number(columns = total\_pp, decimals = 0)  
#   
# write.table(  
# table,  
# "clipboard", sep="\t", row.names=FALSE  
# )

## 8 Microsimulation

We now implement different shocks according to various scenarios.

### 8.1 Macro scenarios without additional impacts

For the baseline we only adjust labor income according to the reweighting procedure and rescaling of the wage bill.

ca\_microsim <- ca %>%   
 left\_join(weights\_scenarios, join\_by(hhid == hhid)) %>%   
 left\_join(ic\_coef\_scenarios, join\_by(hhid == interview\_\_key)) %>%   
 # We adjust total consumption by the income coefficient  
 rename(  
 totc\_2022 = totc,  
 poor\_Avpovln2022\_2022 = poor\_Avpovln2022  
 ) %>%   
 mutate(  
 totc\_2030\_baseline = totc\_2022 \* totinc\_coef\_2030\_baseline,  
 totc\_2030\_dry\_hot = totc\_2022 \* totinc\_coef\_2030\_dry\_hot,  
 totc\_2030\_nzs\_noctr = totc\_2022 \* totinc\_coef\_2030\_nzs\_noctr  
 )

Here we add back the tax revenue

Add back carbon tax revenue. We estimated weighted income deciles above and mapped number of households by decile. We divided the revenue by that number and we add that amount by the first four income deciles in this manner. Again, another one calculated in Excel because of time constraints. Needs fixing to make automatic.

ca\_microsim <- ca\_microsim %>%   
 left\_join(income\_decile\_group, join\_by(hhid == interview\_\_key)) %>%   
 mutate(  
 totc\_2030\_nzs =   
 # Urban 40% and Rural 60%  
 case\_when(  
 # Urban  
 income\_decile\_group == 1 & urb\_rur == 1 ~   
 totc\_2030\_nzs\_noctr + (1546.29 \* hhsize),  
 income\_decile\_group == 2 & urb\_rur == 1 ~   
 totc\_2030\_nzs\_noctr + (1610.65 \* hhsize),  
 income\_decile\_group == 3 & urb\_rur == 1 ~   
 totc\_2030\_nzs\_noctr + (1251.14 \* hhsize),  
 income\_decile\_group == 4 & urb\_rur == 1 ~   
 totc\_2030\_nzs\_noctr + (1134.21 \* hhsize),  
 # Rural  
 income\_decile\_group == 1 & urb\_rur == 2 ~   
 totc\_2030\_nzs\_noctr + (6323.09 \* hhsize),  
 income\_decile\_group == 2 & urb\_rur == 2 ~   
 totc\_2030\_nzs\_noctr + (6109.07 \* hhsize),  
 income\_decile\_group == 3 & urb\_rur == 2 ~   
 totc\_2030\_nzs\_noctr + (5599.16 \* hhsize),  
 income\_decile\_group == 4 & urb\_rur == 2 ~   
 totc\_2030\_nzs\_noctr + (4420.53 \* hhsize),  
 .default = totc\_2030\_nzs\_noctr  
 )  
 )

And recalculate poverty.

ca\_microsim <- ca\_microsim %>%   
 rename(  
 aec\_r\_2022 = aec\_r,  
 weight\_2022 = weight,  
 weight\_2030\_baseline = hh\_weight\_2030\_baseline,  
 weight\_2030\_dry\_hot = hh\_weight\_2030\_dry\_hot,  
 weight\_2030\_nzs = hh\_weight\_2030\_nzs  
 ) %>%   
 mutate(  
 aec\_r\_2030\_baseline =   
 totc\_2030\_baseline / ae\_r / PI,  
 aec\_r\_2030\_dry\_hot =   
 totc\_2030\_dry\_hot / ae\_r / PI,  
 aec\_r\_2030\_nzs =   
 totc\_2030\_nzs / ae\_r / PI  
 ) %>%   
 # Official poverty line  
 mutate(  
 poor\_Avpovln2022\_2030\_baseline =   
 if\_else(aec\_r\_2030\_baseline < 52883, 1, 0),  
 poor\_Avpovln2022\_2030\_dry\_hot =   
 if\_else(aec\_r\_2030\_dry\_hot < 52883, 1, 0),  
 poor\_Avpovln2022\_2030\_nzs =   
 if\_else(aec\_r\_2030\_nzs < 52883, 1, 0)  
 )

Test

test\_baseline <- ca\_microsim %>%  
 rename(  
 poor\_original = poor\_Avpovln2022\_2022,  
 poor\_2030\_baseline = poor\_Avpovln2022\_2030\_baseline,  
 poor\_2030\_dry\_hot = poor\_Avpovln2022\_2030\_dry\_hot,  
 poor\_2030\_nzs = poor\_Avpovln2022\_2030\_nzs  
 ) %>%  
 group\_by(poor\_original) %>%   
 summarize(  
 no\_hh\_2022 = sum(weight\_2022, na.rm = TRUE),  
 no\_pp\_2022 = sum(weight\_2022 \* hhsize, na.rm = TRUE),  
 # no\_hh\_baseline = sum(weight\_2030\_baseline, na.rm = TRUE),  
 # no\_pp\_baseline = sum(weight\_2030\_baseline \* hhsize, na.rm = TRUE),  
 # no\_hh\_dry\_hot = sum(weight\_2030\_dry\_hot, na.rm = TRUE),  
 # no\_pp\_dry\_hot = sum(weight\_2030\_dry\_hot \* hhsize, na.rm = TRUE),  
 # no\_hh\_nzs = sum(weight\_2030\_nzs, na.rm = TRUE),  
 # no\_pp\_nzs = sum(weight\_2030\_nzs \* hhsize, na.rm = TRUE)  
 ) %>%   
 ungroup()  
  
test\_baseline %>%   
 gt()

| Poor, Avpovln2022 | no\_hh\_2022 | no\_pp\_2022 |
| --- | --- | --- |
| 0 | 659638.8 | 2149568.6 |
| 1 | 143688.2 | 704957.6 |

write.table(test\_baseline, "clipboard", sep="\t", row.names=FALSE)

Let’s plot the distributions.

# # Basic density plot comparing equivalized consumption per capita  
# ggplot(ca\_microsim,   
# aes(x = aec\_r\_2030\_nzs, fill = 'NZS')) +  
# geom\_density(alpha = 0.5) +  
# # geom\_density(  
# # data = ca\_microsim\_cc,  
# # aes(x = aec\_r\_2030\_dry\_hot, fill = 'Dry/Hot'),  
# # alpha = 0.5) +  
# # geom\_density(  
# # data = ca\_microsim\_cc,  
# # aes(x = aec\_r\_2030\_dry\_hot\_food2, fill = 'Dry/Hot + Food Price'),  
# # alpha = 0.5) +  
# geom\_density(  
# data = ca\_microsim,  
# aes(x = aec\_r\_2030\_dry\_hot, fill = 'Dry/Hot'),  
# alpha = 0.5) +  
# geom\_density(  
# data = ca\_microsim,  
# aes(x = aec\_r\_2030\_baseline, fill = 'Baseline'),  
# alpha = 0.5) +  
# labs(  
# fill = "Scenario Variant",   
# # title = "Comparison of Consumption Distributions",   
# x = "Equivalized consumption (Dram)",   
# y = "Probability") +  
# theme\_minimal()+  
# coord\_cartesian(xlim = c(0, 500000),  
# # ylim = c(0.000005,0.0000160)  
# ) + # Zoom in without removing data  
# scale\_x\_continuous(labels = scales::comma) +  
# scale\_y\_continuous(labels = scales::comma)+  
# geom\_vline(xintercept = 55883,   
# color = "red",   
# linetype = "dotted",   
# linewidth =0.8) +  
# annotate("text",   
# x = 55883,   
# y = 0.0000110,   
# #label = "Poverty line\nAMD 55,883",   
# label = "Poverty line",   
# color = "black",   
# hjust = -0.1,   
# # vjust = -3.5,  
# #angle = 90,   
# size = 3)

And we also plot the cumulative distributions.

# # Plot the cumulative distribution with left-facing arrows  
# ggplot(ca\_microsim,   
# aes(x = aec\_r\_2030\_baseline, color = 'Direct CC + Food Price')) +  
# stat\_ecdf(geom = "step") +  
# # stat\_ecdf(data = ca\_microsim\_cc,   
# # aes(x = aec\_r\_2030\_baseline\_lab\_avg, color = 'Baseline + Labor Productivity')) +  
# stat\_ecdf(data = ca\_microsim\_cc,   
# aes(x = aec\_r\_2030\_baseline\_lab\_cc\_avg, color = 'Direct CC')) +  
# stat\_ecdf(data = ca\_microsim\_cc,   
# aes(x = aec\_r\_2030\_baseline, color = 'Baseline')) +  
# labs(  
# color = "Scenario Variant",   
# # title = "Comparison of Cumulative Consumption Distributions",   
# x = "Equivalized consumption (Dram)",   
# y = "Cumulative Probability") +  
# theme\_minimal() +  
# coord\_cartesian(xlim = c(40000, 110000)) +   
# scale\_x\_continuous(labels = scales::comma) +  
# # geom\_vline(xintercept = 55883,   
# # color = "red",   
# # linetype = "dotted",   
# # linewidth = 0.8) +  
# # annotate("text",   
# # x = 55883,   
# # y = 0.5,   
# # label = "Poverty line",   
# # color = "black",   
# # hjust = -0.1,   
# # size = 3) +  
# annotate("segment", x = 70000, xend = 65000, y = 0.2, yend = 0.2,   
# arrow = arrow(length = unit(0.3, "cm")), color = "black") +  
# annotate("text", x = 72500, y = 0.2, label = "Shift due to shocks", hjust = 0)   
# # annotate("segment", x = 80000, xend = 75000, y = 0.4, yend = 0.4,   
# # arrow = arrow(length = unit(0.3, "cm")), color = "black") +  
# # annotate("text", x = 82500, y = 0.4, label = "Shift due to shocks", hjust = 0)

### 8.2 Climate change

In the climate change scenario, we ask ourselves, what would happen if agriculture revenues from crops and livestock are reduced due to losses in productivity due to heat? For this, we use crops data.

We add a moving window average and max value for our labor productivity data.

# First calculate moving window average  
heat\_l\_pdcty <- heat\_l\_pdcty %>%  
 group\_by(ADM1\_EN,   
 clim\_scenario) %>%  
 arrange(year) %>%  
 # Moving window average 5 years before, 5 after  
 mutate(  
 moving\_avg = rollapply(  
 pct\_change\_productivity,  
 width = 11,  
 FUN = mean,  
 partial = TRUE,  
 align = "center",  
 fill = NA,  
 na.rm = TRUE  
 ),  
 # Moving window max value 5 years before, 5 after  
 # Since it's expressed in negative values (min) is the maximum  
 moving\_max = rollapply(  
 pct\_change\_productivity,  
 width = 11,  
 FUN = min,  
 partial = TRUE,  
 align = "center",  
 fill = NA,  
 na.rm = TRUE  
 )  
 ) %>%  
 ungroup()  
  
# Clim scenarios to select  
cs <- unique(heat\_l\_pdcty$clim\_scenario)  
  
# Moving average for year of interest  
lab\_loss\_avg <- heat\_l\_pdcty %>%  
 filter(clim\_scenario == cs[1], year == yearsto[1]) %>%  
 select(-pct\_change\_productivity,  
 -ADM1\_PCODE,  
 -year,  
 -clim\_scenario,  
 -moving\_max) %>%  
 pivot\_wider(names\_from = sector, values\_from = moving\_avg) %>%  
 rename(agr\_avg = Agriculture,  
 man\_avg = Manufacturing,  
 ser\_avg = Services)  
  
# Max value for year of interest  
lab\_loss\_max <- heat\_l\_pdcty %>%  
 filter(clim\_scenario == cs[1], year == yearsto[1]) %>%  
 select(-pct\_change\_productivity,  
 -ADM1\_PCODE,  
 -year,  
 -clim\_scenario,  
 -moving\_avg) %>%  
 pivot\_wider(names\_from = sector, values\_from = moving\_max) %>%  
 rename(agr\_max = Agriculture,  
 man\_max = Manufacturing,  
 ser\_max = Services)

We add a moving window average and max value for our crops and livestock productivity data.

# First calculate moving window average  
crops\_productivity <- crops\_productivity %>%  
 group\_by(NAM\_1, climate\_scenario) %>%  
 arrange(year) %>%  
 # Moving window average  
 mutate(  
 moving\_avg = rollapply(  
 pct\_change\_prod,  
 width = 11,  
 # 5 years before, 5 after + reference year = 11  
 FUN = mean,  
 partial = TRUE,  
 align = "center",  
 fill = NA,  
 na.rm = TRUE  
 ),  
 # Moving window max value 5 years before, 5 after  
 # Since it's expressed in negative values (min) is the maximum  
 moving\_max = rollapply(  
 pct\_change\_prod,  
 width = 11,  
 FUN = min,  
 partial = TRUE,  
 align = "center",  
 fill = NA,  
 na.rm = TRUE  
 )  
 ) %>%  
 ungroup()  
  
# Clim scenarios to select  
cs <- unique(crops\_productivity$climate\_scenario)  
  
# Moving average for year of interest  
crops\_pdcvty\_loss <- crops\_productivity %>%  
 filter(climate\_scenario == cs[1],   
 year == yearsto[1]) %>%  
 select(-pct\_change\_prod,   
 -GID\_1,   
 -year,   
 -climate\_scenario) %>%  
 rename(crops\_avg\_loss = moving\_avg,   
 crops\_max\_loss = moving\_max)

And we do the same for livestock productivity.In this case, there is also disaggregation by Marz.

# First calculate moving window average  
livestock\_productivity <- livestock\_productivity %>%  
 group\_by(NAM\_1, climate.scenario) %>%  
 arrange(year) %>%  
 # Moving window average  
 mutate(  
 moving\_avg = rollapply(  
 pct\_change\_prod,  
 width = 11,  
 # 5 years before, 5 after + reference year = 11  
 FUN = mean,  
 partial = TRUE,  
 align = "center",  
 fill = NA,  
 na.rm = TRUE  
 ),  
 # Moving window max value 5 years before, 5 after  
 # Since it's expressed in negative values (min) is the maximum  
 moving\_max = rollapply(  
 pct\_change\_prod,  
 width = 11,  
 FUN = min,  
 partial = TRUE,  
 align = "center",  
 fill = NA,  
 na.rm = TRUE  
 )  
 ) %>%  
 ungroup()  
  
# Clim scenarios to select  
cs <- unique(livestock\_productivity$climate.scenario)  
  
# Moving average for year of interest  
lvstk\_pdcvty\_loss <- livestock\_productivity %>%  
 filter(climate.scenario == cs[1],   
 year == yearsto[1]) %>%  
 select(-pct\_change\_prod,   
 -year,   
 -climate.scenario) %>%  
 rename(lvstk\_avg\_loss = moving\_avg,   
 lvstk\_max\_loss = moving\_max)

And then we introduce these values in our ag income and labor income data. First, we attach the percentage losses to the appropriate data set.

# Persons processed dataset  
pp\_microsim\_cc <- pp\_microsim %>%  
 left\_join(lab\_loss\_avg,   
 join\_by(NAM\_1 == ADM1\_EN)) %>%  
 left\_join(lab\_loss\_max,   
 join\_by(NAM\_1 == ADM1\_EN))  
  
# Household income processed dataset  
ic\_microsim\_cc <- ic\_microsim %>%  
 left\_join(crops\_pdcvty\_loss,   
 join\_by(NAM\_1 == NAM\_1)) %>%   
 left\_join(lvstk\_pdcvty\_loss,  
 join\_by(NAM\_1))  
  
##write.table(lab\_loss\_avg, "clipboard", sep="\t", row.names=FALSE)

And we first shock labor income.

# Labor income according to sector  
pp\_microsim\_cc <- pp\_microsim\_cc %>%  
 mutate(sector = as.numeric(sector)) %>%  
 mutate(  
 mli\_2030\_baseline\_lab\_avg =  
 case\_when(  
 sector == 1 ~  
 monthly\_labor\_income\_2030\_baseline \*   
 (1 + agr\_avg),  
 sector == 2 ~  
 monthly\_labor\_income\_2030\_baseline \*   
 (1 + man\_avg),  
 sector == 3 ~  
 monthly\_labor\_income\_2030\_baseline \*   
 (1 + ser\_avg),  
 TRUE ~ NA  
 )  
 ) %>%  
 mutate(  
 mli\_2030\_baseline\_lab\_max =  
 case\_when(  
 # \* 1000 because its thousands of Dram  
 sector == 1 ~  
 monthly\_labor\_income\_2030\_baseline \*   
 (1 + agr\_max),  
 sector == 2 ~  
 monthly\_labor\_income\_2030\_baseline \*   
 (1 + man\_max),  
 sector == 3 ~  
 monthly\_labor\_income\_2030\_baseline \*   
 (1 + ser\_max),  
 TRUE ~ NA  
 )  
 )

We aggregate at household level and take note of the percent difference between the two labor incomes, so that we can impact labor income by that amount. We don’t do it with absolute numbers because we don’t know the assumptions made by the poverty team to construct the income variable.

ic\_new\_incomes <- pp\_microsim\_cc %>%  
 group\_by(hhid) %>%  
 summarize(  
 mli\_2030\_baseline\_lab\_avg =   
 sum(mli\_2030\_baseline\_lab\_avg, na.rm = TRUE),  
 mli\_2030\_baseline\_lab\_max =   
 sum(mli\_2030\_baseline\_lab\_max, na.rm = TRUE),  
 mli\_original =   
 sum(monthly\_labor\_income\_2030\_baseline, na.rm = TRUE)  
 ) %>%  
 mutate(  
 mli\_2030\_baseline\_lab\_avg\_coef =  
 if\_else(  
 mli\_original == 0 | is.na(mli\_original),  
 1,  
 mli\_2030\_baseline\_lab\_avg / mli\_original  
 ),  
 mli\_2030\_baseline\_lab\_max\_coef =  
 if\_else(  
 mli\_original == 0 | is.na(mli\_original),  
 1,  
 mli\_2030\_baseline\_lab\_max / mli\_original  
 )  
 ) %>%  
 ungroup()  
  
ic\_microsim\_cc <- ic\_microsim\_cc %>%  
 left\_join(ic\_new\_incomes,   
 join\_by(interview\_\_key == hhid)) %>%  
 mutate(  
 inc2\_2030\_baseline\_lab\_avg =   
 inc2\_2030\_baseline \* mli\_2030\_baseline\_lab\_avg\_coef,  
 inc2\_2030\_baseline\_lab\_max =   
 inc2\_2030\_baseline \* mli\_2030\_baseline\_lab\_max\_coef,  
 inc3\_2030\_baseline\_lab\_avg =   
 inc3\_2030\_baseline \* mli\_2030\_baseline\_lab\_avg\_coef,  
 inc3\_2030\_baseline\_lab\_max =   
 inc3\_2030\_baseline \* mli\_2030\_baseline\_lab\_max\_coef  
 )

And now we impact agricultural income cropinc and livestock incomelvstk.

ic\_microsim\_cc <- ic\_microsim\_cc %>%   
 mutate(  
 cropinc\_2030\_baseline\_cc\_avg =   
 cropinc \* (1 + crops\_avg\_loss),  
 cropinc\_2030\_baseline\_cc\_max =   
 cropinc \* (1 + crops\_max\_loss),  
 lvstk\_2030\_baseline\_cc\_avg =   
 lvstk \* (1 + lvstk\_avg\_loss),  
 lvstk\_2030\_baseline\_cc\_max =   
 lvstk \* (1 + lvstk\_max\_loss)  
 )

And recalculate total income.

ic\_microsim\_cc <- ic\_microsim\_cc %>%  
 mutate(  
 totalinc\_2030\_baseline\_lab\_avg =  
 totalinc\_2030\_baseline -  
 rowSums(select(., c(inc2\_2030\_baseline,   
 inc3\_2030\_baseline)), na.rm = TRUE) +  
 rowSums(select(  
 ., c(inc2\_2030\_baseline\_lab\_avg,   
 inc3\_2030\_baseline\_lab\_avg)), na.rm = TRUE),  
 totalinc\_2030\_baseline\_lab\_max =  
 totalinc\_2030\_baseline -  
 rowSums(select(., c(inc2\_2030\_baseline,   
 inc3\_2030\_baseline)), na.rm = TRUE) +  
 rowSums(select(  
 ., c(inc2\_2030\_baseline\_lab\_max,   
 inc3\_2030\_baseline\_lab\_max)), na.rm = TRUE)  
 ) %>%  
 mutate(  
 totalinc\_2030\_baseline\_lab\_avg\_coef =  
 if\_else(totalinc\_2030\_baseline == 0,   
 1, totalinc\_2030\_baseline\_lab\_avg /  
 totalinc\_2030\_baseline),  
 totalinc\_2030\_baseline\_lab\_max\_coef =  
 if\_else(totalinc\_2030\_baseline == 0,   
 1, totalinc\_2030\_baseline\_lab\_max /  
 totalinc\_2030\_baseline)  
 ) %>%  
 mutate(  
 totalinc\_2030\_baseline\_lab\_avg\_coef =  
 if\_else(is.na(totalinc\_2030\_baseline\_lab\_avg\_coef),   
 1, totalinc\_2030\_baseline\_lab\_avg\_coef),  
 totalinc\_2030\_baseline\_lab\_max\_coef =  
 if\_else(is.na(totalinc\_2030\_baseline\_lab\_max\_coef),   
 1, totalinc\_2030\_baseline\_lab\_max\_coef)  
 )

We do the same for agriculture and livestock income alone

ic\_microsim\_cc <- ic\_microsim\_cc %>%  
 mutate(  
 totalinc\_2030\_baseline\_cc\_avg =  
 totalinc\_2030\_baseline -  
 rowSums(select(., c(cropinc,  
 lvstk)), na.rm = TRUE) +  
 rowSums(select(  
 ., c(cropinc\_2030\_baseline\_cc\_avg,  
 lvstk\_2030\_baseline\_cc\_avg)), na.rm = TRUE),  
 totalinc\_2030\_baseline\_cc\_max =  
 totalinc\_2030\_baseline -  
 rowSums(select(., c(cropinc,  
 lvstk)), na.rm = TRUE) +  
 rowSums(select(  
 ., c(cropinc\_2030\_baseline\_cc\_max,  
 lvstk\_2030\_baseline\_cc\_max)), na.rm = TRUE)  
 ) %>%  
 mutate(  
 totalinc\_2030\_baseline\_cc\_avg\_coef =  
 if\_else(totalinc\_2030\_baseline == 0,   
 1, totalinc\_2030\_baseline\_cc\_avg   
 / totalinc\_2030\_baseline),  
 totalinc\_2030\_baseline\_cc\_max\_coef =  
 if\_else(totalinc\_2030\_baseline == 0,   
 1, totalinc\_2030\_baseline\_cc\_max   
 / totalinc\_2030\_baseline)  
 ) %>%  
 mutate(  
 totalinc\_2030\_baseline\_cc\_avg\_coef =  
 if\_else(is.na(totalinc\_2030\_baseline\_cc\_avg\_coef),   
 1, totalinc\_2030\_baseline\_cc\_avg\_coef),  
 totalinc\_2030\_baseline\_cc\_max\_coef =  
 if\_else(is.na(totalinc\_2030\_baseline\_cc\_max\_coef),   
 1, totalinc\_2030\_baseline\_cc\_max\_coef)  
 )

And yet again for the combined impacts

ic\_microsim\_cc <- ic\_microsim\_cc %>%  
 mutate(  
 totalinc\_2030\_baseline\_lab\_cc\_avg =  
 totalinc\_2030\_baseline -  
 rowSums(select(., c(inc2\_2030\_baseline,   
 inc3\_2030\_baseline,  
 cropinc,  
 lvstk)), na.rm = TRUE) +  
 rowSums(select(  
 ., c(inc2\_2030\_baseline\_lab\_avg,   
 inc3\_2030\_baseline\_lab\_avg,  
 cropinc\_2030\_baseline\_cc\_avg,  
 lvstk\_2030\_baseline\_cc\_avg)), na.rm = TRUE),  
 totalinc\_2030\_baseline\_lab\_cc\_max =  
 totalinc\_2030\_baseline -  
 rowSums(select(., c(inc2\_2030\_baseline,   
 inc3\_2030\_baseline,  
 cropinc,  
 lvstk)), na.rm = TRUE) +  
 rowSums(select(  
 ., c(inc2\_2030\_baseline\_lab\_max,   
 inc3\_2030\_baseline\_lab\_max,  
 cropinc\_2030\_baseline\_cc\_max,  
 lvstk\_2030\_baseline\_cc\_max)), na.rm = TRUE)  
 ) %>%  
 mutate(  
 totalinc\_2030\_baseline\_lab\_cc\_avg\_coef =  
 if\_else(totalinc\_2030\_baseline == 0,   
 1, totalinc\_2030\_baseline\_lab\_cc\_avg /  
 totalinc\_2030\_baseline),  
 totalinc\_2030\_baseline\_lab\_cc\_max\_coef =  
 if\_else(totalinc\_2030\_baseline == 0,   
 1, totalinc\_2030\_baseline\_lab\_cc\_max /  
 totalinc\_2030\_baseline)  
 ) %>%  
 mutate(  
 totalinc\_2030\_baseline\_lab\_cc\_avg\_coef =  
 if\_else(is.na(totalinc\_2030\_baseline\_lab\_cc\_avg\_coef),   
 1, totalinc\_2030\_baseline\_lab\_cc\_avg\_coef),  
 totalinc\_2030\_baseline\_lab\_cc\_max\_coef =  
 if\_else(is.na(totalinc\_2030\_baseline\_lab\_cc\_max\_coef),   
 1, totalinc\_2030\_baseline\_lab\_cc\_max\_coef)  
 )

We assume that the loss in income translates into a loss of expenditure.

income\_losses <- ic\_microsim\_cc %>%   
 select(interview\_\_key,  
 totalinc\_2030\_baseline\_lab\_avg\_coef,   
 totalinc\_2030\_baseline\_lab\_max\_coef,  
 totalinc\_2030\_baseline\_cc\_avg\_coef,  
 totalinc\_2030\_baseline\_cc\_max\_coef,  
 totalinc\_2030\_baseline\_lab\_cc\_avg\_coef,  
 totalinc\_2030\_baseline\_lab\_cc\_max\_coef)  
  
  
ca\_microsim\_cc <- ca\_microsim %>%   
 left\_join(income\_losses, join\_by(hhid == interview\_\_key))  
  
# And now reduce total consumption  
  
ca\_microsim\_cc <- ca\_microsim\_cc %>%   
 mutate(totc\_2030\_baseline\_lab\_avg = totc\_2030\_baseline \*  
 totalinc\_2030\_baseline\_lab\_avg\_coef,  
 totc\_2030\_baseline\_lab\_max = totc\_2030\_baseline \*   
 totalinc\_2030\_baseline\_lab\_max\_coef,  
 totc\_2030\_baseline\_cc\_avg = totc\_2030\_baseline \*  
 totalinc\_2030\_baseline\_cc\_avg\_coef,  
 totc\_2030\_baseline\_cc\_max = totc\_2030\_baseline \*   
 totalinc\_2030\_baseline\_cc\_max\_coef,  
 totc\_2030\_baseline\_lab\_cc\_avg = totc\_2030\_baseline \*  
 totalinc\_2030\_baseline\_lab\_cc\_avg\_coef,  
 totc\_2030\_baseline\_lab\_cc\_max = totc\_2030\_baseline \*   
 totalinc\_2030\_baseline\_lab\_cc\_max\_coef  
 ) %>%   
 mutate(aec\_r\_2030\_baseline\_lab\_avg =   
 totc\_2030\_baseline\_lab\_avg / ae\_r / PI,  
 aec\_r\_2030\_baseline\_lab\_max =   
 totc\_2030\_baseline\_lab\_max / ae\_r / PI,  
 aec\_r\_2030\_baseline\_cc\_avg =   
 totc\_2030\_baseline\_cc\_avg / ae\_r / PI,  
 aec\_r\_2030\_baseline\_cc\_max =   
 totc\_2030\_baseline\_cc\_max / ae\_r / PI,  
 aec\_r\_2030\_baseline\_lab\_cc\_avg =   
 totc\_2030\_baseline\_lab\_cc\_avg / ae\_r / PI,  
 aec\_r\_2030\_baseline\_lab\_cc\_max =   
 totc\_2030\_baseline\_lab\_cc\_max / ae\_r / PI) %>%   
 mutate(poor\_2030\_baseline\_lab\_avg =   
 if\_else(aec\_r\_2030\_baseline\_lab\_avg < 52883, 1, 0),  
 poor\_2030\_baseline\_lab\_max =   
 if\_else(aec\_r\_2030\_baseline\_lab\_max < 52883, 1, 0),  
 poor\_2030\_baseline\_cc\_avg =   
 if\_else(aec\_r\_2030\_baseline\_cc\_avg < 52883, 1, 0),  
 poor\_2030\_baseline\_cc\_max =   
 if\_else(aec\_r\_2030\_baseline\_cc\_max < 52883, 1, 0),  
 poor\_2030\_baseline\_lab\_cc\_avg =   
 if\_else(aec\_r\_2030\_baseline\_lab\_cc\_avg < 52883, 1, 0),  
 poor\_2030\_baseline\_lab\_cc\_max =   
 if\_else(aec\_r\_2030\_baseline\_lab\_cc\_max < 52883, 1, 0)  
 )  
  
# We make a table to see who became poor.   
  
test <- ca\_microsim\_cc %>%  
 rename(poor\_original = poor\_Avpovln2022\_2030\_baseline,  
 poor\_cc = poor\_2030\_baseline\_lab\_avg) %>%  
 group\_by(income\_decile\_group, urb\_rur) %>%   
 summarize(no\_hh = round(sum(weight\_2030\_nzs, na.rm = TRUE)),  
 no\_pp = round(sum(weight\_2030\_nzs \* hhsize, na.rm = TRUE))) %>%   
 ungroup()

`summarise()` has grouped output by 'income\_decile\_group'. You can override  
using the `.groups` argument.

test %>%   
 gt()

| income\_decile\_group | urb\_rur | no\_hh | no\_pp |
| --- | --- | --- | --- |
| 1 | 1 | 55581 | 101934 |
| 1 | 2 | 27908 | 74783 |
| 2 | 1 | 49717 | 97861 |
| 2 | 2 | 28239 | 77403 |
| 3 | 1 | 51846 | 125981 |
| 3 | 2 | 26300 | 84452 |
| 4 | 1 | 50737 | 138969 |
| 4 | 2 | 27163 | 106969 |
| 5 | 1 | 52779 | 181812 |
| 5 | 2 | 24816 | 104470 |
| 6 | 1 | 48955 | 178108 |
| 6 | 2 | 29091 | 130978 |
| 7 | 1 | 52818 | 202914 |
| 7 | 2 | 25175 | 115496 |
| 8 | 1 | 49690 | 209561 |
| 8 | 2 | 28184 | 137425 |
| 9 | 1 | 49603 | 225308 |
| 9 | 2 | 28665 | 151247 |
| 10 | 1 | 52287 | 245685 |
| 10 | 2 | 25319 | 141672 |

##write.table(test, "clipboard", sep="\t", row.names=FALSE)

### 8.3 Food prices

We start by looking at the differences of food prices between scenarios.

# We extract and reformat the price data  
price\_data <- macro\_data %>%   
 select(year, scenario\_id, starts\_with( c("fpi" , "epi") )) %>%   
 rename(scenario = scenario\_id) %>%   
 pivot\_longer(starts\_with( c("fpi" , "epi") ),   
 names\_to = "type\_decile",   
 values\_to = "index") %>%  
 mutate(decile = parse\_number(type\_decile)) %>%   
 mutate(commodity\_group =   
 case\_when(  
 str\_starts(type\_decile, "fpi") ~ "food",  
 str\_starts(type\_decile, "epi") ~ "energy",  
 TRUE ~ NA\_character\_  
 )) %>%   
 select(-type\_decile) %>%   
 relocate(index, .after = commodity\_group)  
  
# We take a look at price information in 2030  
price\_data %>%   
 filter(year == 2030) %>%   
 group\_by(commodity\_group, scenario) %>%   
 summarize(index = mean(index, na.rm = TRUE)) %>%   
 gt()

`summarise()` has grouped output by 'commodity\_group'. You can override using  
the `.groups` argument.

| scenario | index |
| --- | --- |
| energy | |
| baseline | 1.1291820 |
| dry\_hot | 1.1248830 |
| nzs | 1.8014210 |
| food | |
| baseline | 1.0099860 |
| dry\_hot | 1.0756960 |
| nzs | 0.9670056 |

So, we will assign a price index depending on which decile the household belonged to in the base year 2022. We will have a column for each scenario. So we manipulate our price data according to our years of interest (in this case, only 2030).

# Filter `price\_data` for the years of interest  
price\_data\_yearsto <- price\_data %>%  
 filter(year %in% yearsto)  
  
# Create a named vector for scenario indices  
scenario\_indices <- setNames(seq\_along(scenarios), scenarios)  
  
# Create the composite string column  
price\_data\_yearsto <- price\_data\_yearsto %>%  
 mutate(  
 scenario\_index = scenario\_indices[scenario],  
 composite\_column = paste( scenario,year,commodity\_group, sep = "\_")  
 ) %>%   
 select(decile,index,composite\_column)  
  
composite\_column\_names <- unique(price\_data\_yearsto$composite\_column)  
  
price\_data\_yearsto <- price\_data\_yearsto %>%   
 pivot\_wider(names\_from="composite\_column", values\_from = index)

So in this particular case, we don’t want to use the price index from the dry\_hot scenario, but we want to use the difference between the baseline and that scenario, so we are going to do those columns by hand, but we actually have to find a way to do it programmatically against the baseline.

price\_data\_yearsto <- price\_data\_yearsto %>%   
 mutate(food\_PI = dry\_hot\_2030\_food - baseline\_2030\_food +1,  
 energy\_PI = nzs\_2030\_energy - baseline\_2030\_energy + 1)

And we join with our household’s dataset.

# PP microsim already has decile information from previous join  
ca\_microsim\_cc <- ca\_microsim\_cc %>%   
 left\_join(price\_data\_yearsto, join\_by(decile==decile))

Since we don’t have quantities for the aggregate food expenditure category or for the aggregate energy bundle, we assume a price of 1 in the survey year.

We will estimate price elasticities for a single “food” commodity from the consumption aggregate FOOD\_with\_prices dataset. We add decile data to the original.

food\_summary <- food\_with\_prices %>%   
 left\_join(deciles, join\_by(hhid))  
  
# Step 1: Summarize the data at the household level  
food\_summary <- food\_summary %>%  
 group\_by(hhid, decile) %>%  
 summarize(  
 total\_quantity = sum(q, na.rm = TRUE),  
 weighted\_price = sum(avrpr\_mean \* q, na.rm = TRUE) / sum(q, na.rm = TRUE),  
 .groups = 'drop'  
 )  
  
# Define a function to fit the model and extract the elasticity  
fit\_model <- function(data) {  
 model <- lm(log(total\_quantity) ~ log(weighted\_price), data = data)  
 coef(model)["log(weighted\_price)"]  
}  
  
# Apply the model fitting function by decile  
decile\_models <- food\_summary %>%  
 group\_by(decile) %>%  
 nest() %>%  
 mutate(price\_elasticity = map\_dbl(data, fit\_model)) %>%  
 select(decile, price\_elasticity) %>%   
 mutate(price\_elasticity = if\_else(price\_elasticity >0,  
 price\_elasticity \*(-1),  
 price\_elasticity))  
  
decile\_models

# A tibble: 10 × 2  
# Groups: decile [10]  
 decile price\_elasticity  
 <dbl> <dbl>  
 1 10 -0.206   
 2 8 -0.00939  
 3 2 -0.360   
 4 3 -0.428   
 5 1 -0.483   
 6 9 -0.118   
 7 6 -0.116   
 8 4 -0.299   
 9 5 -0.253   
10 7 -0.0598

Let’s add back the elasticity data to the analysis dataset.

ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 left\_join(decile\_models, by = "decile")

Let’s apply the elasticities to the new data.

# Calculate the implicit price  
# Assuming implicit\_price can be calculated from the expenditure (food1)  
# If we assume baseline quantity consumed is proportional to expenditure/price  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(implicit\_price = food1 / food1, # This is 1 as we don't have baseline price  
 food\_quantity = food1 / implicit\_price)  
  
# Calculate the percentage change in prices for each decile  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(food\_1\_dprice = (baseline\_2030\_food - 1),  
 food\_2\_dprice = (dry\_hot\_2030\_food - 1),  
 food\_PI\_dprice = (food\_PI - 1))  
  
# Estimate the new food consumption levels  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(  
 food\_q1\_sim = food\_quantity \*   
 (1 + food\_1\_dprice \* price\_elasticity),  
 food\_q2\_sim = food\_quantity \*   
 (1 + food\_2\_dprice \* price\_elasticity),  
 food\_qPI\_sim = food\_quantity \*  
 (1 + food\_PI\_dprice \* price\_elasticity))  
  
# Calculate the new expenditure levels  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(food\_exp1\_sim = food\_q1\_sim \* baseline\_2030\_food,  
 food\_exp2\_sim = food\_q2\_sim \* dry\_hot\_2030\_food,  
 food\_exp3\_sim = food\_qPI\_sim \* food\_PI)  
  
# View the results  
print(ca\_microsim\_cc %>% select(decile, food1, baseline\_2030\_food, food\_1\_dprice, food\_q1\_sim, food\_exp1\_sim, food\_2\_dprice, food\_q2\_sim, food\_exp2\_sim,food\_exp2\_sim, food\_PI\_dprice))

# A tibble: 5,184 × 10  
 decile food1 baseline\_2030\_food food\_1\_dprice food\_q1\_sim food\_exp1\_sim  
 <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
 1 9 92178. 1.01 0.00973 92073. 92969.  
 2 7 105290. 1.01 0.00963 105229. 106243.  
 3 2 22733. 1.01 0.0102 22650. 22881.  
 4 2 163379. 1.01 0.0102 162778. 164442.  
 5 4 102718. 1.01 0.0104 102400. 103461.  
 6 10 208995. 1.01 0.0104 208548. 210712.  
 7 8 116151. 1.01 0.00995 116140. 117296.  
 8 5 67911. 1.01 0.00965 67745. 68398.  
 9 6 152144. 1.01 0.00978 151971. 153457.  
10 8 80033. 1.01 0.00995 80025. 80822.  
# ℹ 5,174 more rows  
# ℹ 4 more variables: food\_2\_dprice <dbl>, food\_q2\_sim <dbl>,  
# food\_exp2\_sim <dbl>, food\_PI\_dprice <dbl>

Let’s plot the distributions to see changes:

# Basic density plot comparing food1 and food\_exp\_sim  
ggplot(ca\_microsim\_cc, aes(x = food1, fill = 'Initial Food Expenditure')) +   
 geom\_density(alpha = 0.3) +   
 geom\_density(  
 data = ca\_microsim\_cc,   
 aes(x = food\_exp3\_sim, fill = 'Baseline + Dry-Hot prices'),   
 alpha = 0.3) +  
 labs(  
 fill = "Consumption Type",   
 title = "Comparison of Food Expenditure Distributions",   
 x = "Food Expenditure",   
 y = "Density") +  
 theme\_minimal() +  
 coord\_cartesian(xlim = c(0, 300000)) + # Adjust the xlim for zoom  
 scale\_x\_continuous(labels = scales::comma) +  
 scale\_y\_continuous(labels = scales::comma)
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Calculate losses in consumer surplus and purchasing power loss.

# Calculate Consumer Surplus loss for food1 and food2 scenarios  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(  
 across(  
 c(food1,  
 food\_exp1\_sim,  
 food\_exp2\_sim,  
 food\_exp3\_sim,  
 totc\_2030\_baseline\_lab\_cc\_avg), ~replace\_na(., 0))) %>%  
 mutate(food1\_CSloss = ((food\_quantity \* implicit\_price) /   
 totc\_2030\_baseline) \* food\_1\_dprice \* (  
 1 + (price\_elasticity / 2) \* food\_1\_dprice),  
 food2\_CSloss = ((food\_quantity \* implicit\_price) /  
 totc\_2030\_dry\_hot) \* food\_2\_dprice \* (  
 1 + (price\_elasticity / 2) \* food\_2\_dprice),  
 foodPI\_CSloss = ((food\_quantity \* implicit\_price) /  
 totc\_2030\_baseline\_lab\_cc\_avg) \* food\_PI\_dprice \* (  
 1 + (price\_elasticity / 2) \* food\_PI\_dprice),  
 ttl\_CSloss\_1 = food1\_CSloss,  
 ttl\_CSloss\_2 = food2\_CSloss,  
 ttl\_CSloss\_PI = foodPI\_CSloss)  
  
# Calculate Purchasing Power loss for food1 and food2 and PI scenarios  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(food1\_PPloss = (food1 /   
 totc\_2030\_baseline) \* food\_1\_dprice,  
 food2\_PPloss = (food1 /   
 totc\_2030\_dry\_hot) \* food\_2\_dprice,  
 foodPI\_PPloss = (food1 /   
 totc\_2030\_baseline\_lab\_cc\_avg) \* food\_PI\_dprice,  
 ttl\_PPloss\_1 = food1\_PPloss,  
 ttl\_PPloss\_2 = food2\_PPloss,  
 ttl\_PPloss\_PI = foodPI\_PPloss  
 )  
  
# Adjust total expenditure (totc) based on the purchasing power loss  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(totc\_2030\_baseline\_food1 = totc\_2030\_baseline \* (1 - ttl\_PPloss\_1),  
 totc\_2030\_dry\_hot\_food2 = totc\_2030\_dry\_hot \* (1 - ttl\_PPloss\_2),  
 totc\_2030\_baseline\_lab\_cc\_foodPI2 = totc\_2030\_baseline\_lab\_cc\_avg \* (1 - ttl\_PPloss\_PI),  
 totc\_2030\_baseline\_lab\_cc\_foodPI = totc\_2030\_baseline\_lab\_cc\_avg - (food\_exp3\_sim - food1)  
 )  
  
# View the results  
print(ca\_microsim\_cc %>% select(decile, totc\_2030\_baseline, totc\_2030\_baseline\_food1, totc\_2030\_dry\_hot\_food2, totc\_2030\_baseline\_lab\_cc\_foodPI))

# A tibble: 5,184 × 5  
 decile totc\_2030\_baseline totc\_2030\_baseline\_food1 totc\_2030\_dry\_hot\_food2  
 <dbl> <dbl> <dbl> <dbl>  
 1 9 298269. 297372. 291365.  
 2 7 345611. 344597. 331885.  
 3 2 130498. 130266. 126316.  
 4 2 365825. 364155. 348536.  
 5 4 285862. 284798. 272543.  
 6 10 525030. 522861. 499583.  
 7 8 232452. 231296. 223637.  
 8 5 326731. 326076. 315638.  
 9 6 479398. 477910. 458876.  
10 8 197776. 196980. 188004.  
# ℹ 5,174 more rows  
# ℹ 1 more variable: totc\_2030\_baseline\_lab\_cc\_foodPI <dbl>

Okay so now we estimate new welfare and poverty.

ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(aec\_r\_2030\_baseline\_food1 = totc\_2030\_baseline\_food1 / ae\_r / PI,  
 aec\_r\_2030\_dry\_hot\_food2 = totc\_2030\_dry\_hot\_food2 / ae\_r / PI,  
 aec\_r\_2030\_baseline\_foodPI = totc\_2030\_baseline\_lab\_cc\_foodPI / ae\_r / PI) %>%  
 mutate(poor\_2030\_baseline\_food1 =  
 if\_else(aec\_r\_2030\_baseline\_food1 < 52883, 1, 0),  
 poor\_2030\_dry\_hot\_food2 =  
 if\_else(aec\_r\_2030\_dry\_hot\_food2 < 52883, 1, 0),  
 poor\_2030\_baseline\_lab\_cc\_foodPI =  
 if\_else(aec\_r\_2030\_baseline\_foodPI < 52883, 1, 0))

And now we see who became poor

# We make a table to see who became poor.   
test <- ca\_microsim\_cc  
  
test <- test%>%  
 rename(poor\_original = poor\_Avpovln2022\_2030\_baseline,  
 poor\_cc = poor\_2030\_baseline\_lab\_cc\_avg,  
 poor\_food1 = poor\_2030\_baseline\_food1,  
 poor\_food2 = poor\_2030\_dry\_hot\_food2,  
 poor\_foodPI = poor\_2030\_baseline\_lab\_cc\_foodPI) %>%  
 group\_by(poor\_original) %>%   
 summarize(no\_hh = round(sum(weight\_2030\_baseline, na.rm = TRUE)),  
 no\_pp = round(sum(weight\_2030\_baseline\*hhsize, na.rm = TRUE)))  
  
test %>%   
 gt()

| poor\_original | no\_hh | no\_pp |
| --- | --- | --- |
| 0 | 697740 | 2412949 |
| 1 | 85849 | 420079 |

##write.table(test, "clipboard", sep="\t", row.names=FALSE)

And we map these results.

# foodpoor <- ca\_microsim\_cc %>%  
# mutate(new\_poor\_food\_base = if\_else(  
# poor\_cc\_avg\_food2 == 1 & poor\_cc\_avg == 0, 1, 0),  
# new\_poor\_food\_dryhot = if\_else(  
# poor\_cc\_avg\_food1 == 1 & poor\_cc\_avg == 0, 1, 0),  
# NAM\_1 = as\_factor(marz)) %>%   
# mutate(NAM\_1 = if\_else(NAM\_1 == "VayotsDzor", "Vayots Dzor", NAM\_1)) %>%   
# mutate(NAM\_1 = if\_else(NAM\_1 == "Sjunik", "Syunik", NAM\_1)) %>%   
# select(NAM\_1, poor\_Avpovln2022, poor\_cc\_avg, poor\_cc\_max,  
# poor\_cc\_avg\_food1, poor\_cc\_avg\_food2, new\_poor\_food\_base,  
# new\_poor\_food\_dryhot, weight, hhsize)  
#   
# fp <-foodpoor %>%   
# group\_by(NAM\_1) %>%   
# summarize(new\_poor = round(sum(new\_poor\_food\_dryhot \* weight\*hhsize, na.rm = TRUE))) %>%   
# mutate(label = paste0(NAM\_1," (", new\_poor, ")"))  
#   
#   
# ##write.table(fp, "clipboard", sep="\t", row.names=FALSE)  
# fp\_map <- adm1 |>   
# left\_join(fp, join\_by(NAM\_1 == NAM\_1))  
#   
# fp\_map <-tm\_shape(fp\_map)+  
# tm\_polygons("new\_poor", legend.show = FALSE) +  
# tm\_text("label", size = .7, col = "black")+  
# tm\_layout(legend.position = c("right", "top"),   
# title= "Additional Poor Dry-Hot Scenario",   
# title.position = c('left', 'bottom'),  
# title.size = 0.9)  
#   
# fp\_map

Let’s plot how the distribution moves with all these measures.

# Basic density plot comparing equivalized consumption per capita  
ggplot(ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_baseline\_foodPI, fill = 'Direct CC + Food Price')) +  
 geom\_density(alpha = 0.5) +  
 # geom\_density(  
 # data = ca\_microsim\_cc,  
 # aes(x = aec\_r\_2030\_dry\_hot, fill = 'Dry/Hot'),  
 # alpha = 0.5) +  
 # geom\_density(  
 # data = ca\_microsim\_cc,  
 # aes(x = aec\_r\_2030\_dry\_hot\_food2, fill = 'Dry/Hot + Food Price'),  
 # alpha = 0.5) +  
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = aec\_r\_2030\_baseline\_lab\_cc\_avg, fill = 'Direct CC'),  
 alpha = 0.5) +  
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = aec\_r\_2030\_baseline, fill = 'Baseline'),  
 alpha = 0.5) +  
 labs(  
 fill = "Scenario Variant",   
 # title = "Comparison of Consumption Distributions",   
 x = "Equivalized consumption (Dram)",   
 y = "Probability") +  
 theme\_minimal()+  
 coord\_cartesian(xlim = c(20000, 150000),  
 ylim = c(0.000005,0.0000160)) + # Zoom in without removing data  
 scale\_x\_continuous(labels = scales::comma) +  
 scale\_y\_continuous(labels = scales::comma)+  
 geom\_vline(xintercept = 55883,   
 color = "red",   
 linetype = "dotted",   
 linewidth =0.8) +  
 annotate("text",   
 x = 55883,   
 y = 0.0000110,   
 #label = "Poverty line\nAMD 55,883",   
 label = "Poverty line",   
 color = "black",   
 hjust = -0.1,   
 # vjust = -3.5,  
 #angle = 90,   
 size = 3)
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And we also plot the cumulative distributions.

# Plot the cumulative distribution with left-facing arrows  
ggplot(ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_baseline\_foodPI, color = 'Direct CC + Food Price')) +  
 stat\_ecdf(geom = "step") +  
 # stat\_ecdf(data = ca\_microsim\_cc,   
 # aes(x = aec\_r\_2030\_baseline\_lab\_avg, color = 'Baseline + Labor Productivity')) +  
 stat\_ecdf(data = ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_baseline\_lab\_cc\_avg, color = 'Direct CC')) +  
 stat\_ecdf(data = ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_baseline, color = 'Baseline')) +  
 labs(  
 color = "Scenario Variant",   
 # title = "Comparison of Cumulative Consumption Distributions",   
 x = "Equivalized consumption (Dram)",   
 y = "Cumulative Probability") +  
 theme\_minimal() +  
 coord\_cartesian(xlim = c(40000, 110000)) +   
 scale\_x\_continuous(labels = scales::comma) +  
 # geom\_vline(xintercept = 55883,   
 # color = "red",   
 # linetype = "dotted",   
 # linewidth = 0.8) +  
 # annotate("text",   
 # x = 55883,   
 # y = 0.5,   
 # label = "Poverty line",   
 # color = "black",   
 # hjust = -0.1,   
 # size = 3) +  
 annotate("segment", x = 70000, xend = 65000, y = 0.2, yend = 0.2,   
 arrow = arrow(length = unit(0.3, "cm")), color = "black") +  
 annotate("text", x = 72500, y = 0.2, label = "Shift due to shocks", hjust = 0)
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# annotate("segment", x = 80000, xend = 75000, y = 0.4, yend = 0.4,   
 # arrow = arrow(length = unit(0.3, "cm")), color = "black") +  
 # annotate("text", x = 82500, y = 0.4, label = "Shift due to shocks", hjust = 0)

### 8.4 Energy prices

We first establish energy elasticities. We only have quantities for liquefied gas hous\_29\_a and their purchase value hous\_29\_b with which we can compute price. Unfortunately there is no quantity for electricity, so we will use the same elasticity. We do not compute an elasticity by decile, because there are too few observations per decile, so we estimate an overall elasticity for all the distribution.

# We extract the liquefied gas (hous\_29), natural gas (hous\_38)   
# and electricity (hous\_23) information  
energy\_summary\_all <- hh %>%   
 mutate(l\_gas\_price =   
 if\_else(hous\_29\_a == 0, 0, hous\_29\_b/hous\_29\_a),  
 n\_gas\_price =   
 if\_else(hous\_36\_a == 0, 0, hous\_36\_b/hous\_36\_a)) %>%  
 select(interview\_\_key, weight, hous\_29\_a, hous\_29\_b,hous\_23,  
 hous\_36\_a, hous\_36\_b, l\_gas\_price, n\_gas\_price)  
  
# We estimate the weighted mean of liquefied gas prices  
avg\_l\_gas\_price <- weighted.mean(energy\_summary\_all$l\_gas\_price,  
 energy\_summary\_all$weight,  
 na.rm=TRUE)  
  
# And do the same for natural gas  
avg\_n\_gas\_price <- weighted.mean(energy\_summary\_all$n\_gas\_price,  
 energy\_summary\_all$weight,  
 na.rm=TRUE)  
  
# We replace missing 0 values with average gas price  
energy\_summary\_all <- energy\_summary\_all %>%   
 mutate(l\_gas\_price = if\_else(l\_gas\_price==0.0,  
 avg\_l\_gas\_price,  
 l\_gas\_price),  
 n\_gas\_price = if\_else(n\_gas\_price==0.0,  
 avg\_n\_gas\_price,  
 n\_gas\_price))  
  
# We subset to compute a single elasticity value for the entire distribution  
# Summarize the data at the household level  
l\_energy\_summary <- energy\_summary\_all %>%  
 filter(!is.na(l\_gas\_price))# %>%   
   
# Filter out rows with non-positive values in hous\_29\_a or l\_gas\_price  
l\_energy\_summary <- l\_energy\_summary[l\_energy\_summary$hous\_29\_a > 0 & l\_energy\_summary$l\_gas\_price > 0, ]  
  
# Compute the log of quantity and price  
l\_energy\_summary$log\_gas\_quantity <- log(l\_energy\_summary$hous\_29\_a)  
l\_energy\_summary$log\_l\_gas\_price <- log(l\_energy\_summary$l\_gas\_price)  
  
# Estimate a single price elasticity for the entire dataset  
model <- lm(log\_gas\_quantity ~ log\_l\_gas\_price, data = l\_energy\_summary)  
summary\_model <- summary(model)  
  
# Extract the price elasticity (coefficient of log\_l\_gas\_price)  
l\_gas\_price\_elasticity <- coef(summary\_model)["log\_l\_gas\_price", "Estimate"]  
  
# Print the results  
print(summary\_model)

Call:  
lm(formula = log\_gas\_quantity ~ log\_l\_gas\_price, data = l\_energy\_summary)  
  
Residuals:  
 Min 1Q Median 3Q Max   
-1.79267 -0.42107 -0.01872 0.50991 1.87661   
  
Coefficients:  
 Estimate Std. Error t value Pr(>|t|)   
(Intercept) 2.33837 0.63292 3.695 0.00025 \*\*\*  
log\_l\_gas\_price -0.08781 0.10115 -0.868 0.38587   
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
  
Residual standard error: 0.5834 on 412 degrees of freedom  
Multiple R-squared: 0.001826, Adjusted R-squared: -0.0005972   
F-statistic: 0.7535 on 1 and 412 DF, p-value: 0.3859

print(paste("Estimated price elasticity of gas quantity demanded:", l\_gas\_price\_elasticity))

[1] "Estimated price elasticity of gas quantity demanded: -0.0878078581985716"

We see that this commodity is highly inelastic at -0.088781.The estimated price elasticity of -0.086 suggests that the demand for gas is inelastic. This means that a 1% increase in the price of gas would lead to only a 0.09% decrease in the quantity of gas demanded. The absolute value of the elasticity is much less than 1, indicating that consumers do not significantly reduce their gas consumption in response to price increases. This could be because gas is a necessity for many households, and they cannot easily reduce their usage or switch to alternative sources. We expect electricity, being so universal in the dataset to behave in the same manner. We wanted to use natural gas to compute a similar metric, but there is hardly any variation in prices. Everybody experiences the same price and so there is not enough variation to compute a valid model. We will use the elasticity from liquefied gas for our purposes.

Let’s add back the elasticity data to the analysis dataset.

ca\_microsim\_cc$l\_gas\_price\_elasticity <- l\_gas\_price\_elasticity  
ca\_microsim\_cc <- ca\_microsim\_cc %>%   
 left\_join(energy\_summary\_all, join\_by(hhid==interview\_\_key))

Let’s apply the elasticities to the new data.

# Calculate the implicit price  
# Assuming implicit\_price can be calculated from the expenditure  
# If we assume baseline quantity consumed is proportional to expenditure/price  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(  
 # This is 1 as we don't have baseline price  
 electricity\_implicit\_price = if\_else(hous\_23 == 0,1,hous\_23 / hous\_23),   
 electricity\_quantity = hous\_23 / electricity\_implicit\_price,  
 energy\_price\_elasticity = l\_gas\_price\_elasticity)  
  
EM\_elec\_price <- 1.071353 # Price increase in Energy Model  
EM\_gas\_price <- 1.025514  
  
# Calculate the percentage change in prices by decile  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(energy\_baseline\_dprice = (energy\_PI - 1),  
 energy\_nzs\_dprice = (nzs\_2030\_energy - 1),  
 EM\_elec\_dprice = (EM\_elec\_price-1), # Interpolation from Energy Model  
 EM\_gas\_dprice = (EM\_gas\_price-1))   
  
# Estimate the new energy consumption levels  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(  
 electricity\_baseline\_q\_sim = electricity\_quantity \*   
 (1 + energy\_baseline\_dprice \* energy\_price\_elasticity),  
 electricity\_nzs\_q\_sim = electricity\_quantity \*  
 (1 + energy\_nzs\_dprice \* energy\_price\_elasticity),  
 electricity\_EM\_q\_sim = electricity\_quantity \*  
 (1 + EM\_elec\_dprice \* energy\_price\_elasticity),  
 l\_gas\_baseline\_q\_sim = hous\_29\_a \*   
 (1 + energy\_baseline\_dprice \* energy\_price\_elasticity),  
 l\_gas\_nzs\_q\_sim = hous\_29\_a \*  
 (1 + energy\_nzs\_dprice \* energy\_price\_elasticity),  
 l\_gas\_EM\_q\_sim = hous\_29\_a \*  
 (1 + EM\_gas\_dprice \* energy\_price\_elasticity),  
 n\_gas\_baseline\_q\_sim = hous\_36\_a \*   
 (1 + energy\_baseline\_dprice \* energy\_price\_elasticity),  
 n\_gas\_nzs\_q\_sim = hous\_36\_a \*  
 (1 + energy\_nzs\_dprice \* energy\_price\_elasticity),  
 n\_gas\_EM\_q\_sim = hous\_36\_a \*  
 (1 + EM\_gas\_dprice \* energy\_price\_elasticity)  
 )  
  
# Calculate the new expenditure levels  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(electricity\_baseline\_sim =   
 electricity\_baseline\_q\_sim \* energy\_PI, #because e-price = 1  
 l\_gas\_baseline\_sim =   
 l\_gas\_baseline\_q\_sim \* l\_gas\_price \* energy\_PI,  
 n\_gas\_baseline\_sim =   
 n\_gas\_baseline\_q\_sim \* n\_gas\_price \* energy\_PI,  
 electricity\_nzs\_sim =   
 electricity\_nzs\_q\_sim \* nzs\_2030\_energy,#because e-price = 1  
 l\_gas\_nzs\_sim =   
 l\_gas\_nzs\_q\_sim \* l\_gas\_price \* nzs\_2030\_energy,  
 n\_gas\_nzs\_sim =   
 n\_gas\_nzs\_q\_sim \* n\_gas\_price \* nzs\_2030\_energy,  
 electricity\_EM\_sim =   
 electricity\_EM\_q\_sim \* EM\_elec\_price,#because e-price = 1  
 l\_gas\_EM\_sim =   
 l\_gas\_EM\_q\_sim \* l\_gas\_price \* EM\_gas\_price,  
 n\_gas\_EM\_sim =   
 n\_gas\_EM\_q\_sim \* n\_gas\_price \* EM\_gas\_price)

Let’s plot the distributions to see changes:

# Basic density plot comparing food1 and food\_exp\_sim  
ggplot(ca\_microsim\_cc, aes(x = hous\_23, fill = 'Baseline')) +   
 geom\_density(alpha = 0.3) +   
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = electricity\_baseline\_sim, fill = 'Baseline + NSZ Energy Prices'),  
 alpha = 0.3) +  
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = electricity\_EM\_sim, fill = 'NSZ + NSZ Energy Prices'),  
 alpha = 0.3) +  
 #facet\_wrap(~decile)+  
 labs(  
 fill = "Consumption Type",   
 title = "Comparison of Electricity Expenditure Distributions",   
 x = "Energy Expenditure",   
 y = "Density") +  
 theme\_minimal() +  
 coord\_cartesian(xlim = c(0, 40000)) + # Adjust the xlim for zoom  
 scale\_x\_continuous(labels = scales::comma) +  
 scale\_y\_continuous(labels = scales::comma)
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# Basic density plot comparing food1 and food\_exp\_sim  
ggplot(ca\_microsim\_cc, aes(x = hous\_23+hous\_29\_b+hous\_36\_b, fill = 'Baseline')) +   
 geom\_density(alpha = 0.3) +   
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = electricity\_baseline\_sim+l\_gas\_baseline\_sim+n\_gas\_baseline\_sim, fill = 'Baseline + NSZ Energy Prices'),  
 alpha = 0.3) +  
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = electricity\_nzs\_sim+l\_gas\_nzs\_sim+n\_gas\_nzs\_sim, fill = 'NSZ + NSZ Energy Prices'),  
 alpha = 0.3) +  
 # facet\_wrap(~decile)+  
 labs(  
 fill = "Consumption Type",   
 title = "Comparison of Energy Expenditure Distributions",   
 x = "Energy Expenditure",   
 y = "Density") +  
 theme\_minimal() +  
 coord\_cartesian(xlim = c(0, 100000)) + # Adjust the xlim for zoom  
 scale\_x\_continuous(labels = scales::comma) +  
 scale\_y\_continuous(labels = scales::comma)

Warning: Removed 5184 rows containing non-finite outside the scale range  
(`stat\_density()`).  
Removed 5184 rows containing non-finite outside the scale range  
(`stat\_density()`).  
Removed 5184 rows containing non-finite outside the scale range  
(`stat\_density()`).
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Calculate losses in consumer surplus and purchasing power loss.

# Calculate Purchasing Power loss for food1 and food2 and PI scenarios  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(  
 across(  
 c(hous\_23,  
 hous\_29\_b,  
 hous\_36\_b,   
 totc\_2030\_baseline,  
 totc\_2030\_nzs,  
 l\_gas\_baseline\_sim,  
 n\_gas\_baseline\_sim,  
 electricity\_baseline\_sim,  
 l\_gas\_nzs\_sim,  
 n\_gas\_nzs\_sim,  
 electricity\_nzs\_sim,  
 l\_gas\_EM\_sim,  
 n\_gas\_EM\_sim,  
 electricity\_EM\_sim), ~replace\_na(., 0))) %>%  
 mutate(energy\_baseline\_PPloss = ((hous\_23 + hous\_29\_b + hous\_36\_b) /   
 totc\_2030\_baseline) \* energy\_baseline\_dprice,  
 energy\_nzs\_PPloss = ((hous\_23 + hous\_29\_b + hous\_36\_b) /   
 totc\_2030\_nzs) \* energy\_nzs\_dprice,  
 ttl\_PPloss\_1 = energy\_baseline\_PPloss,  
 ttl\_PPloss\_2 = energy\_nzs\_PPloss  
 )  
  
# Adjust total expenditure (totc) based on the purchasing power loss  
ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 # mutate(nzs\_scale\_coef = if\_else(  
 # totc\_2030\_baseline==0, 1, totc\_2030\_nzs/totc\_2022)) %>%   
 mutate(#totc\_2030\_baseline\_energy2 = totc\_2030\_baseline \* (1 - ttl\_PPloss\_1),  
 totc\_2030\_baseline\_energy =   
 totc\_2030\_baseline -  
 ((electricity\_baseline\_sim +  
 l\_gas\_baseline\_sim +   
 n\_gas\_baseline\_sim) -   
 (hous\_23 +   
 hous\_36\_b +   
 hous\_29\_b)),  
 #totc\_2030\_nzs\_energy2 = totc\_2030\_nzs \* (1 - ttl\_PPloss\_2),  
 totc\_2030\_nzs\_energy =   
 totc\_2030\_nzs -  
 ((electricity\_nzs\_sim +  
 l\_gas\_nzs\_sim +   
 n\_gas\_nzs\_sim) -   
 (hous\_23 +   
 hous\_36\_b +   
 hous\_29\_b)),  
 totc\_2030\_EM\_baseline\_energy =   
 totc\_2030\_baseline -  
 ((electricity\_EM\_sim +  
 l\_gas\_EM\_sim +   
 n\_gas\_EM\_sim) -   
 (hous\_23 +   
 hous\_36\_b +   
 hous\_29\_b)),  
 totc\_2030\_EM\_nzs\_energy =   
 totc\_2030\_nzs -  
 ((electricity\_EM\_sim +  
 l\_gas\_EM\_sim +   
 n\_gas\_EM\_sim) -   
 (hous\_23 +   
 hous\_36\_b +   
 hous\_29\_b))  
 )  
  
# View the results  
print(ca\_microsim\_cc %>% select(decile, totc\_2030\_baseline, totc\_2030\_baseline\_energy, totc\_2030\_nzs\_energy, totc\_2030\_EM\_baseline\_energy,totc\_2030\_EM\_nzs\_energy))

# A tibble: 5,184 × 6  
 decile totc\_2030\_baseline totc\_2030\_baseline\_energy totc\_2030\_nzs\_energy  
 <dbl> <dbl> <dbl> <dbl>  
 1 9 298269. 250374. 242384.  
 2 7 345611. 326156. 297259.  
 3 2 130498. 128170. 120539.  
 4 2 365825. 332689. 305466.  
 5 4 285862. 261819. 234343.  
 6 10 525030. 484825. 438545.  
 7 8 232452. 203798. 203659.  
 8 5 326731. 294705. 262852.  
 9 6 479398. 439146. 395652.  
10 8 197776. 185229. 167076.  
# ℹ 5,174 more rows  
# ℹ 2 more variables: totc\_2030\_EM\_baseline\_energy <dbl>,  
# totc\_2030\_EM\_nzs\_energy <dbl>

Okay so now we estimate new welfare and poverty.

ca\_microsim\_cc <- ca\_microsim\_cc %>%  
 mutate(aec\_r\_2030\_baseline\_energy = totc\_2030\_baseline\_energy / ae\_r / PI,  
 aec\_r\_2030\_nzs\_energy = totc\_2030\_nzs\_energy / ae\_r / PI,  
 aec\_r\_2030\_EM\_baseline\_energy =  
 totc\_2030\_EM\_baseline\_energy / ae\_r / PI,  
 aec\_r\_2030\_EM\_nzs\_energy =  
 totc\_2030\_EM\_nzs\_energy / ae\_r / PI) %>%  
 mutate(poor\_2030\_baseline\_energy =  
 if\_else(aec\_r\_2030\_baseline\_energy < 52883, 1, 0),  
 poor\_2030\_nzs\_energy =  
 if\_else(aec\_r\_2030\_nzs\_energy < 52883, 1, 0),  
 poor\_2030\_EM\_baseline\_energy =   
 if\_else(aec\_r\_2030\_EM\_baseline\_energy < 52883, 1, 0),  
 poor\_2030\_EM\_nzs\_energy =   
 if\_else(aec\_r\_2030\_EM\_nzs\_energy < 52883, 1, 0))

And now we see who became poor

# We make a table to see who became poor.   
test <- ca\_microsim\_cc  
  
test <- test%>%  
 rename(poor\_original = poor\_Avpovln2022\_2030\_baseline,  
 poor\_baseline\_energy = poor\_2030\_baseline\_energy  
 ) %>%  
 group\_by(poor\_original) %>%   
 summarize(no\_hh = round(sum(weight\_2030\_baseline, na.rm = TRUE)),  
 no\_pp = round(sum(weight\_2030\_baseline\*hhsize, na.rm = TRUE)))  
  
test %>%   
 gt()

| poor\_original | no\_hh | no\_pp |
| --- | --- | --- |
| 0 | 697740 | 2412949 |
| 1 | 85849 | 420079 |

#write.table(test, "clipboard", sep="\t", row.names=FALSE)

And we map these results.

# foodpoor <- ca\_microsim\_cc %>%  
# mutate(new\_poor\_food\_base = if\_else(  
# poor\_cc\_avg\_food2 == 1 & poor\_cc\_avg == 0, 1, 0),  
# new\_poor\_food\_dryhot = if\_else(  
# poor\_cc\_avg\_food1 == 1 & poor\_cc\_avg == 0, 1, 0),  
# NAM\_1 = as\_factor(marz)) %>%   
# mutate(NAM\_1 = if\_else(NAM\_1 == "VayotsDzor", "Vayots Dzor", NAM\_1)) %>%   
# mutate(NAM\_1 = if\_else(NAM\_1 == "Sjunik", "Syunik", NAM\_1)) %>%   
# select(NAM\_1, poor\_Avpovln2022, poor\_cc\_avg, poor\_cc\_max,  
# poor\_cc\_avg\_food1, poor\_cc\_avg\_food2, new\_poor\_food\_base,  
# new\_poor\_food\_dryhot, weight, hhsize)  
#   
# fp <-foodpoor %>%   
# group\_by(NAM\_1) %>%   
# summarize(new\_poor = round(sum(new\_poor\_food\_dryhot \* weight\*hhsize, na.rm = TRUE))) %>%   
# mutate(label = paste0(NAM\_1," (", new\_poor, ")"))  
#   
#   
# ##write.table(fp, "clipboard", sep="\t", row.names=FALSE)  
# fp\_map <- adm1 |>   
# left\_join(fp, join\_by(NAM\_1 == NAM\_1))  
#   
# fp\_map <-tm\_shape(fp\_map)+  
# tm\_polygons("new\_poor", legend.show = FALSE) +  
# tm\_text("label", size = .7, col = "black")+  
# tm\_layout(legend.position = c("right", "top"),   
# title= "Additional Poor Dry-Hot Scenario",   
# title.position = c('left', 'bottom'),  
# title.size = 0.9)  
#   
# fp\_map

Let’s plot how the distribution moves with all these measures.

Food prices

# Basic density plot comparing equivalized consumption per capita  
ggplot(ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_nzs\_energy, fill = 'NZS + Energy Price')) +  
 geom\_density(alpha = 0.5) +  
 # geom\_density(  
 # data = ca\_microsim\_cc,  
 # aes(x = aec\_r\_2030\_dry\_hot, fill = 'Dry/Hot'),  
 # alpha = 0.5) +  
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = aec\_r\_2030\_baseline\_energy, fill = 'Baseline + Energy Price'),  
 alpha = 0.5) +  
 # geom\_density(  
 # data = ca\_microsim\_cc,  
 # aes(x = aec\_r\_2030\_baseline\_lab\_cc\_avg, fill = 'Direct CC'),  
 # alpha = 0.5) +  
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = aec\_r\_2030\_baseline, fill = 'Baseline'),  
 alpha = 0.5) +  
 labs(  
 fill = "Scenario Variant",   
 # title = "Comparison of Consumption Distributions",   
 x = "Equivalized consumption (Dram)",   
 y = "Probability") +  
 theme\_minimal()+  
 coord\_cartesian(xlim = c(00000, 300000))+  
 # ylim = c(0.000005,0.0000160)) + # Zoom in without removing data  
 scale\_x\_continuous(labels = scales::comma) +  
 scale\_y\_continuous(labels = scales::comma)+  
 geom\_vline(xintercept = 55883,   
 color = "red",   
 linetype = "dotted",   
 linewidth =0.8) +  
 annotate("text",   
 x = 55883,   
 y = 0.0000055,   
 #label = "Poverty line\nAMD 55,883",   
 label = "Poverty line",   
 color = "black",   
 hjust = -0.1,   
 # vjust = -3.5,  
 #angle = 90,   
 size = 3)
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Energy

# Basic density plot comparing equivalized consumption per capita  
ggplot(ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_nzs\_energy, fill = 'NZS + Energy Price')) +  
 geom\_density(alpha = 0.5) +  
 # geom\_density(  
 # data = ca\_microsim\_cc,  
 # aes(x = aec\_r\_2030\_dry\_hot, fill = 'Dry/Hot'),  
 # alpha = 0.5) +  
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = aec\_r\_2030\_baseline\_energy, fill = 'Baseline + Energy Price'),  
 alpha = 0.5) +  
 # geom\_density(  
 # data = ca\_microsim\_cc,  
 # aes(x = aec\_r\_2030\_baseline\_lab\_cc\_avg, fill = 'Direct CC'),  
 # alpha = 0.5) +  
 geom\_density(  
 data = ca\_microsim\_cc,  
 aes(x = aec\_r\_2030\_baseline, fill = 'Baseline'),  
 alpha = 0.5) +  
 labs(  
 fill = "Scenario Variant",   
 # title = "Comparison of Consumption Distributions",   
 x = "Equivalized consumption (Dram)",   
 y = "Probability") +  
 theme\_minimal()+  
 coord\_cartesian(xlim = c(20000, 150000),  
 ylim = c(0.000005,0.0000160)) + # Zoom in without removing data  
 scale\_x\_continuous(labels = scales::comma) +  
 scale\_y\_continuous(labels = scales::comma)+  
 geom\_vline(xintercept = 55883,   
 color = "red",   
 linetype = "dotted",   
 linewidth =0.8) +  
 annotate("text",   
 x = 55883,   
 y = 0.0000110,   
 #label = "Poverty line\nAMD 55,883",   
 label = "Poverty line",   
 color = "black",   
 hjust = -0.1,   
 # vjust = -3.5,  
 #angle = 90,   
 size = 3)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABvFBMVEUAAAAAAB0AACIAADoAAGYAJEoALFcAOmYAOpAAPl4ATm4AZpAAZrYUAAAUAD4ULFclIgAmAB0mADUmJDUmJEomPl4mWHInLpAyqJs6AAA6ADo6AGY6Ojo6OmY6OpA6ZmY6ZrY6kNs+w5tEAABEAB1EJABEJDVEJEpEb4RLbiJLqFdLw5tNTU1NTW5NTY5NbqtNjshTo1VTvpZYiz5YqFdYw5tfJABfJB1fPgBfhYRmAABmADpmAGZmOgBmOjpmOpBmZmZmkJBmtrZmtv9uTU1uTW5uTY5ubo5ubqtuq+R4PgB4Ph14nIR8Ozd8akV/3JuOTU2OTW6OTY6Obk2ObquOyP+QOgCQOjqQOmaQZgCQkDqQkGaQtpCQ27aQ29uQ2/+RWB2RnISXsJCmhEmmmlymmoGmw/WobzWohUqonF6onHKonISrbk2rbm6rjk2rq8iryKur5OSr5P+wzf+2ZgC2Zjq2tma225C22/+2/9u2//+3pH+8qYTIjk3Ijo7I///bkDrb/9vb///kq27k///r6+vysKz7urb/AAD/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///9vrHjyAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAWdUlEQVR4nO3di38cx0EH8AG5rVNEDbQUZENAEEpIZDs4ERCHEkBJsEJinIAcaBzUQO04PQPBFrTYMVJt1+ikVg/vP8w89zmzt7MzszO3+v0+tvbu9nGr/d7MzuzN6UiGjDok9g4gYQPgkQfAIw+ARx4AjzwAHnnCAv+037yeq4XY5NwHwAB2iPVh3d3ttdrseQAOEgBHT2LATqsBWBMAA9ghAI4eAAPYIQCOHgAD2CHoJkUPgE8u8NG1lYtPyre0kyw7eGc7y57dWTl/t7EJVNHRYwZ+dmcje/xK6ZZ2kmV7Kxco8MONbE++HEoBcPSYgY8+3BaFU93STrKH57+gP9k9TQAcPWbggytPsqMP7ha3tJNMVNEHV/69VEX/dBQZ4OgPEDMwq3GFoLylnWQS+K0N/jqoBSU4eryVYHWvEgBHj/M5WAAf/YMfYHSTfKetFb2et6LXRbtZM8lkN+mhnyoawL4zsx/My+fsfjC9d6HZkEYVHT2JXclyWg3AmgAYwA4BcPQAGMAOAXD0JAaMbpLvABjADkEVHT0ABrBDABw9AAawQwAcPQAGsEPQTYoeAAPYIaiiowfAAHYIgKMHwAB2CICjB8AAdgi6SdEDYAA7BFV09AAYwA4BcPQAGMAOAXD0ABjADkE3KXoADGCHoIqOHgAD2CEAjh4AA9ghAI4eAAPYIegmRQ+AAewQVNHRA2AAOwTA0QNgADsEwNEDYAA7BN2k6AEwgB2CKjp6AAxg+8T+Qhw/CXFkhg9KMEqwQwAcPQAGsEPQTYqeeQEmakcBbJfEgE2zyL17khjAdpkPYOp7TxID2C5zASx8GTGAbTMPwLkvgO0zB8CFLxMGsF3SBy77Atg6iQE3u0kVXyoMYLsAGMAOcdeo+fJ2luMmrebNfQAMYIc4Azd8AWwZAAPYIa7ATd97t1r2GMDNABjADnHsJml8AWyZ+QNuOQsDuJnEgCuzdL4AtgyAAewQJ2CtLwU2CwO4GQAD2CEuwHpfAFtmLoAJIWVgozCAm0kMuNRNKgZikdXVVQLgfkkWuPBdXQVw/yQGXMyqAefCALZL8sDSNxe+dc8sDOBmUgWuF2AA90zqwLmvEgawXeYIWAgD2C4ABrBDeneTdL5C+NY9szCAm5krYCYMYLskBqxmAdhX0gQ2+DJhANsFwAB2SM/D2rzKUQjfumcWBnAzSQM3fQFsGwAD2CH9ukk5YtM3vyQN4I4BMIAd0u+wtgJfahEGcDMJA2t9Vy/JMgzgbkkQOO/rAthD5hBYCAO4W+YR2CgM4GbSBdb7AtgyLcBH11YuPinf0k6y7OCdbfrjrZWVjcYm+nST1DtGLcBcGMCdYgZ+dmcje/xK6ZZ2kmV7Kxe2s6MP7mYHb9+tb8MzMBsCD2C7mIGPPtwWhVPd0k6yh+e/oD/3GPXDRhHuc1hNwISQyYQIYIPwMMA7dE8WNjsuvH+2vOTx9UWxicWWhUR+9mO7vTLFDHxw5QkvmPkt7SSTVTSNuMfi9G025BYPuVQNuckjH2YLEU9fn2OK4bjsnLqfZVOy1utw85Wp88y1dea9Ygbeu6gE5S3tJMuBn91Zb2zDoQTXx3JMZIoPOsQpwRJn6/Qjm7VUhNv+ufvdFvQQbyX46FrTt89hVQPrTMA3SWzg5eImIYtySkvm/tkbS4SV7H06IcuU8Xvk1I8olFqOZYutzWro+kLqvtgIu7esfX7bOJ+D81Z0sw3tETj3ndwUZVh7Eh7kHDxVh56dUA8vr4kT687pR/tLtFTTOpg9xqb7S4u8JLL56uSbTekyrBKoL1TcFxsZoASzKle1otdFu1kzyQSw3jcgsLYID9SKZq2sxaIWnbLzKgXaX1rjD/6cVd50qu7z+fwHzeEbm7yGri9Uvz8AsOzoMr7Z/eDHKyzurejdXQls8qXAeRGOBZwxz9OPlBnzZtUrN+E/prydre6zQlucU2kdLdrQ1YXq94cA9pAwwBMSHTgvmRmvndVDsralnShl1ACenv4Ja6bVF6rfHytwXkUTg28OrBMeAlge+ZLBVHaKK6DTUglm89WrgdbRN1gburFQ7X4QYP4q8hr7w6o+f9QKbCrCg5TgLXaQVMNJ/Kc4NdD9peJ+pZFF1/8tdrO+UP0+b3T5SPUYbRHSr39nSG9go28BTIWjAItzLmtIl7tJooIVxZgexYVPaKNL3S93k/JrJPWFmvcXDc9vl/oxOrzsqwPGEgpYFuE4wPOV5jmYEZ+aeaWlW7wAV3xLwE1hADdTB97htUnPC3GNADh6KoeInSz4CWLqqQj36CZxYLOvBNbX0QBuptqK9lU1q4QFXiUAnpkqsNfim/U4rPIPrQDYW5IHrvkqYG0dDeBmiiMkL6kS4qkDxtITuKUAA9gymhLsMYGB63X0EMBEH5tNDJq0rkWrzx2ZfXNgUYQjAP+fLnMATIsvu8TBEu8cbA1craMB3ExiJZh3k8ilLsBMGMAzkzhww7cKXKujAdxMqYrOGwyxq+iOwLwIA3hGEivBAPadpIBVJ+mPf5mQX/xNPfAP/vDTHPi1M+Q3SPsme+6JOXMLnEIrOgc+8/Lqq199Wec7+ddv5cATcuZlkhYwH91s+tTD/rn7HYa8e06aJZgCv3bm5T8i5NuT7397wv5/Rshzk9vf/INf+BXylT+jD332HAd+iZDfucwuvU3ZBbgEgBmgaTzV8LpZwsCvfvWlb/weeeH129/69Id/yn5O3n3x9q++zkrw7V9774d/8qICPnf/8M/v7z//KNtaSwT4+CPxQYU1/roTo6b5Rx94Cd5//p/4LPFY8FSBpy0VTJ/YHVbqy7pJ6hz86tdXybsvTv729du/zgowLc6MmQJT3du8oubAzz+iB5Tv+HIiwPTVJse305ceHwUtBkNL4KVlPqYyHyAdNhXgHfFqizUmSwDTtjErwaurr36d0FJLK2P+g51zJTC9xypuep+8RP6FcODFGU836DlYjIehusw5Ex9nYNXMOfmP24vHbJ66V1J6uzB/p0EAv/YN8vkLr08+/8533pvQylmWWwb8+QvffE8CnyEcmI9OTaaKZiPbt8QH0pbYeEveel3YrAJftvmYcf8kDMw+8s3OtO+y0isaWRT3B7//lU8n3+cFugScVCOLtgbYoZRtKlody5JaBR6g9PL9Ld9RH6PytvWewJdMVznkhQ7a6sqvdZT7SYkA09qXK4rPK8jzLZ1UgOVjNk/dKwldqizeSpoB/Bl5rriYVX6/IQFg1Q/eIeRr312TFTU7uAub1RIsHwuehLpJxZv9l8y+5UuVk/rVyvjA6QXAJwlYVDAxq+jdXTvg6kkYwM2U9+z4+jJt4UdrZNWA9b4a4OIkDOBm6t0kv207lyq6K3CpCAO4mTrwzmKsfnBpQKUFcKWOxqjKZip7tsV1d+KU4P7AeR0N4GZqHz5bpj03j70zB2CDrwa4KMKDAP+dLnMC7D0Ajp65By6fhAHcTDrvB3Pg3d0ewLkwgJtJ5/3gKrDJF8CWSeftQlJ8aMUKuFRHA7iZZIDLnysEsL8k835wf2AmPPPpBgJ2GzYr1u7QTRULLquttu6vuhH7/eAqsNE3dWCnYbOdx9WqcQVd9rfbFnvGFlh+btQSeKKuJCUCbD1sVg3fUcDVRfZ/+7vsj1CTr/3F5tYaG7JZDP1is36UDx7QDsQFcIASbDtstgFcWYT/CWn2JtDC5pT+XM6KioLNorfZKD+6vHYgbhV4p6javcQaWHWT7IAn6QD3GDbLLz7wo67Wri7Cx/fQJWnFcPjmo//azIpTvVxQvDD0A3GT6QdXgM2+qQP3GjbbKMGVRfg9WjFT4OOPPnnzUXNBXm1n+oG4QbpJfb7EhpS/Skd+h07nkBBfsdMb2HrYrAk4X02V4GznL5c1C8oSrB2Im0o/uHwKti/Bk6RKcO9hszW3YjV1Ds7/HHl1QVZl0Il2sEYqVXQFuMXXBExmPN3Q/eBew2blmLi16iLiRXOZ/BItwcf/mBdqNS0W1A7ETaWRNRLgkOGav2u7VirdJFL+60n2wJORA8s/Kr9jPxijOqoy3l+6KwMTA+IJBu6fVP6UoQTm3SQAe0y1keX7w1DDAV8l7U8H4Kx4vyFSN6k4BfcAngwGPM+jKr2n82GtnIKNiG3A75NhgOctowG+OhDwHJfgLZ+Vs8iQwLQIDwJ8T5d5AN4SX1zrdesAjp58z3gn2HdP2Aa4dBmrDzATBnAz5T9lWPn+ci+xBqbdJAB7zZiA2z7ECeA0gF2q6C/fB3AzaQBX21j9gHkzy3lPZqYdmI+fYu/7qHE4uq/6DDE61ry/6kbUYbMlYNKK2A781Cw8GDA7eBJDfc9z/QpwiNGx5v11WXlmLIDL7wXPMfC5/15Ugqw6rBCFHB1r3l+bX846wwK3nYQHA76/pUZjsYLLv/5dJeToWPP+2vxy1hkUuLUdPRzw4ZtiFJUc2jZVZ9uwo2PN+2vzy1nHGnh3dwZi+sDZzrIYJpVfM1IfZQk5Ota8vza/nHU6HtaijTUG4OOPbrARkbwWFX/HektYhxwda95fm4WtYw0shmP1BX5gPgkPCMyb0nL8Ki/H9XZwiNGx5v21+eWsMziwsQgPCZztnPqf6/yMu8gr1CFGx5r31+aXs0534MqI2Z7AbXX0/FzJ6jc61pjEgMlMxFED9x8da8y4gL80Cs8HcICkAFw/BQPYYxIDduomcWCDMICDZIzA8zvoLkAGrqJv0laWQRjDZoOkM3DF1wHYWIQBHCQAjp4RAmuFARwkAI6eBICLNhbpgtgObKqjARwk1sBu3aSb5o4SgIOkK3BeQ3sB1gkDOEisgbsgAtgmKQGTbojtwIY6GsBBAuDoGSWwRhjAQdIRuHYKdgA2FmEAB4kVMOmKCGCLJAbs2k0CcD3xgSunYE/ATWEAB4k1cCfEGcDaIgzgIOkGXG9jAdhj0gEmFai+wKY6GsBBAuDoaQE+urZy8Un5Vtvk4K2VC9uNTQA4eszAz+5sZI9fKd1qmxx9cDd7LF8OpcQDrgsDuJGjD7ezg3e2i1ttk4MrT/hitVgDO3eTTEUYwI1wM1ow81ttk2oJtvw+HVJ8lc7uruUX6jRz9cGD958+fer+RTuDHP/gMQPvXVTA8lbbpHTCLqdTCW7U0F5KcK0IowQ3YlWCD96+m+01W1kAjh5P5+CiuFfS4bBq2lhuwHJUB4BF2lrR63krel00mM2T/iU4BLCmlQXgZsRplRXiDv3gvZWV840CHBW4KgzgIAFw9CQG7KEfDOBKUgGWBRjAvpMYcFfE1nmyGV0RBnCQdAFunoLdgZtFGMBBAuDoATCAHQLg6IkNrOsG+wIuCwM4SDoDK18f3SRtEQZwkAA4ehID7o4I4G4ZNXBJGMBB0gFY08byAVwvwgAOEgBHTxrARA/VF1hzEgZwkAA4eiID19tYfrpJmjoawEEC4OhJDNgCEcCdkgQwMUEB2DnjBG4KAzhIABw9sYF1p2AAe8zYgZUwgINk1mFt1NCeukkAzgNgADvEGtgGsXVeXRjAQQLg6AEwgB2SArAQBnCQzATW+voALobtADhg4gKX62gAB8mMw9qsoX11kwCscgKAuTCAg8Qa2A6xdd5VALMAGMAOmQWsfasBwD4zauCSMICDpAtw0xfAHjNe4GodDeAgsQb2100CsEhMYE0jOgwwFQZwkFgD2yLOAC6KMICDZAawoRENYI8BMIAdEhW4chIGcJAAOHqCAHf9vhWivmwlTK4+EF/A0vM7WEIcmeETvQRXC7DPblL5JKz5RuFuezn3ATCAHWINbI3YOq90En7a8osCuHdmABvaWD6BlTCAgyQh4JZKGsC90wps7CUB2GMADGCHzAbW+XoFlsJPWxrSAO4da2Cv3aRyEQZwkAA4ehID7oE4C1gIAzhIkgI2CgO4dwAcPTGBTb0kf8DFSRjAQTITWOvrGZgLP215xwHAvQPg6IkHrD0Fe+4mARjAM/Zy7pMYcB/E1nlK+GnL2/4A7h0AR09cYL0vgD3mZAHrhQHcO/GB1aUOAAdJK7DxFOwdmAo/bRldCeDesQb23U0C8OiBZR2tgHXCAO6dGcCGGhrAHnMygL98H8BB0nLoWhrRfoFFEc6BNcIA7h0AR88JAc4/owRgr0kCuPIpQ50wgHvHGjhANwnAAdMGfElXgIMBP2ipowHcO9bAvREtgBvCAO6dNICZ8IOWZhaAewfA0XMSgevCAO4d86EjQwJT4QctXWEA9w6Aoycx4CDdpAZwTRjAvdMKrCvAIYGNRRjAIZ7XfKEyRGrXo1v/Ltq4cnJ+0xMaAI88AB55ADzyAHjkAfDIA+CRB8Ajz3DAz+5sZNnRtZWLT/hdeas6aeTgrZUL27arHbyzzddc6fGEo8twwI/p8WbIj19h9+St6qSRow/uZo8vPrFbbY+9JtiaB2/ftX3C8WUw4IO/+fuN7OjDbVG+1K3qpLnSlSdsSavVHp7/gj60x/Qebtg+4fgyFPCzf/tPWmg4GC1bmbpVnTTWkiXYcjUlV1mi2xOOL0MBP15nteLeRXVc5a3qpLmaOFVariaBn91Zt3/C0WUgYFpinvUowfQsmu1d2O5Vgo+urWfWTzi+DAT8eIVl3faUKAua5WqyFb1RLN/5CceXYbtJrNZUjdp10ZotTxqRJdhyNSYnfK2fcHyJ0g9mAt26pXsrK+fv2q7GlhNVxob1E44uca5k/W+/yrHnak5rznuiAD/7jyFXc1pz7oNr0SMPgEceAI88AB55vAIfXyc8p+7X5+yf3Ww+0nxQZNpc3z4/+7HmSWWOr6/JXV1s3cbhG4YNzFE8Ay93XtZ49P0At2w+y3YW5a4eXz/9qG0r0/bZ85CTCMwKptzVw8trbVuhRd15TyInFPDhZbJwQ9bCvDb+Zz5v59T9/SVaNS7LKprfIWSN1+7Mla33sQRmjy0W0/2zN5bYohlfaS0rts0eX95fEg9+TMjpR/v8kbObjXVZdmi5VLtKC/P+ue+R0m6VNjaGIhwI+PDyIv2/UALelIeVlxnmnJ+Dj68v8v/swB9eXqbrCWD2GFtazd9folsQazLktXzb/HEiZy6dus8XpjPp//q6+V6qXZ2yF8OiLMp8/dLGZtT0c5EgjaxlUctOK8DykP+cFYniEZotejSnovSu8amEUAdXbIsd+zWx5jlRwAtgXqrXSnfyZ6uvy9bjljmwnJfvVnljM6vwOUigEsyKa95QFlM2kz88pS+BhQKYc+7IV4ZYTwiqU/G0tq1sS9TcpW3X7lAWBVxfN6sD0xIsHs53q9iYXasizQwHTI/lT64v84q7XIJpMVfL5+vNAOZnalVVOwJvLaqimu8WgI0pDoemiqaN1xtUjh/yaV6Cha+a5NUxu51X0WzetADlD0rDJjCvXc/dV8CadcvA7LZ4nRW7VQZGFV1JASwaSAubrNF0fF0ety1Ws7JDvr+kgLlHJjukU7b8YqWRVf6vDvtUtn4q2y6ARSNLytXX5U+2lTey+NPmFYncrTIwGlmVqEbWguie/BUrRbS/8ddvyNqY9zzoGXThE17+6L+t8vILmzO6SfKIi7NlVtl2UZw/FivRV1Olm1TSmvL2vGwOqoeL3SovvYNuUktivPy7PGf3K5C40NGaVIHZ1Y1umf/rHCcTuGvBxJsNSPIB8MgD4JEHwCMPgEceAI88AB55/h/JSdBoKpsa6wAAAABJRU5ErkJggg==)

And we also plot the cumulative distributions.

For food prices and cc

# Plot the cumulative distribution with left-facing arrows  
ggplot(ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_baseline\_foodPI, color = 'Direct CC + Food Price')) +  
 stat\_ecdf(geom = "step") +  
 # stat\_ecdf(data = ca\_microsim\_cc,   
 # aes(x = aec\_r\_2030\_baseline\_lab\_avg, color = 'Baseline + Labor Productivity')) +  
 stat\_ecdf(data = ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_dry\_hot\_food2, color = 'Dry/Hot + Food Price')) +  
 stat\_ecdf(data = ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_baseline\_lab\_cc\_avg, color = 'Direct CC')) +  
 stat\_ecdf(data = ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_baseline, color = 'Baseline')) +  
 labs(  
 color = "Scenario Variant",   
 # title = "Comparison of Cumulative Consumption Distributions",   
 x = "Equivalized consumption (Dram)",   
 y = "Cumulative Probability") +  
 theme\_minimal() +  
 coord\_cartesian(xlim = c(40000, 110000)) +   
 scale\_x\_continuous(labels = scales::comma) +  
 # geom\_vline(xintercept = 55883,   
 # color = "red",   
 # linetype = "dotted",   
 # linewidth = 0.8) +  
 # annotate("text",   
 # x = 55883,   
 # y = 0.5,   
 # label = "Poverty line",   
 # color = "black",   
 # hjust = -0.1,   
 # size = 3) +  
 annotate("segment", x = 70000, xend = 65000, y = 0.2, yend = 0.2,   
 arrow = arrow(length = unit(0.3, "cm")), color = "black") +  
 annotate("text", x = 72500, y = 0.2, label = "Shift due to shocks", hjust = 0)
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# annotate("segment", x = 80000, xend = 75000, y = 0.4, yend = 0.4,   
 # arrow = arrow(length = unit(0.3, "cm")), color = "black") +  
 # annotate("text", x = 82500, y = 0.4, label = "Shift due to shocks", hjust = 0)

For energy prices

# Plot the cumulative distribution with left-facing arrows  
ggplot(ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_EM\_nzs\_energy, color = 'NZS + Energy Price')) +  
 stat\_ecdf(geom = "step") +  
 # stat\_ecdf(data = ca\_microsim\_cc,   
 # aes(x = aec\_r\_2030\_baseline\_lab\_avg, color = 'Baseline + Labor Productivity')) +  
 stat\_ecdf(data = ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_EM\_baseline\_energy, color = 'Baseline + Energy Price')) +  
 stat\_ecdf(data = ca\_microsim\_cc,   
 aes(x = aec\_r\_2030\_baseline, color = 'Baseline')) +  
 labs(  
 color = "Scenario Variant",   
 # title = "Comparison of Cumulative Consumption Distributions",   
 x = "Equivalized consumption (Dram)",   
 y = "Cumulative Probability") +  
 theme\_minimal() +  
 coord\_cartesian(xlim = c(40000, 110000)) +   
 scale\_x\_continuous(labels = scales::comma) +  
 # geom\_vline(xintercept = 55883,   
 # color = "red",   
 # linetype = "dotted",   
 # linewidth = 0.8) +  
 # annotate("text",   
 # x = 55883,   
 # y = 0.5,   
 # label = "Poverty line",   
 # color = "black",   
 # hjust = -0.1,   
 # size = 3) +  
 annotate("segment", x = 70000, xend = 65000, y = 0.2, yend = 0.2,   
 arrow = arrow(length = unit(0.3, "cm")), color = "black") +  
 annotate("text", x = 72500, y = 0.2, label = "Shift due to shocks", hjust = 0)
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# annotate("segment", x = 80000, xend = 75000, y = 0.4, yend = 0.4,   
 # arrow = arrow(length = unit(0.3, "cm")), color = "black") +  
 # annotate("text", x = 82500, y = 0.4, label = "Shift due to shocks", hjust = 0)

### 8.5 Disaggregation of poverty measures

We bring back poverty to the people’s dataset.

# We extract household poverty designations from the data  
new\_poor <- ca\_microsim\_cc %>%   
 select(hhid,  
 weight\_2030\_baseline,  
 weight\_2030\_dry\_hot,  
 poor\_Avpovln2022\_2022,   
 poor\_Avpovln2022\_2030\_baseline,   
 poor\_Avpovln2022\_2030\_dry\_hot,  
 poor\_Avpovln2022\_2030\_nzs,  
 poor\_2030\_baseline\_lab\_avg,   
 poor\_2030\_baseline\_lab\_max,  
 poor\_2030\_baseline\_cc\_avg,  
 poor\_2030\_baseline\_cc\_max,   
 poor\_2030\_baseline\_lab\_cc\_avg,   
 poor\_2030\_baseline\_lab\_cc\_max,   
 poor\_2030\_baseline\_food1,  
 poor\_2030\_dry\_hot\_food2,  
 poor\_2030\_baseline\_lab\_cc\_foodPI,  
 poor\_2030\_baseline\_energy,  
 poor\_2030\_nzs\_energy,  
 poor\_2030\_EM\_baseline\_energy,  
 poor\_2030\_EM\_nzs\_energy  
 )  
  
# And merge them back into the people dataset  
pp\_microsim\_cc <- pp\_microsim\_cc %>%   
 select(-c(poor\_Avpovln2022,  
 weight\_2030\_baseline,  
 weight\_2030\_dry\_hot)) %>%   
 left\_join(new\_poor, join\_by(hhid)) %>%   
 mutate(female = if\_else(gender == 2, 1,0),  
 youth = if\_else(age < 15, 1, 0))

Let’s find homes where more than 50% of income comes from agriculture. We first find the fraction of household labor income that comes from agriculture.

ag\_labinc\_fraction <- pp\_microsim\_cc %>%   
 mutate(  
 ag\_lab\_income =  
 if\_else(  
 lmarket == 1,   
 monthly\_labor\_income\_2030\_baseline, NA)  
 ) %>%   
 group\_by(hhid) %>%  
 summarize(  
 ag\_labinc =  
 sum(ag\_lab\_income, na.rm = TRUE),  
 hh\_labinc =   
 sum(monthly\_labor\_income\_2030\_baseline, na.rm = TRUE)) %>%  
 mutate(ag\_lab\_fraction = if\_else(hh\_labinc == 0, 0, ag\_labinc/ hh\_labinc)) %>%   
 select(hhid, ag\_lab\_fraction)

And then we add ag income sources and evaluate if they are at least 50% of total income

ag\_income\_50 <- ic\_microsim\_cc %>%  
 left\_join(ag\_labinc\_fraction, join\_by(interview\_\_key==hhid)) %>%   
 rename(hhid = interview\_\_key) %>%   
 mutate(  
 across(  
 c(inc2\_2030\_baseline,  
 inc3\_2030\_baseline,  
 inc4,   
 totalinc\_2030\_baseline), ~replace\_na(., 0))) %>%  
 mutate(  
 ag\_income =  
 inc2\_2030\_baseline +  
 inc3\_2030\_baseline +  
 inc4 \* ag\_lab\_fraction,  
 ag\_fraction = if\_else(  
 totalinc\_2030\_baseline == 0, 0, ag\_income / totalinc\_2030\_baseline)  
 ) %>%  
 mutate(  
 is\_ag\_home = if\_else(ag\_fraction >= 0.5, "Ag. HH (>= 50%)", "Other HH")  
 ) %>%   
 select(hhid, is\_ag\_home)

We make a table to see who became poor.

### 8.6 The table

test <- pp\_microsim\_cc  
  
test <- test%>%  
 left\_join(ag\_income\_50, join\_by(hhid)) %>%   
# filter(rural ==1 & is\_ag\_home == "Ag. HH (>= 50%)") %>%   
 rename(poor\_original = poor\_Avpovln2022\_2030\_baseline,  
 poor\_dh = poor\_Avpovln2022\_2030\_dry\_hot,  
 poor\_nzs = poor\_Avpovln2022\_2030\_nzs,  
 poor\_lab = poor\_2030\_baseline\_lab\_avg,  
 poor\_cc = poor\_2030\_baseline\_cc\_avg,  
 poor\_lab\_cc = poor\_2030\_baseline\_lab\_cc\_avg,  
 poor\_foodPI = poor\_2030\_baseline\_lab\_cc\_foodPI,  
 poor\_dh\_food = poor\_2030\_dry\_hot\_food2,  
 poor\_b\_energy = poor\_2030\_baseline\_energy,  
 poor\_nzs\_energy = poor\_2030\_nzs\_energy,  
 poor\_EM\_b\_energy = poor\_2030\_EM\_baseline\_energy,  
 poor\_EM\_nzs\_energy = poor\_2030\_EM\_nzs\_energy  
 ) %>%  
 group\_by(poor\_nzs, poor\_EM\_nzs\_energy) %>%   
 summarize(no\_pp = sum(weight\_2030\_nzs, na.rm = TRUE),  
 female = sum(female\*weight\_2030\_nzs, na.rm = TRUE),  
 male = no\_pp - female,  
 youth = sum(youth\*weight\_2030\_nzs, na.rm = TRUE),  
 non\_youth = no\_pp - youth,  
 rural = sum(rural \*weight\_2030\_nzs, na.rm = TRUE),  
 urban = no\_pp - rural  
 )

`summarise()` has grouped output by 'poor\_nzs'. You can override using the  
`.groups` argument.

test %>%   
 gt()

| poor\_EM\_nzs\_energy | no\_pp | female | male | youth | non\_youth | rural | urban |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | | | | | | | |
| 0 | 2376884.720 | 1304727.583 | 1072157.137 | 450102.388 | 1926782.332 | 906106.986 | 1470777.734 |
| 1 | 4549.283 | 2583.922 | 1965.362 | 1088.172 | 3461.112 | 3929.787 | 619.497 |
| 1 | | | | | | | |
| 1 | 451593.951 | 246849.815 | 204744.136 | 120979.071 | 330614.880 | 214857.559 | 236736.392 |

write.table(test, "clipboard", sep="\t", row.names=FALSE)

# foodpoor <- ca\_microsim\_cc %>%  
# mutate(new\_poor\_food\_base = if\_else(  
# poor\_2030\_baseline\_lab\_cc\_foodPI == 1 &  
# poor\_2030\_baseline\_lab\_cc\_avg == 0, 1, 0),  
# new\_poor\_food\_dryhot = if\_else(  
# poor\_cc\_avg\_food1 == 1 & poor\_cc\_avg == 0, 1, 0),  
# NAM\_1 = as\_factor(marz)) %>%   
# mutate(NAM\_1 = if\_else(NAM\_1 == "VayotsDzor", "Vayots Dzor", NAM\_1)) %>%   
# mutate(NAM\_1 = if\_else(NAM\_1 == "Sjunik", "Syunik", NAM\_1)) %>%   
# select(NAM\_1, poor\_Avpovln2022\_2022,   
# poor\_Avpovln2022\_2030\_baseline,   
# poor\_Avpovln2022\_2030\_dry\_hot,  
# poor\_2030\_baseline\_lab\_avg,   
# poor\_2030\_baseline\_lab\_max,  
# poor\_2030\_baseline\_cc\_avg,  
# poor\_2030\_baseline\_cc\_max,   
# poor\_2030\_baseline\_lab\_cc\_avg,   
# poor\_2030\_baseline\_lab\_cc\_max,   
# poor\_2030\_baseline\_food1,  
# poor\_2030\_dry\_hot\_food2,  
# poor\_2030\_baseline\_lab\_cc\_foodPI,  
# weight\_2030\_baseline,  
# weight\_2030\_dry\_hot,  
# hhsize)  
#   
# fp <-foodpoor %>%   
# group\_by(NAM\_1) %>%   
# summarize(new\_poor = round(sum(new\_poor\_food\_dryhot \* weight\*hhsize, na.rm = TRUE))) %>%   
# mutate(label = paste0(NAM\_1," (", new\_poor, ")"))  
#   
#   
# ##write.table(fp, "clipboard", sep="\t", row.names=FALSE)  
# fp\_map <- adm1 |>   
# left\_join(fp, join\_by(NAM\_1 == NAM\_1))  
#   
# fp\_map <-tm\_shape(fp\_map)+  
# tm\_polygons("new\_poor", legend.show = FALSE) +  
# tm\_text("label", size = .7, col = "black")+  
# tm\_layout(legend.position = c("right", "top"),   
# title= "Additional Poor Dry-Hot Scenario",   
# title.position = c('left', 'bottom'),  
# title.size = 0.9)  
#   
# fp\_map

new\_poor\_scenarios <- pp\_microsim\_cc %>%  
 left\_join(ag\_income\_50, join\_by(hhid)) %>%   
 mutate(  
 poor\_baseline = poor\_Avpovln2022\_2030\_baseline,  
 poor\_dry\_hot = poor\_Avpovln2022\_2030\_dry\_hot,  
 poor\_nzs = poor\_Avpovln2022\_2030\_nzs,  
 new\_poor\_lab\_cc = if\_else(  
 poor\_Avpovln2022\_2030\_baseline == 0 &  
 poor\_2030\_baseline\_lab\_cc\_avg == 1,  
 1,  
 0  
 ),  
 new\_poor\_lab\_cc\_foodPI = if\_else(  
 poor\_Avpovln2022\_2030\_baseline == 0 &  
 poor\_2030\_baseline\_lab\_cc\_foodPI == 1,  
 1,  
 0  
 ),  
 new\_poor\_dry\_hot\_food2 = if\_else(  
 poor\_Avpovln2022\_2030\_dry\_hot == 0 &  
 poor\_2030\_dry\_hot\_food2 == 1,  
 1,  
 0  
 ),  
 new\_poor\_b\_energy = if\_else(  
 poor\_Avpovln2022\_2030\_baseline == 0 &  
 poor\_2030\_baseline\_energy == 1,  
 1,  
 0  
 ),  
 new\_poor\_nzs\_energy = if\_else(  
 poor\_Avpovln2022\_2030\_nzs == 0 &  
 poor\_2030\_nzs\_energy == 1,  
 1,  
 0  
 ),  
 new\_poor\_EM\_b\_energy = if\_else(  
 poor\_Avpovln2022\_2030\_baseline == 0 &  
 poor\_2030\_EM\_baseline\_energy == 1,  
 1,  
 0  
 ),  
 new\_poor\_EM\_nzs\_energy = if\_else(  
 poor\_Avpovln2022\_2030\_nzs == 0 &  
 poor\_2030\_EM\_nzs\_energy == 1,  
 1,  
 0  
 )  
 ) %>%  
 group\_by(NAM\_1) %>% # has to be NAM\_1 for the next chunk to work  
 summarize(  
 total\_population = sum(weight\_2030\_baseline, na.rm = TRUE),  
 poor\_baseline =  
 sum(poor\_baseline \* weight\_2030\_baseline, na.rm = TRUE),  
 poor\_dry\_hot =  
 sum(poor\_dry\_hot \* weight\_2030\_dry\_hot, na.rm = TRUE),  
 poor\_nzs =  
 sum(poor\_nzs \* weight\_2030\_nzs, na.rm = TRUE),  
 new\_p\_lab\_cc =  
 sum(new\_poor\_lab\_cc \* weight\_2030\_baseline, na.rm = TRUE),  
 new\_p\_lab\_cc\_foodPI =  
 sum(new\_poor\_lab\_cc\_foodPI \* weight\_2030\_baseline, na.rm = TRUE),  
 new\_p\_dry\_hot\_food2 =  
 sum(new\_poor\_dry\_hot\_food2 \* weight\_2030\_dry\_hot, na.rm = TRUE),  
 new\_p\_baseline\_energy =  
 sum(new\_poor\_b\_energy \* weight\_2030\_baseline, na.rm = TRUE),  
 new\_p\_nzs\_energy =   
 sum(new\_poor\_nzs\_energy \* weight\_2030\_nzs, na.rm = TRUE),  
 new\_p\_EM\_baseline\_energy =  
 sum(new\_poor\_EM\_b\_energy \* weight\_2030\_baseline, na.rm = TRUE),  
 new\_p\_EM\_nzs\_energy =   
 sum(new\_poor\_EM\_nzs\_energy \* weight\_2030\_nzs, na.rm = TRUE)  
 )  
  
write.table(new\_poor\_scenarios, "clipboard", sep="\t", row.names=FALSE)  
  
##write.table(test, "clipboard", sep="\t", row.names=FALSE)

And we create labels for our map.

new\_poor\_map <- adm1 %>% # previous chunk has to be grouped by NAM\_1  
 left\_join(new\_poor\_scenarios, join\_by(NAM\_1)) %>%  
 mutate(  
 new\_p\_lab\_cc\_pct = new\_p\_lab\_cc / total\_population \*  
 100,  
 new\_poor\_lab\_cc\_foodPI\_pct = new\_p\_lab\_cc\_foodPI /  
 total\_population \* 100,  
 new\_poor\_dry\_hot\_food2\_pct = new\_p\_dry\_hot\_food2 /  
 total\_population \* 100,  
 new\_poor\_baseline\_energy\_pct = new\_p\_baseline\_energy /  
 total\_population\*100,  
 new\_poor\_nzs\_energy\_pct = new\_p\_nzs\_energy / total\_population \* 100,  
 new\_poor\_EM\_baseline\_energy\_pct = new\_p\_EM\_baseline\_energy /  
 total\_population\*100,  
 new\_poor\_EM\_nzs\_energy\_pct = new\_p\_EM\_nzs\_energy / total\_population \* 100  
 ) %>%   
 mutate(  
 new\_p\_lab\_cc\_label = paste0(NAM\_1, "\n(", sprintf("%.1f%%", new\_p\_lab\_cc\_pct), ")"),  
 new\_p\_lab\_cc\_foodPI\_label = paste0(NAM\_1, "\n(", sprintf("%.1f%%", new\_poor\_lab\_cc\_foodPI\_pct), ")"),  
 new\_p\_dry\_hot\_food2\_label = paste0(NAM\_1, "\n(", sprintf("%.1f%%", new\_poor\_dry\_hot\_food2\_pct), ")"),  
 new\_p\_b\_energy\_label = paste0(NAM\_1, "\n(", sprintf("%.1f%%", new\_poor\_baseline\_energy\_pct), ")"),  
 new\_p\_nzs\_energy\_label = paste0(NAM\_1, "\n(", sprintf("%.1f%%", new\_poor\_nzs\_energy\_pct), ")"),  
 new\_p\_EM\_b\_energy\_label = paste0(NAM\_1, "\n(", sprintf("%.1f%%", new\_poor\_EM\_baseline\_energy\_pct), ")"),  
 new\_p\_EM\_nzs\_energy\_label = paste0(NAM\_1, "\n(", sprintf("%.1f%%", new\_poor\_EM\_nzs\_energy\_pct), ")")  
 )

Let’s map different scenarios.

tm\_shape(new\_poor\_map)+  
 tm\_polygons("new\_p\_lab\_cc\_pct", title="Percent", legend.show = TRUE) +  
 tm\_text(c("new\_p\_lab\_cc\_label"), size = .7, col = "black")+  
 tm\_layout(legend.position = c("right", "top"),  
 #legend.outside = TRUE,  
 title= "New poor as a percentage of Marz population\nDirect CC",  
 title.position = c('left', 'bottom'),  
 title.size = 0.9)
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And the second variant

tm\_shape(new\_poor\_map)+  
 tm\_polygons("new\_poor\_lab\_cc\_foodPI\_pct",  
 title="Percent",   
 legend.show = TRUE) +  
 tm\_text(c("new\_p\_lab\_cc\_foodPI\_label"), size = .7, col = "black")+  
 tm\_layout(legend.position = c("right", "top"),   
 title= "New poor as a percentage of Marz population\nDirect CC + Food Price",  
# outer.margins=c(.10,.10, .10, .10),   
 title.position = c('left', 'bottom'),  
 title.size = 0.9)
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Second variant b

tm\_shape(new\_poor\_map)+  
 tm\_polygons("new\_poor\_dry\_hot\_food2\_pct",  
 title="Percent",   
 legend.show = TRUE) +  
 tm\_text(c("new\_p\_dry\_hot\_food2\_label"), size = .7, col = "black")+  
 tm\_layout(legend.position = c("right", "top"),   
 title= "New poor as a percentage of Marz population\nDry/Hot + Food Price",  
# outer.margins=c(.10,.10, .10, .10),   
 title.position = c('left', 'bottom'),  
 title.size = 0.9)
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And the third variant

tm\_shape(new\_poor\_map)+  
 tm\_polygons("new\_poor\_baseline\_energy\_pct",  
 title="Percent",   
 legend.show = TRUE) +  
 tm\_text(c("new\_p\_b\_energy\_label"), size = .7, col = "black")+  
 tm\_layout(legend.position = c("right", "top"),   
 title= "New poor as a percentage of Marz population\nBaseline + Energy Price",  
# outer.margins=c(.10,.10, .10, .10),   
 title.position = c('left', 'bottom'),  
 title.size = 0.9)
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And the fourth variant

tm\_shape(new\_poor\_map)+  
 tm\_polygons("new\_poor\_nzs\_energy\_pct",  
 title="Percent",   
 legend.show = TRUE) +  
 tm\_text(c("new\_p\_nzs\_energy\_label"), size = .7, col = "black")+  
 tm\_layout(legend.position = c("right", "top"),   
 title= "New poor as a percentage of Marz population\nNZS + Energy Price",  
# outer.margins=c(.10,.10, .10, .10),   
 title.position = c('left', 'bottom'),  
 title.size = 0.9)
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Fifth

tm\_shape(new\_poor\_map)+  
 tm\_polygons("new\_poor\_EM\_baseline\_energy\_pct",  
 title="Percent",   
 legend.show = TRUE) +  
 tm\_text(c("new\_p\_EM\_b\_energy\_label"), size = .7, col = "black")+  
 tm\_layout(legend.position = c("right", "top"),   
 title= "New poor as a percentage of Marz population\nBaseline + Energy Model Price",  
# outer.margins=c(.10,.10, .10, .10),   
 title.position = c('left', 'bottom'),  
 title.size = 0.9)
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Sixth

tm\_shape(new\_poor\_map)+  
 tm\_polygons("new\_poor\_EM\_nzs\_energy\_pct",  
 title="Percent",   
 legend.show = TRUE) +  
 tm\_text(c("new\_p\_EM\_nzs\_energy\_label"), size = .7, col = "black")+  
 tm\_layout(legend.position = c("right", "top"),   
 title= "New poor as a percentage of Marz population\nNZS + Energy Model Price",  
# outer.margins=c(.10,.10, .10, .10),   
 title.position = c('left', 'bottom'),  
 title.size = 0.9)

![](data:image/png;base64,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)

Now let’s show average losses by decile as a percentage of total spending.

avg\_scenario\_losses <- ca\_microsim\_cc %>%   
 mutate(  
 totc\_loss\_lab\_cc = if\_else(  
 (totc\_2030\_baseline\_lab\_cc\_avg - totc\_2030\_baseline)< 0,  
 (totc\_2030\_baseline\_lab\_cc\_avg - totc\_2030\_baseline)/  
 totc\_2030\_baseline,NA),  
 totc\_loss\_lab\_cc\_foodPI = if\_else(  
 (totc\_2030\_baseline\_lab\_cc\_foodPI - totc\_2030\_baseline)< 0,  
 (totc\_2030\_baseline\_lab\_cc\_foodPI - totc\_2030\_baseline)/  
 totc\_2030\_baseline,NA)  
 ) %>%  
 group\_by(decile) %>%   
 summarize(no\_hh =   
 round(  
 sum(  
 weight\_2030\_baseline, na.rm = TRUE), digits = 0  
 ),  
 avg\_totc =   
 round(  
 weighted.mean(  
 totc\_2030\_baseline, weight\_2030\_baseline, na.rm = TRUE), digits = 2  
 ),  
 avg\_totc\_usd =   
 round(  
 weighted.mean(  
 totc\_2030\_baseline, weight\_2030\_baseline, na.rm = TRUE)\*er, digits = 1  
 ),  
 avg\_loss\_lab\_cc =   
 round(  
 weighted.mean(  
 totc\_loss\_lab\_cc,   
 weight\_2030\_baseline,   
 na.rm = TRUE),   
 digits = 4  
 ),  
 avg\_loss\_lab\_cc\_foodPI =   
 round(  
 weighted.mean(  
 totc\_loss\_lab\_cc\_foodPI,   
 weight\_2030\_baseline,   
 na.rm = TRUE), digits = 4),  
 # avg\_loss\_b\_energy =   
 # round(  
 # weighted.mean(  
 # totc\_loss\_lab\_cc\_foodPI,   
 # weight\_2030\_baseline,   
 # na.rm = TRUE), digits = 4),  
 # avg\_loss\_nzs\_energy =   
 # round(  
 # weighted.mean(  
 # totc\_loss\_lab\_cc\_foodPI,   
 # weight\_2030\_baseline,   
 # na.rm = TRUE), digits = 4),  
 # avg\_loss\_EM\_b\_energy =   
 # round(  
 # weighted.mean(  
 # totc\_loss\_lab\_cc\_foodPI,   
 # weight\_2030\_baseline,   
 # na.rm = TRUE), digits = 4),  
 # avg\_loss\_EM\_nzs\_energy =   
 # round(  
 # weighted.mean(  
 # totc\_loss\_lab\_cc\_foodPI,   
 # weight\_2030\_baseline,   
 # na.rm = TRUE), digits = 4)  
 )  
  
##write.table(avg\_scenario\_losses, "clipboard", sep="\t", row.names=FALSE)  
  
avg\_scenario\_losses %>%   
 gt()

| Decile of aec\_r, with pweight | no\_hh | avg\_totc | avg\_totc\_usd | avg\_loss\_lab\_cc | avg\_loss\_lab\_cc\_foodPI |
| --- | --- | --- | --- | --- | --- |
| 1 | 54366 | 150233.1 | 347.0 | -0.0088 | -0.0221 |
| 2 | 59969 | 173070.4 | 399.8 | -0.0109 | -0.0271 |
| 3 | 61790 | 197378.1 | 455.9 | -0.0100 | -0.0238 |
| 4 | 66999 | 208086.4 | 480.7 | -0.0091 | -0.0266 |
| 5 | 73341 | 210340.4 | 485.9 | -0.0110 | -0.0288 |
| 6 | 80796 | 213555.7 | 493.3 | -0.0113 | -0.0329 |
| 7 | 80304 | 236754.2 | 546.9 | -0.0097 | -0.0327 |
| 8 | 88195 | 244050.4 | 563.8 | -0.0119 | -0.0362 |
| 9 | 96945 | 254350.8 | 587.6 | -0.0090 | -0.0290 |
| 10 | 120886 | 310809.4 | 718.0 | -0.0105 | -0.0245 |

Energy price index interpolation

# Sample data  
data <- data.frame(  
 year = c(2020, 2030),  
 value = c(100.00000,103.18920)   
)  
  
# Define the years for interpolation  
years <- seq(2020, 2030, by = 1)  
  
# Perform linear interpolation  
interpolated\_values <- approx(data$year, data$value, xout = years)  
  
# Create a data frame with the interpolated results  
interpolated\_data <- data.frame(  
 year = interpolated\_values$x,  
 value = interpolated\_values$y  
)  
  
# Display the result  
print(interpolated\_data)

year value  
1 2020 100.0000  
2 2021 100.3189  
3 2022 100.6378  
4 2023 100.9568  
5 2024 101.2757  
6 2025 101.5946  
7 2026 101.9135  
8 2027 102.2324  
9 2028 102.5514  
10 2029 102.8703  
11 2030 103.1892

The inquiry is who is getting hit the most from changes to energy prices.

energy\_shares <- ca\_microsim\_cc %>%   
 left\_join(ag\_income\_50, join\_by(hhid)) %>%   
 mutate(  
 shr\_energy = if\_else(totc\_2022==0,NA, (hous\_23+hous\_36\_b+hous\_29\_b)/totc\_2022)  
 ) %>%   
 group\_by(decile, is\_ag\_home) %>%   
 summarize(no\_hh= sum(weight\_2022, na.rm = TRUE),  
 shr\_e = weighted.mean(shr\_energy, weight\_2022, na.rm=TRUE))

`summarise()` has grouped output by 'decile'. You can override using the  
`.groups` argument.

write.table(energy\_shares, "clipboard", sep="\t", row.names=FALSE)

## 9 End
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