Wprowadzenie

Kilka słów o Pythonie

Python jest **dynamicznie typowanym** i **interpretowanym** (w szczególnych przypadkach kompilowanym) językiem. Dynamiczne typowanie oznacza, że jakakolwiek zmienna (globalna czy lokalna w funkcji) nie posiada przypisanego typu. Dzięki temu kod jest bardzo krótki, elastyczny oraz jest pozbawiony sprawdzania typów na poziomie kompilacji, co znacząco skraca czas potrzebny od wprowadzenia zmian do uruchomienia kodu. Typ zmiennej jest sprawdzany dopiero w momencie wykonywania instrukcji, czyli jej konkretnego użycia. Dowolna zmienna staje się, np. integerem, w momencie gdy do niej przypiszemy wartość:

a = 5

W powyższym przykładzie nie został przypisany żaden typ do zmiennej “a”, tylko konkretna wartość 5 która automatycznie informuje, że “a” od tej pory będzie integerem. Dynamiczne typowanie pozwala także na przypisanie innego typu do tej samej zmiennej, tzn.:

a = 5 *# zmienna jest typu integer*

a = 5. *# a teraz jest typu float*

a = "jakis text" *# i na koniec typu string*

Podobnie ma się sytuacja z funkcjami - nie trzeba deklarować typu argumentu, wystarczy że przekazaną wartość będzie dało się zastosować do instrukcji znajdujących się wewnątrz funkcji. Na przykład do funkcji:

**def** funkcja(argument1):

a = argument1[3]

**return** a

print funkcja([1, 2, 3, 4]) *# wyswietli sie liczba 4*

print funkcja("to jest string") *#wyswietli sie znak "j"*

można bez problemu przekazać zarówno listę jak i string, ponieważ oba te typy obsługują operator “[ ]”. Ważne jest jedynie, aby dało się wykonać wszystkie instrukcje znajdujące się wewnątrz funkcji, a nie ma znaczenia to czy przekazana jest lista, string czy jakikolwiek inny typ.

Pythona na ogół należy postrzegać jako język **interpretowany**, ponieważ w taki sposób zazwyczaj będziemy uruchamiać kod. Język interpretowany to taki, w którym nie dokonuje się kompilacji całości kodu na raz(przetwarzania kodu z języka w miarę łatwo zrozumiałego dla człowiek do kodu w postaci instrukcji przesyłanych do procesora). Kod w tym przypadku jest “kompilowany” w czasie jego wykonywania. Oznacza to, że w następna linijka naszego kodu zostanie “skompilowana” dopiero w momencie gdy skończy się wywoływać poprzednia instrukcja. Z językiem interpretowanym spotykamy się bardzo często, ponieważ jest nim “bash” - język obsługujący powłokę systemową Linuxa. Dlatego też wiele podobnych cech będzie widocznych w języku Python, jednak jest on dużo bardziej wygodny i naturalny w użytkowaniu. Oprócz swobody pisania kodu chyba najważniejszą zaletą Pythona jest właśnie czas od zapisania kodu do jego uruchomienia. Z racji tego że kod jest “kompilowany w locie” program uruchamia się błyskawicznie, co w przypadku dużych kodów w języku C/C++ bywa bardzo uciążliwe.

Kod i jego uruchamianie

Kod Pythona może być pisany i uruchamiany w dwóch trybach:

* interaktywnym,
* wsadowym.

Praca interaktywna z kodem sprowadza się do uruchomienia konsoli języka Python w której kod jest wykonywany po jego zatwierdzeniu klawiszem Enter. Aby uruchomić konsolę Pythona wystarczy z poziomu konsoli systemowej uruchomić aplikację “python”:

$ **python**

Po tej operacji środowisko konsoli systemowej zamieni się w środowisko konsoli Pythona i każda linijka będzie zaczynała się od znaku ***>>>***:

**Python** 2.7.6 (default, Jun 22 2015, 17:58:13)

[**GCC** 4.8.2] on linux2

**Type** "help", "copyright", "credits" or "license" for more information.

**>>>**

Od tego momentu możemy pisać i od razu uruchamiać kolejne instrukcje, np.:

**>>>** a=5

**>>>** b=5

**>>>** **print** a+b

**10**

**>>>**

W trybie konsolowym można także definiować wieloliniowe instrukcje takie jak funkcje lub pętle. Dzięki temu, że każde takie wyrażenie kończy się znakiem “:”, to po naciśnięciu klawisza ***Enter*** środowisko automatycznie przechodzi w tryb wieloliniowy:

**>>>** **def** funkcja\_suma(a, b)**:**

**...** c = a + b

**...** return c

**...**

**>>>**

W powyższym przykładzie znak ***>>>*** został zamieniony na ***…*** który oznacza kolejne linie. Należy tutaj pamiętać, że ciała funkcji są zawsze przesunięte o jedną tabulację, w związku z czym w konsoli po znaku ***…*** także należy dodać jedną tabulację. W momencie gdy uznamy, że ciało funkcji należy zakończyć, to wystarczy wcisnąć ***Enter*** w linijce niezawierającej tabulacji, co zakończy definicję funkcji i konsola powróci do znaku ***>>>***.

Na koniec, aby opuścić tryb konsolowy wystarczy wywołać funkcję ***exit*** lub w przypadku systemów Linux można także użyć skrótu ***CTRL+d***:

**>>>** **print** a+b

**>>>** exit()

$

Interaktywna konsola Pythona jest bardzo użyteczna w przypadku gdy chcemy zrobić jakąś prostą operację, np. obliczyć proste wyrażenie matematyczne bądź chcemy wykonać prostą operację na zbiorze plików.

Przejdźmy teraz do drugiego trybu - wsadowego. Ten tryb pozwala na uruchamianie kodu znajdującego się w pliku. Kod napisany w języku Python powinien zostać umieszczony w pliku o rozszerzeniu ***.py*** i każdy taki plik nazywany jest modułem (więcej o modułach się dalej). Aby uruchomić wybrany plik wystarczy przekazać ścieżkę do pliku do interpretera Pythona:

$ **python** /home/uzytkownik/nazwa\_pliku.py

Można także pominąć interpreter przy wywołaniu i uruchamiać skrypt ta jak zwykłą aplikację. W takiej sytuacji trzeba dodać do pliku komentarz który poinformuje system który interpreter powinien być użyty do uruchomienia pliku

*#!/bin/usr/python*

... kod pythona ...

... kod pythona ...

Oprócz linijki ***#!/bin/usr/python*** należy także zezwolić na uruchamianie pliku na poziomie systemu:

$ **chmod** a+x sciezka/do/pliku.py *#zmiana uprawnień*

$ **sciezka/do/pliku.py** *#uruchomienie programu*

Powyższa metoda działa dokładnie tak samo jak w przypadku skryptów ***bash***, gdzie w miejscu ścieżki korzystamy zazwyczaj z */bin/bash*.

Moduły

Każdy pojedynczy plik napisany w języku Python nazywany jest modułem. Każdy z modułów może być uruchamiany wprost (tak jak to zostało wcześniej opisane) lub zostać użyty w innym module. W tej sytuacji można w drugim module korzystać z funkcji, klas i zmiennych zawartych w pierwszym. Jednak aby skorzystać z funkcji należy odwołać się nie do samej nazwy np. funkcji, ale należy poprzedzić ją nazwą modułu (pliku):

*#wywołanie funkcji z innego modułu:*

nazwapliku.nazwafunkcji()

Dzięki temu nazwy funkcji mogą być takie same w różnych plikach i nie powstanie konflikt. Każdy moduł stanowi swego rodzaju przestrzeń nazw wewnątrz której nazwy elementów języka nie mogą się powtarzać. Moduły rozpinają się nie tylko na pliki, ale także na struktury folderów. Jeśli plik znajduje się wewnątrz folderu o nazwie *folder2*, który z kolei znajduje w folderze *folder1*, to odwołanie do funkcji będzie miało następującą postać:

folder1.folder2.nazwapliku.nazwafunkcji()

Komentarze w plikach źródłowych

Jednym z najczęściej używanych elementów każdego języka są komentarze, które pozwalają na chwilowe wyłączenie kodu bądź dodanie notatki na temat danej instrukcji. W języku python w odróżnieniu od C/C++ komentować można tylko linię za pomocą znaku ***#***

*# To jest komentarz, a poniżej zwykły kod*

a = 5

Jeśli chcemy dodać komentarz do kilku linii tekstu to niestety należy znak ***#*** umieścić na początku każdej z linii:

*# linia 1 komentarza*

*# linia 2 komentarza*

a = 5

Może być to mało wygodne, jednak w praktyce, gdy korzystamy ze środowiska graficznego wystarczy posłużyć się odpowiednim skrótem klawiszowym.

![komentarz_linia](data:image/png;base64,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)

komentarz\_linia

Z kolei jeśli chcemy zamienić blok kodu na komentarz to należy go zaznaczyć a następnie ponownie skorzystać z kombinacji ***CTRL + /***
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komentarz\_blok

Aby odkomentować ten sam blok tekstu wystarczy znów go zaznaczyć i użyć kombinacji ***CTRL + /***.

Oprócz zwykłych komentarzy specyfikacja języka python przewiduje dodatkowy rodzaj komentarza, który jest automatycznie uznawany za dokumentację. Tekst dokumentacji powinien znaleźć się w pomiędzy znacznikami początku i końca. Jako znaczniki stosuje się trzykrotny znak cudzysłowu. Dokumentacja powinna znaleźć się tuż pod deklaracją dokumentowanego narzędzia, np. funkcji:

**def** funkcja(arg1, arg2):

*"""*

*To jest funkcja, sluzy ona do robienia czegos*

*dziwnego z przekazanymi argumentami*

*"""*

*# kod zawierajacy cialo funkcji*

**pass**

Dokumentacja kodu w języku python jest szczególnie ważna z uwagi na brak typów obiektów. Jeśli chcemy aby argument przekazany do funkcji był liczbą całkowitą, to nie możemy tego powiedzieć użytkownikowi za pomocą deklaracji funkcji (deklaracja zawiera tylko nazwy przekazanych zmiennych, nie ma typu) i musimy to zrobić za pośrednictwem dokumentacji.

Polskie znaki diakrytyczne

W sytuacji gdy w komentarzach zostaną umieszczone polskie znaki diakrytyczne kod znajdujący się w danym pliku może nie uda się uruchomić. Wynika to z tego, że python używa domyślnego kodowania ASCII nieobsługującego tego typu znaków. Jeśli jednak chcemy używać polskich znaków, to na początku pliku należy wstawić następujący komentarz

*# coding=utf-8*

Ta linijka wymusi na interpreterze skorzystanie z innego dekodera.

Zmienne

O zmiennych już wcześniej wspominaliśmy, teraz uzupełnimy te informacje. Najważniejsza cecha zmiennych to brak typu, z czym wiąże sie kilka cech. Po pierwsze typ zmiennej jest taki jak typ wprowadzonej wartości. Może być to jednak problematyczne, gdy chcemy wykonać operację (np. dzielenie) na konkretnie wybranym typie:

**def** oblicz(a,b):

**return** (a - b)/a

print oblicz(2, 1)

W wyniku działanie tej funkcji, zobaczymy 0, ponieważ funkcja została wywołana dla zmiennych integer. W tej sytuacji można problem rozwiązać przekazując poprawne wartości:

print oblicz(2., 1.)

Można także rozwiązać ten problem w bardziej ogólny sposób, za pomocą funkcji konwertującej do odpowiedniego typu, np. ***float(…)*** :

**def** oblicz(a,b):

**return** float(a - b)/a

print oblicz(2, 1)

Ponadto funkcje te potrafią konwertować string do wybranego typu, dlatego powyżej zdefiniowana funkcja zadziała i w takiej sytuacji:

**def** oblicz(a,b):

a = float(a)

b = float(b)

**return** (a - b)/a

a = "2"

print oblicz(a, "1")

Zmienne mogą być nazywane dowolnie, nawet tak samo jak funkcje wcześniej zaimportowane. W tej sytuacji obiekt “funkcja” zostanie zastąpiony inną wartością, przez co nie będziemy już mieli możliwości użyć funkcji. Sprawdź działanie następującego kodu:

**def** moja\_funkcja():

**return** 5

moja\_funkcja=3

moja\_funkcja()

Ta cecha języka może być jednak problematyczna, ponieważ wprowadza potencjalne błędy które trudno zlokalizować. O ile pisząc własne funkcje łatwo zauważyć taki problem, to w przypadku wbudowanych funkcji (zawsze dostępnych) takich jak ***list*** lub ***len*** jest to trudniejsze i trzeba na to uważać.

Własne funkcje

Już kilkukrotnie pokazywaliśmy jak wyglądają funkcje w języku Python. Teraz uzupełnimy tę wiedzę o 2 przydatne cechy. W Pythonie funkcjami można operować podobnie do zmiennych, ponieważ one są w rzeczywistości obiektami. Dzięki temu, można dowolnie zmieniać nazwę funkcji, bądź przypisywać im inne. Sprawdź poniższy kod:

**def** funkcja1():

print "Hellow"

funkcja2 = funkcja1

funkcja1()

funkcja2()

Oraz działanie tego:

**def** suma(a, b):

**return** a + b

**def** roznica(a, b):

**return** a - b

suma = roznica

print suma(5, 2)

Druga bardzo ważna sprawa związana z funkcjami to przekazywanie jednej funkcji do drugiej. Z racji tego, że Python jest dynamicznie typowany to przekazanie funkcji do funkcji jest tak proste jak przekazanie argumentu. Czy wewnątrz funkcji zostanie ona użyta poprawnie dowiemy się dopiero w momencie uruchomienia kodu. Sprawdź poniższy przykład, który oblicza całkę metodą trapezów:

**def** calka(fun, a, b):

dx = (b - a) / 99

Int = 0

**for** i in range(100):

Int += (fun(i\*dx) + fun((i+1)\*dx))/2\*dx

**return** Int

**def** x\_kwadrat(x):

**return** x\*\*2

print "Calka =", calka(x\_kwadrat, 0., 10.)

Słowo “pass” w ciele instrukcji

W języku C taki zakres określała się za pomocą klamer { }. W przypadku tego języka jeśli chcemy pozostawić “pustą” funkcję, to wystarczy zapisać jej ciało jako otwarcie i zamknięcie klamer:

void funkcja()

{

}

A jak to jest w Pythonie? Przecież w Pythonie zakres ciała funkcji jest określony tylko przez indentację. Zatem czy nie ma takiej możliwości aby funkcja mogła być pozostawiona pusta? Jest, służy do tego słowo ***pass***, które określa, że funkcja jest pusta i nie wykonuje żadnego kodu. Tak zdefiniowana funkcja wygląda następująco:

**def** funkcja():

**pass**

*# reszta kodu*

Podstawowe wbudowane funkcje

Do tej pory pokazaliśmy, jak wygląda definicja własnych funkcji. Python posiada jednak kilka podstawowych funkcji, które są zawsze dostępne i możemy z nich korzystać w dowolnym miejscu kodu. Należą do nich np.: ***print, float, int, str, len, range, dict, list, max, min***. Niektóre funkcje zostaną wyjaśnione w dalszej części gdzie będziemy opisywali ich praktyczne zastosowanie. Zbiór i opis wbudowanych funkcji można znaleźć pod tym linkiem [build-in functions](https://docs.python.org/2/library/functions.html)

Listy

Jednym z najważniejszych elementów każdego języka jest kontener do przechowywania zbioru danych. W języku Python takim podstawowym typem jest lista, która może przechowywać elementy dowolnego typu, tzn. może przechowywać zarówno int jak i string w obrębie jednej listy. Ponadto listy są modyfikowalne, co oznacza, że do listy można dopisywać nowe elementy albo usuwać już znajdujące się w niej.

Pustą listę można utworzyć na 2 sposoby: - Za pomocą wbudowanej funkcji ***list***:

aList = list()

* Za pomocą nawiasów kwadratowych []

aList = []

Puste listy są mało przydatne, dlatego wykorzystując nawiasy [] można zadeklarować listę od razu wypełnioną:

aList = [1, 2, 3, 5]

Lista nie musi składać się z elementów tego samego typu:

aList = [1, "dwa", 3. , 5]

Wiemy już jak umieszczać elementy, a jak je się pobiera? Tak samo jak w innych językach, używając nawiasów []. Należy jednak pamiętać, że listy są indeksowane o 0:

aList = [1, "dwa", 3. , 5]

print aList[0] *# >> 1*

print aList[1] *# >> "dwa"*

print aList[0] + aList[3] *# >> 6*

Aby sprawdzić rozmiar listy korzysta się z wbudowanej funkcji ***len***:

aList = [1, "dwa", 3. , 5]

print "Dlugosc listy =", len(aList)

Metody należące do klasy list

Lista tak jak wszystkie zmienne jest obiektem, w związku z tym posiada przypisane do siebie funkcje, które operują na liście, na której zostały wywołane (funkcje takie nazywane są metodami i wywołuje się je podając jej nazwę tuż po nazwie listy, np. nazwaListy.nazwaFunkcji()) . Do tych funkcji należą: - nazwaListy.append(element) - metoda dodaje element na koniec listy, np.:

aList = [1,2]

aList.append(5)

print aList *# >> [1, 2, 5]*

* nazwaListy.insert(indeks, element) - metoda wstawia element w dokładnej pozycji
* aList = [1, 2]
* aList.insert(1, "cos")

print aList *# >> [1, "cos", 2]*

* nazwaListy.remove(element) - metoda usuwa wskazany element z listy (podajemy wartość elementu, nie indeks),
* nazwaListy.sort() - sortuje listę,
* nazwaListy.reverse() - odwraca kolejność elementów w liście
* aList = [1,'cos',2]
* aList.reverse()

print aList *# >> [2, 'cos', 1]*

* list.index(element) - zwraca numer elementu, np.:
* aList = [1,'cos',2]

print aList.index('cos') *# >> wyswietli sie 1*

Oprócz tych funkcji dla zmiennych typu list został dodatkowo przeciążony operator ***+***. W kontekście użycia zmiennych typu list operator ten łączy 2 listy ze sobą:

aList= [1,2,3]

bList = [3,2,1]

print aList + bList *# >> [1, 2, 3, 3, 2, 1]*

Można także użyć operatora ***+=*** zamiast metody ***append*** co spowoduje dodanie wszystkich elementów z jednej listy po prawej stronie do listy po lewej stronie operatora:

aList= [1,2,3]

aList += [3,2,1]

print aList *# >> [1, 2, 3, 3, 2, 1]*

Słowo kluczowe “in” w kontekście list

Język Python w specjalny sposób wspiera sprawdzanie czy element znajduje się w liście. Do tego służy słowo kluczowe ***in***. Przeanalizujmy następujący kod:

aList = [1, 'cos', 2]

isInList = 'cos' in aList

print isInList *# >> True*

print 5 in aList *# >> False*

**if** 'cos' in aList:

print 'cos is in the aList'

Wyrażenie *element* ***in*** *lista* zwraca wartość logiczną True/False.

Pętla “for” i generator “range”

Jednym z najważniejszy elementów języków programowania są pętle. W przypadku Pythona pętla ***for*** różni się swojego odpowiednika w języku C/C++. W języku C aby pobrać z tablicy kolejne elementy piszemy:

float[] aList = {1,2,3,4};

float sum = 0;

**for**(int i=0; i<4; ++i)

{

sum += aList[i];

}

Widać powyżej, że aby pobrać kolejne elementy z tablicy trzeba w pętli przesuwać indeks elementu i za każdym razem pobierać wartość z tablicy. Taka konstrukcja pętli jest bardzo często używana, dlatego w języku Python pętla for została sformułowana w następujący sposób:

aList = [1, 2, 3, 4]

sum = 0

**for** a in aList:

sum += a

Pętla ***for*** tutaj ma konstrukcję następującą:

**for** elementListy in nazwaListy:

... instrukcje operujace na kolejnych elementach z listy ...

Widzimy, że w Pythonie nie operujemy za pomocą indeksów, tylko od razu za pomocą kolejnych elementów z listy. Zmienna “elementListy” w każdym wywołaniu pętli przyjmuje kolejne wartości z listy.

Niestety, czasami przydaje się korzystanie z indeksów, np. gdy chcemy wykonać jakąś operację pewną ilość razy bez korzystania z listy. Niestety w takiej sytuacji Python wymaga czegoś, co będzie zawierało te indeksy:

indeksy = [0, 1, 2, 3, 4, 5, 6]

**for** i in indeksy:

print i

W takiej sytuacji uciążliwe by było tworzenie takiej listy, dlatego można spodziewać się, że istnieje jakaś funkcje służąca do tego. I faktycznie, istniej i nazywa się ***range***. Funkcja ta zwraca kolejne indeksy:

**for** i in ragne(7):

print i

Musimy tutaj wyjaśnić pewną rzecz. Funkcja ***range*** nie zwraca w rzeczywistości listy, tylko tzw. ***generator***. Generator różni się tym od listy tym, że nie przechowuje elementów tylko generuje je na zapytanie o kolejny element. Dlatego nawet w przypadku gdy użyjemy funkcji ***range*** z bardzo dużą liczbą, to pamięć nie zostanie zajęta. Funkcja ***range*** może przyjmować kilka argumentów: 1. Koniec zakresu - range(10) wygeneruje liczby od 0 do 9. Koniec zakresu określa największą liczbę całkowitą która już nie powinna być wygenerowana. Taka konstrukcja jest dopasowana do indeksowania od 0. 2. Początek i koniec zakresu - range(2,8) wygeneruje liczby od 2 do 7. 3. Początek, koniec i krok - range(2, 20, 3) wygeneruje liczby [2, 5, 8, 11, 14, 12, 5, 8, 11, 14, 17] czyli od 2 do 20 co 3.

Wycinki list

Często w trakcie pracy z listami okazuje się, że chcemy pracować nie na całej liście, lecz tylko na jej części. Do takich zadań bardzo przydatne są “wycinki” list, które pozwalają na pobranie np. 5 pierwszych elementów. Do tego służy znak “***:***”

aList = [1, 2, 5, 8, 4, 54, 12, 11]

print aList[:5] *# >> wyswietli 5 pierwszych elementow [1,2,5,8,4]*

print aList[5:] *# >> wyswietli elementy od 5 do końca [54,12,11]*

Można także łączyć oba zakresy

print aList[2:6] *# >> wyswietli 5, 8, 4, 54*

Ponadto można zdefiniować krok pomiędzy indeksami, np. co drugi element:

print aList[::2] *# >> wyswietli [1, 5, 4, 12]*

print aList[:5:2] *# >> wyswiteli [1, 5, 4]*

Ostatnia metoda dostępu do elementów to wykorzystanie ujemnego indeksu, który zwraca elementy licząc od końca, tj.:

print aList[-1] *# >> wyswietli ostatni element 11*

print aList[-3] *# >> wyswietli trzeci od końca 54*

Wycinki list działają praktycznie tak jak listy, tzn. można korzystać z nich w pętli for, np.:

sum = 0

**for** elmnt in aList[:5]:

sum += elmnt

print sum

lub przypisywać wartość do cześci elementów:

aList[:3] = [100, 101, 102]

print aList *# >> wyswietli [100, 101, 102, 8, 4, 54, 12, 11]*

W dalszej części przedstawimy bibliotekę NumPy która obsługuje typ “array”, dla którego wycinki pozwalają na jeszcze większą swobodę.

Listy wielowymiarowe

Jak łatwo się domyślić listy wielowymiarowe to są po prostu listy przechowujące jako elementy kolejne listy. Aby stworzyć taką listę możemy po prostu skorzystać inicjalizacji […], gdzie elementami będą kolejne listy:

lista2D = [ [1,2], [2,3] ]

print "Element 0,0 =", lista2D[0][0] *# >> wyswietli 1*

print "Element 0,1 =", lista2D[0][1] *# >> wyswietli 2*

Listy wielowymiarowe zazwyczaj są potrzebne do przechowywania danych w postaci liczb (np. jako reprezentacja macierzy). W takiej sytuacji typ lista nie jest najlepszym kontenerem, ponieważ czas dostępu do zmiennych może się wydłużać. Do tego typu operacji najlepiej jest skorzystać z tablic pochodzących z biblioteki NumPy, która domyślnie obsługuje tablice wielowymiarowe i robi to bardzo efektywnie, ale o tym dalej.

Zaawansowana inicjalizacja

Poprzednio pokazaliśmy, że listę można inicjalizować wartościami wpisanymi w prost pomiędzy nawiasami […]. Jednak ta metoda jest dość ograniczona, ponieważ explicite trudno wypełnić taką listę zbiorem np. 100 liczb. W takiej sytuacji lepiej już jest utworzyć pustą listę i skorzystać z metody append:

aList = list()

**for** i in range(100):

aList.append(i\*\*2) *# << wypelnienie listy kwadratem kolejnych liczb 0, 1, ..., 99*

Powyższa struktura kodu jest poprawna, jednak tworzenie takiej pętli jest uciążliwe. Dlatego w Pythonie konstrukcja tego typu została uproszczona do:

aList = [ i\*i **for** i in range(100)]

Powyższy kod inicjalizuje listę kwadratem kolejnych liczb. Wyrażenie tuż przed ***for*** jest wartością która powinna uzupełniać kolejne elementy listy. Jest to kod który zazwyczaj znajduje się w ciele pętli for. Reszta składni tej konstrukcji typowa definicja pętli for. W miejscu wartości może także znajdować się wywołanie funkcji, a wynik jej działania będzie przypisany do kolejnych elementów, np.:

**def** inicjalizacja(index):

a = index / 2

b = index\*a

**return** b

aList = [ inicjalizacja(i) **for** i in range(100)]

Ponieważ wewnątrz tej konstrukcji znajduje się zwykła pętla for, to po słowie “in” możemy wstawić dowolną inną listę:

aList = [ i **for** i in range(100)]

bList = [2\*element **for** element in aList]

Rozwijanie list

Jak wiadomo w Pythonie nie korzystamy ze znaków “;” oznaczających koniec instrukcji. W tym języku z założenia koniec linii jest końcem pojedynczej instrukcji. Czy zatem istnieje możliwość inicjalizacji kilku zmiennych w jednej linii? Okazuje się, że tak. Służy do tego “rozwijanie list”, które pozwala przypisać kolejne wartości z listy (ogólniej z obiektu po którym można iterować) do zmiennych. Konstrukcja ta ma następującą postać:

aList = [ 1, 'cos', 2]

a1, a2, a3 = aList

print a1 *# >> 1*

print a2 *# >> 'cos'*

print a3 *# >> 2*

Jeśli utworzymy listę w “locie” to okaże się, że możemy przypisać wartości do kilku zmiennych w jednej linii:

a1, a2, a3 = [1, 'cos', 2]

Podobnie można czynić z każdym obiektem który służy do przechowywania zbiorów (np. tuple i tablice numpy o których dalej).

Tuple(Krotki)

Następnym typem który pozwala na przechowywanie danych jest ***tuple***. Jego konstrukcja i użytkowanie jest podobne do list. Jednak w odróżnieniu od nich ten typ jest swego rodzaju listą niemodyfikowalną. Jeśli raz zostanie utworzony obiekt tego typu, to nie można zmieniać ani wartości znajdujących się w nim ani liczby elementów. Obiekty typu ***tuple*** tworzy się podobnie do list z tą różnicą, że zamiast nawiasów [] korzystamy z ():

aTuple = (1, 2, 'cos')

print aTuple *# >> (1, 2, 'cos')*

print aTuple[1] *# >> 2*

Ponieważ jest on niemodyfikowalny, to nie posiada ani metody “append” ani nie jest możliwe przypisanie. Sprawdź poniższy kod:

aTuple = (1, 2, 'cos')

aTuple[1] = 3

Poza powyższymi uwagami tuple zachowuje się jak lista. To znaczy, że można go używać w pętlach:

**for** elmnt in (1, 2, 'cos'):

*# jakiś kod operujący na elementach*

oraz rozwijać tak jak listy:

a1,a2,a3 = (1, 2, 'cos')

Instrukcja warunkowa if, elif, else

Konstrukcja instrukcji ***if*** jest bardzo prosta, nawet przedstawialiśmy ją w niektórych przykładach. Przypomnijmy:

**if** wartosc\_bool :

*# instruckcje jesli wartosc jest prawda*

**else**:

*# instruckje jesli wartosc jest falszem*

“wartosc\_bool” powinna przyjmować wartość **True** lub **False**, co może wynikać z warunku logicznego, np.: a == b lub a in aList. Należy tutaj pamiętać, że “:” musi znaleźć się także po słowie ***else***

Oprócz tej prostej konstrukcji często przydatne jest sprawdzanie drugiego warunku jeśli pierwszy nie jest spełniony. Do tego służy konstrukcja if- elif:

**if** wartosc\_bool\_1 :

*# instruckcje*

**elif** wartosc\_bool\_2 :

*# instruckje*

**else**

*# instruckje*

Wyrażenia logiczne

String

Poza danymi liczbowymi najczęściej będziemy musieli pracować z danymi w postaci ciągów znaków - typu string. W języku Python zmienną tego typu można tworzyć wykorzystując zarówno pojedynczy znak cudzysłowu ‘text’ lub podwójny “text”. Obie wersje są poprawne i mogą być używane zamiennie. Jednak zawsze lepiej jest przyjąć jedną konwencję i jej się trzymać.

Aby utworzyć zmienną pustą zmienną string można wykorzystać funkcję ***str***:

aString = str()

lub nie podać żadnego znaku w cudzysłowie:

aString = "" *# lub aString=''*

aString = "Jakis ciag znakow"

Wieloliniowe ciągi znaków

Aby złamać linię w tekście wystarczy użyć znaku “”, jednak w kodzie nadal będziemy pisali w tej samej linii, co jest bardzo nieczytelne. Python dodatkowo wspiera pisanie w postaci wieloliniowego tekstu. W tym celu korzysta się z potrójnego cudzysłowu:

longString = """Piszemy dlugi, wieloliniowy tekst, a teraz nowa linia

i nadal piszemy, bez przerywania definicji zmiennej longString"""

String jako tablica

Zmienne typu string są w rzeczywistości tablicami znaków, w związku z czym możemy nimi operować dokładnie tak jak tablicami:

aString = "Uwielbiam pisac w Pythonie"

print "Liczba znakow to w zdaniu", len(aString)

print "Trzeci znak to ", aString[2]

**for** znak in aString:

print znak

Z racji tego że w listach operator ***+*** służył do dodawania elementów do listy, to w przypadku stringów może posłużyć do łączenia tekstów:

aString = "Uwielbiam"

aString += " pisac"

print aString + "w Pythonie"

Wycinki listy działają tak samo także na zmiennej string:

aString = "Uwielbiam pisac w Pythonie"

print "5 pierwszych znakow to " + aString[:5]

print "A 8 ostatnich to "+ aString[-8:]

Konwersja typów

Z kolei jeśli chcemy połączyć string ze zmienną innego typu najlepiej jest skorzystać z funkcji konwertującej typy - ***str***:

a = 1

b = 2.2

aString = "Liczba a =" + str(a) + ", a liczba b = " + str(b)

print aString

Operator %

Oprócz konwersji zmiennych za pomocą funkcji ***str*** możemy jej dokonać przy pomocy formatowania tekstu, które jest podobne do tego znanego z języka C/C++ w funkcji “printf”. W przypadku C korzystaliśmy z funkcji, w Pythonie do tego celu używa się operatora ***%***. Sprawdź działanie poniższego kodu

a = 5.234

formatedString = "Wartosc zmiennej a=%f" % a

print formatedString

formatedString = "Wartosc zmiennej a=%.2f" % a

print formatedString

b = 12

print "Wartosc zmiennej b = %03d" % b

W przypadku gdy chcemy sformatować więcej niż jedną zmienną, to należy przekazać argumenty do podmiany w postaci ***tuple***:

print "Trzy sformatowane kolejne cyfry to %f-%02d-%.2f" % (1.25312, 2, 2.35495)

**Uwaga** zmienne do sformatowania nie mogą być przekazane jako lista.

Dodatkowe metody należące do typu ***string***

Zmienne typu ***string*** podobnie jak ***list*** posiadają dodatkowe metody które pozwalają na wygodną pracę. Przydatne metody należące do klasy ***string*** to:

* s.lower(), s.upper() - metody zwracające nowy obiekt który stanowi konwersję znaków do małych/dużych liter:
* aString = "UbasfYTEDF"
* bString = aString.lower()

print bString *# >> 'ubasfytedf'*

* s.strip() - funkcja zwraca nowy string pozbawiony białych znaków na początku i końcu
* s.isalpha() - sprawdza czy string zawiera tylko litery ```python print “absctd”.isalpha() # >> True

print “ab45”.isalpha() # >> False - s.isdigit() - sprawdza czy zawiera tylko znaki liczbowe - s.isspace() - sprawdza czy obiekt zawiera tylko spacje - s.startswith("other")/ s.endswith("other") - sprawdza czy string zaczyna/kończy się słowem "other" - s.find("other") - sprawdza czy słowo "other" znajduje się w zmiennej s. Jeśli znajduje się, to funkcja zwraca indeks początku słowa "other" w zmiennej s, np.:python print “stringotherstring”.find(“other”) # >> 6 - s.replace("old","new") - zamienia ciąg znaków "old" w "new" i zwraca nowo utworzony obiekt - s.split('delimiter') - metoda zwraca listę stringów podzielonych za pomocą znaku 'delimiter'. Jeśli nie zostanie przekazany znak 'delimiter', to domyślnie zostanie wybrany biały znak.python strList= “numery:1:2:123:312”.split(‘:’) print strList # >> [‘numery’, ‘1’, ‘2’, ‘123’, ‘312’] - s.join(strList) - funkcja która łączy elementy listy. Jako znak rozdzielenie zostaje użyta zmienna "s" na której została wywołana metoda:python delimiter=“–” strList=[‘aaa’,‘bbb’,‘ccc’]

newString = delimiter.join(strList) print newString # >> ‘aaa–bbb–ccc’ # lub w jendej linii: print “:”.join(strList) # >> ‘<aaa:bbb:ccc>’ ```

Zadania treningowe

Zanim zaczniesz rozwiązywać zadania przekopiuj poniższą funkcję na początek swojego pliku zawierającego:

**def** test(fun, \*args):

print "".join(['-' **for** i in range(40)])

print fun.\_\_name\_\_[:-1].upper()+" "+fun.\_\_name\_\_[-1]

res = fun(\*args[:-1])

**if** isinstance(args[0], str):

decoded = "".join([chr(i) **for** i in args[-1]])

**if** res == decoded:

print "Yes, "+decoded.replace("my","your")

**else**:

print "No, "+decoded.replace("my","your").replace("has","has not")+" yet"

**else**:

print "Is correct? "+ str(res == args[-1])

print "".join(['-' **for** i in range(40)])

Funkcja ta posłuży do testowania i wyświetlania informacji czy Twoja implementacja jest poprawna.

Zadanie 1(rozwiązanie w katalogu)

Przekopiuj poniższy kod do pliku, a następnie uzupełnij ciało funkcji. Zadaniem tej funkcji jest przetworzenie przekazanej listy (przekazana jako listObject) tak oby usunąć powtarzające się elementy ale tylko pomiędzy sąsiadami.

**def** zadanie1(listObject):

*# type your code*

**pass**

test(zadanie1, [1, 2, 3, 3, 5, 68, 68, 24], [1,2,3,5,68,24])

Zadanie 2

Przekopiuj poniższy kod do pliku, a następnie uzupełnij ciało funkcji. Funkcja ta powinna zwracać nową listę która jest sumą przekazanych list, tak aby kolejne elementy nowej listy składały się naprzemiennie, raz element z jednej listy a raz z drugiej. Uwaga, listy mogą nie być tej samej długości.

**def** zadanie 2(list1, list2):

*# type your code*

**pass**

test(zadanie2, [1, 2, 19, 'dd', ':P', ":("], [12,'c','5'], [1, 12, 2, 'c', 19, '5', 'dd', ':P', ':('])

Zadanie 3

Przekopiuj poniższy kod do pliku, a następnie uzupełnij ciało funkcji. Funkcja powinna zwracać posortowaną listę elementów typu tuple. Sortowanie wykonaj biorąc pod uwagę ostatni element każdego tuple.

**def** zadanie3(listTuples):

*# type your code*

**pass**

test(zadanie3, [(1, 3), (3, 3, 2), (2, 1)], [(2, 1), (3, 3, 2), (1, 3)])

Zadanie 4

Przekopiuj poniższy kod do pliku, a następnie uzupełnij ciało funkcji.

**def** zadanie4(text):

*# type your code*

**pass**

test(zadanie4, "okmy$aiaetiaigaafbaf??a$okwatch$oafbusd$okhas$asbrsi31480$okended$aq340af", [109, 121, 32, 119, 97, 116, 99, 104, 32, 104, 97, 115, 32, 101, 110, 100, 101, 100])

Zadaniem tej funkcji “zadanie4” jest odczytanie ukrytego zdania w poniższym tekście:

“okmy$aiaetiaigaafbaf??a$okwatch$oafbusd$okhas$asbrsi31480$okended$aq340af”

Napis ten został zakodowany w następujący sposób:

1. do początku każdego wyrazu dodano “ok”,

np: “To jest dom” -> “okTo okjest okdom”

2. za każdym oryginalnym wyrazem wstawiono dodatkowy losowy wyraz do zdania,

np: “okTo okjest okdom” -> “okTo asifha okjest ??A?Sd okdom :asrof”

3. na koniec spacje zastąpione zostały znakiem “$„

,np.:"okTo asifha okjest ??A?Sd okdom :asrof"−>"okTo$asifha$okjest$??A?Sd$okdom$:asrof”

To zadanie można rozwiązać za pomocą metod klasy string replace, join, startswith i split.

Jeśli ci się uda, to przerób program tak, aby rozkodowywanie było wykonane w jednej linii. Do tego celu może Ci się przydać poniższa konstrukcja inicjalizacji list:

lista = [ kod(s) **for** s in lista **if** warunek(s)]

Konstrukcja ta pozwala na umieszczenie elementu w liście jeśli jest spełniony jakiś warunek.

Zadanie 5

Napisz grę która będzie polegała na zgadywaniu liczby od 1-9 wylosowanej przez komputer. Wybrana przez użytkownika liczba powinna być wczytana z konsoli. Gra powinna się zakończyć gdy użytkownik trafi wylosowaną liczbę.

Zacznij swój kod od przekopiowania poniższej linii kodu

from random import randint

Linijka ta pozwoli na skorzystanie z funkcji “randint” która losuje liczby całkowite w wybranym zakresie.

Do wczytywanie danych z konsoli służy funkcje “input”, która jako argument przyjmuje tekst do wyświetlenia, np.:

a = input("Podaj liczbe:\n")

print "Podales "+a