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data <- read.csv("Countries.csv")  
# Convert data to a panel data frame (replace 'Country' and 'Year' with your column names)  
pdata <- pdata.frame(data, index = c("Country", "Year"))

Summary Statistics

summary(pdata)

## Country Year Unemployment\_Rate GDP   
## Egypt :31 1992 : 5 Min. :0.02615 Min. :1.769e+09   
## Kenya :31 1993 : 5 1st Qu.:0.03810 1st Qu.:1.574e+10   
## Nigeria :31 1994 : 5 Median :0.09860 Median :9.668e+10   
## Republic of Congo:31 1995 : 5 Mean :0.11859 Mean :1.600e+11   
## South Africa :31 1996 : 5 3rd Qu.:0.19926 3rd Qu.:2.920e+11   
## 1997 : 5 Max. :0.28840 Max. :5.740e+11   
## (Other):125   
## FDI Population\_Rate Inflation   
## Min. :-1.983e+09 Min. :0.00388 Min. :-0.00882   
## 1st Qu.: 2.287e+08 1st Qu.:0.01977 1st Qu.: 0.04619   
## Median : 1.140e+09 Median :0.02383 Median : 0.07215   
## Mean : 2.660e+09 Mean :0.02306 Mean : 0.09974   
## 3rd Qu.: 4.298e+09 3rd Qu.:0.02736 3rd Qu.: 0.11379   
## Max. : 4.066e+10 Max. :0.04243 Max. : 0.72835   
##

Summary Statistics for Indivdual countries:

# Create a summary statistics table for each country  
summary\_by\_country <- pdata %>%  
 group\_by(Country) %>%  
 summarise(  
 Mean\_Unemployment\_Rate = mean(Unemployment\_Rate, na.rm = TRUE),  
 SD\_Unemployment\_Rate = sd(Unemployment\_Rate, na.rm = TRUE),  
 Mean\_GDP = mean(GDP, na.rm = TRUE),  
 SD\_GDP = sd(GDP, na.rm = TRUE),  
 Mean\_FDI = mean(FDI, na.rm = TRUE),  
 SD\_FDI = sd(FDI, na.rm = TRUE),  
 Mean\_Inflation = mean(Inflation, na.rm = TRUE),  
 SD\_Inflation = sd(Inflation, na.rm = TRUE),  
 Mean\_Population\_Rate = mean(Population\_Rate, na.rm = TRUE),  
 SD\_Population\_Rate = sd(Population\_Rate, na.rm = TRUE)  
 )  
  
# Print the summary statistics by country  
print(summary\_by\_country)

## # A tibble: 5 × 11  
## Country Mean\_Unemployment\_Rate SD\_Unemployment\_Rate Mean\_GDP SD\_GDP Mean\_FDI  
## <fct> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 Egypt 0.0996 0.0184 1.85e11 1.26e11 4.29e9  
## 2 Kenya 0.0328 0.00926 4.29e10 3.50e10 3.75e8  
## 3 Nigeria 0.0410 0.00551 2.79e11 1.67e11 3.14e9  
## 4 Republi… 0.202 0.00800 8.68e 9 5.74e 9 7.64e8  
## 5 South A… 0.217 0.0258 2.84e11 1.12e11 4.73e9  
## # ℹ 5 more variables: SD\_FDI <dbl>, Mean\_Inflation <dbl>, SD\_Inflation <dbl>,  
## # Mean\_Population\_Rate <dbl>, SD\_Population\_Rate <dbl>

Multiocollinearity test

# Check for multicollinearity using VIF  
vif\_model <- lm(Unemployment\_Rate ~ GDP + FDI + Inflation + Population\_Rate, data = pdata)  
vif(vif\_model)

## GDP FDI Inflation Population\_Rate   
## 1.591556 1.383609 1.023912 1.357700

Step 1 Unit root test for stationarity

# STEP 1 Stationairy check for each varaible   
#Im, Pesaran, and Shin (IPS) test for panel unit root  
ips\_unemployment <- purtest(pdata$Unemployment\_Rate, test = "ips", exo = "intercept")  
  
# JUST IF P-value not <0.05 for unemployment i tested earlier I(1) is the right one  
diff\_Unemployment <- diff(pdata$Unemployment\_Rate)  
ips\_unemployment\_diff <- purtest(diff\_Unemployment, test = "ips", exo = "intercept")

## Warning in purtest(diff\_Unemployment, test = "ips", exo = "intercept"): NA  
## value(s) encountered and dropped, results may not be reliable

summary(ips\_unemployment\_diff)

## Im-Pesaran-Shin Unit-Root Test   
## Exogenous variables: Individual Intercepts   
## Automatic selection of lags using SIC: 0 - 4 lags (max: 10)  
## statistic (Wtbar): -7.403   
## p-value: 0   
##   
## lags obs rho trho p.trho mean var  
## Egypt 0 29 -0.7309515 -4.330654 3.878506e-04 -1.5248 0.793  
## Kenya 0 29 -0.3029927 -2.257298 1.861992e-01 -1.5248 0.793  
## Nigeria 4 25 -1.2125795 -2.941271 4.075427e-02 -1.3630 1.005  
## Republic of Congo 1 28 -1.9860206 -5.889344 2.201282e-07 -1.5170 0.843  
## South Africa 0 29 -1.2879104 -7.255803 6.616018e-11 -1.5248 0.793

# IPS test for GDP  
ips\_GDP <- purtest(pdata$GDP, test= "ips", exo = "intercept")  
  
#IF GDP p-value not <0.05 same for GDP I(1)  
diff\_gdp <- diff(pdata$GDP)  
ips\_gdp\_diff <- purtest(diff\_gdp, test = "ips",lags = 1, exo = "intercept")

## Warning in purtest(diff\_gdp, test = "ips", lags = 1, exo = "intercept"): NA  
## value(s) encountered and dropped, results may not be reliable

summary(ips\_gdp\_diff)

## Im-Pesaran-Shin Unit-Root Test   
## Exogenous variables: Individual Intercepts   
## User-provided lags  
## statistic (Wtbar): -4.797   
## p-value: 0   
##   
## lags obs rho trho p.trho mean var  
## Egypt 1 28 -0.6852519 -3.166926 0.0220095108 -1.517 0.843  
## Kenya 1 28 -0.4660732 -2.392980 0.1437183815 -1.517 0.843  
## Nigeria 1 28 -0.8720308 -3.612629 0.0055523624 -1.517 0.843  
## Republic of Congo 1 28 -1.0221412 -3.965797 0.0016053339 -1.517 0.843  
## South Africa 1 28 -1.0602489 -4.295786 0.0004468051 -1.517 0.843

# IPS TEST FOR FDI  
ips\_FDI <- purtest(pdata$FDI, test= "ips", exo = "intercept")  
summary(ips\_FDI)

## Im-Pesaran-Shin Unit-Root Test   
## Exogenous variables: Individual Intercepts   
## Automatic selection of lags using SIC: 0 - 0 lags (max: 10)  
## statistic (Wtbar): -3.133   
## p-value: 0.001   
##   
## lags obs rho trho p.trho mean var  
## Egypt 0 30 -0.1760005 -1.490035 5.389239e-01 -1.526 0.789  
## Kenya 0 30 -0.3431427 -2.545625 1.046977e-01 -1.526 0.789  
## Nigeria 0 30 -0.1425229 -1.434317 5.669852e-01 -1.526 0.789  
## Republic of Congo 0 30 -0.6129167 -3.657826 4.772323e-03 -1.526 0.789  
## South Africa 0 30 -0.8523709 -4.724265 7.229154e-05 -1.526 0.789

#IF GDP p-value not <0.05 FOR FDI it is BOth I(0) and I(1)  
diff\_FDI <- diff(pdata$FDI)  
ips\_FDI\_diff <- purtest(diff\_FDI, test = "ips", exo = "intercept")

## Warning in purtest(diff\_FDI, test = "ips", exo = "intercept"): NA value(s)  
## encountered and dropped, results may not be reliable

summary(ips\_FDI\_diff)

## Im-Pesaran-Shin Unit-Root Test   
## Exogenous variables: Individual Intercepts   
## Automatic selection of lags using SIC: 0 - 5 lags (max: 10)  
## statistic (Wtbar): -11.315   
## p-value: 0   
##   
## lags obs rho trho p.trho mean var  
## Egypt 0 29 -0.8955274 -4.301327 4.369061e-04 -1.5248 0.7930  
## Kenya 0 29 -1.1863623 -6.510719 6.433871e-09 -1.5248 0.7930  
## Nigeria 0 29 -1.2173355 -5.996649 1.220450e-07 -1.5248 0.7930  
## Republic of Congo 5 24 -3.2896058 -3.750304 3.477374e-03 -1.3434 1.0782  
## South Africa 0 29 -1.8367152 -10.211024 6.959427e-20 -1.5248 0.7930

# IPS TEST FOR Population  
ips\_population <- purtest(pdata$Population\_Rate, test= "ips", exo = "intercept")

## Warning in adj.ips.wtbar.value(x, y, exo = exo): lags should be an integer  
## between 0 and 8

#IF GDP p-value not <0.05 for population it is I(1) and lags =1 was deliberately set to 1 for it to work  
diff\_Population <- diff(pdata$Population\_Rate)  
ips\_Population\_diff <- purtest(diff\_Population, test = "ips",lags = 1, exo = "intercept")

## Warning in purtest(diff\_Population, test = "ips", lags = 1, exo = "intercept"):  
## NA value(s) encountered and dropped, results may not be reliable

summary(ips\_Population\_diff)

## Im-Pesaran-Shin Unit-Root Test   
## Exogenous variables: Individual Intercepts   
## User-provided lags  
## statistic (Wtbar): -6.426   
## p-value: 0   
##   
## lags obs rho trho p.trho mean var  
## Egypt 1 28 -0.3525810 -2.303761 1.707775e-01 -1.517 0.843  
## Kenya 1 28 -0.4209774 -2.704640 7.316687e-02 -1.517 0.843  
## Nigeria 1 28 -0.4202771 -2.937813 4.112265e-02 -1.517 0.843  
## Republic of Congo 1 28 -1.3163372 -6.056446 8.752517e-08 -1.517 0.843  
## South Africa 1 28 -1.5709939 -6.774536 1.323978e-09 -1.517 0.843

# IPS TEST FOR INFLATION  
ips\_inflation <- purtest(pdata$Inflation, test= "ips", exo = "intercept")  
summary(ips\_inflation)

## Im-Pesaran-Shin Unit-Root Test   
## Exogenous variables: Individual Intercepts   
## Automatic selection of lags using SIC: 0 - 3 lags (max: 10)  
## statistic (Wtbar): -4.579   
## p-value: 0   
##   
## lags obs rho trho p.trho mean var  
## Egypt 0 30 -0.5342383 -3.301543 0.0148418003 -1.526 0.789  
## Kenya 0 30 -0.5061153 -3.434549 0.0098685155 -1.526 0.789  
## Nigeria 0 30 -0.2371858 -2.252989 0.1876699064 -1.526 0.789  
## Republic of Congo 0 30 -0.7834617 -4.392085 0.0003013765 -1.526 0.789  
## South Africa 3 27 -0.7398035 -3.423299 0.0102227237 -1.441 0.934

#Intresting that inflation is I(0) but only I(1) if lags=1 so i left it at just I(0)

Step 2 Lag-Length selection criteria

lag\_selection <- VARselect(pdata[, c("Unemployment\_Rate", "GDP", "FDI", "Inflation", "Population\_Rate")], lag.max = 5, type = "const")  
lag\_selection$selection

## AIC(n) HQ(n) SC(n) FPE(n)   
## 4 1 1 4

# Display optimal lag lengths based on AIC, BIC, HQ

Step 3 Cointegration test

# Adjust ARDL model to include all variables  
ardl\_model <- dynlm(Unemployment\_Rate ~ L(Unemployment\_Rate, 1) +  
 L(GDP, 1) +  
 L(FDI, 1) +  
 L(Inflation, 1) +  
 L(Population\_Rate, 1), data = pdata)  
  
# Extract residuals  
residuals <- resid(ardl\_model)  
  
# Test for cointegration (unit root test on residuals)  
cointegration\_test <- ur.df(residuals, type = "none")  
summary(cointegration\_test)

##   
## ###############################################   
## # Augmented Dickey-Fuller Test Unit Root Test #   
## ###############################################   
##   
## Test regression none   
##   
##   
## Call:  
## lm(formula = z.diff ~ z.lag.1 - 1 + z.diff.lag)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.513e-17 -1.396e-18 -3.398e-19 1.850e-18 1.275e-17   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## z.lag.1 -1.00506 0.11598 -8.666 6.45e-15 \*\*\*  
## z.diff.lag 0.07087 0.08617 0.822 0.412   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 4.186e-18 on 151 degrees of freedom  
## Multiple R-squared: 0.4457, Adjusted R-squared: 0.4383   
## F-statistic: 60.7 on 2 and 151 DF, p-value: < 2.2e-16  
##   
##   
## Value of test-statistic is: -8.6657   
##   
## Critical values for test statistics:   
## 1pct 5pct 10pct  
## tau1 -2.58 -1.95 -1.62

Now cointegration test Interpretation: The ADF test statistic value is -8.6657. With: 1% critical value: -2.58 5% critical value: -1.95 10% critical value: -1.62

Since the test statistic (-8.6657) is much more negative than all the critical values (for 1%, 5%, and 10% significance levels), we can reject the null hypothesis of no cointegration.

By rejecting the null hypothesis, we conclude that the residuals are stationary. This indicates that there is a long-run equilibrium relationship (cointegration) between Unemployment Rate, GDP, FDI, Inflation, and Population Rate.

In practical terms, despite short-term fluctuations, GDP, FDI, Inflation, Population Rate, and Unemployment Rate are tied together in the long term.

STEP 4 ECM

countries <- unique(pdata$Country)  
for (country in countries) {  
 country\_data <- subset(pdata, Country == country)  
 ts\_country <- ts(country\_data[, -c(1, 2)], start = 1992, frequency = 1)  
   
 # Estimate long-run model  
 long\_run\_model <- dynlm(Unemployment\_Rate ~ GDP + FDI + Inflation + Population\_Rate, data = ts\_country)  
   
 # Extract residuals  
 residuals\_long\_run <- resid(long\_run\_model)  
   
 # Estimate ECM  
 ecm\_model <- dynlm(d(Unemployment\_Rate) ~ L(Unemployment\_Rate, 1) +   
 d(GDP) +   
 d(FDI) +   
 d(Inflation) +   
 d(Population\_Rate) +   
 L(residuals\_long\_run, 1), data = ts\_country)  
   
 # View the summary for each country  
 print(paste("ECM for", country))  
 print(summary(ecm\_model))  
}

## [1] "ECM for Egypt"  
##   
## Time series regression with "ts" data:  
## Start = 1993, End = 2022  
##   
## Call:  
## dynlm(formula = d(Unemployment\_Rate) ~ L(Unemployment\_Rate, 1) +   
## d(GDP) + d(FDI) + d(Inflation) + d(Population\_Rate) + L(residuals\_long\_run,   
## 1), data = ts\_country)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.015181 -0.006390 0.002027 0.005411 0.016806   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -4.276e-03 1.289e-02 -0.332 0.74313   
## L(Unemployment\_Rate, 1) 6.517e-02 1.235e-01 0.528 0.60285   
## d(GDP) -5.472e-14 7.414e-14 -0.738 0.46793   
## d(FDI) 1.650e-13 8.678e-13 0.190 0.85082   
## d(Inflation) 1.938e-02 3.064e-02 0.632 0.53336   
## d(Population\_Rate) 8.510e+00 2.750e+00 3.094 0.00512 \*\*  
## L(residuals\_long\_run, 1) -4.766e-01 2.001e-01 -2.382 0.02589 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.008795 on 23 degrees of freedom  
## Multiple R-squared: 0.5039, Adjusted R-squared: 0.3745   
## F-statistic: 3.894 on 6 and 23 DF, p-value: 0.007897  
##   
## [1] "ECM for Kenya"  
##   
## Time series regression with "ts" data:  
## Start = 1993, End = 2022  
##   
## Call:  
## dynlm(formula = d(Unemployment\_Rate) ~ L(Unemployment\_Rate, 1) +   
## d(GDP) + d(FDI) + d(Inflation) + d(Population\_Rate) + L(residuals\_long\_run,   
## 1), data = ts\_country)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.0039907 -0.0009785 -0.0000466 0.0005785 0.0046020   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -4.437e-03 2.017e-03 -2.200 0.0381 \*  
## L(Unemployment\_Rate, 1) 1.454e-01 6.335e-02 2.295 0.0312 \*  
## d(GDP) 2.328e-13 1.563e-13 1.489 0.1500   
## d(FDI) -1.542e-12 1.351e-12 -1.142 0.2653   
## d(Inflation) 5.582e-03 4.965e-03 1.124 0.2725   
## d(Population\_Rate) 3.518e-01 6.414e-01 0.548 0.5887   
## L(residuals\_long\_run, 1) -2.728e-01 1.209e-01 -2.255 0.0339 \*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.002358 on 23 degrees of freedom  
## Multiple R-squared: 0.3714, Adjusted R-squared: 0.2074   
## F-statistic: 2.265 on 6 and 23 DF, p-value: 0.0729  
##   
## [1] "ECM for Nigeria"  
##   
## Time series regression with "ts" data:  
## Start = 1993, End = 2022  
##   
## Call:  
## dynlm(formula = d(Unemployment\_Rate) ~ L(Unemployment\_Rate, 1) +   
## d(GDP) + d(FDI) + d(Inflation) + d(Population\_Rate) + L(residuals\_long\_run,   
## 1), data = ts\_country)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.0102633 -0.0012112 -0.0001849 0.0010238 0.0051954   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 5.953e-03 8.045e-03 0.740 0.467  
## L(Unemployment\_Rate, 1) -1.398e-01 1.957e-01 -0.714 0.482  
## d(GDP) -1.282e-14 1.435e-14 -0.893 0.381  
## d(FDI) 7.758e-13 4.845e-13 1.601 0.123  
## d(Inflation) 4.822e-03 5.745e-03 0.839 0.410  
## d(Population\_Rate) -2.121e+00 1.873e+00 -1.132 0.269  
## L(residuals\_long\_run, 1) -1.174e-01 4.117e-01 -0.285 0.778  
##   
## Residual standard error: 0.003146 on 23 degrees of freedom  
## Multiple R-squared: 0.2775, Adjusted R-squared: 0.08904   
## F-statistic: 1.472 on 6 and 23 DF, p-value: 0.2315  
##   
## [1] "ECM for Republic of Congo"  
##   
## Time series regression with "ts" data:  
## Start = 1993, End = 2022  
##   
## Call:  
## dynlm(formula = d(Unemployment\_Rate) ~ L(Unemployment\_Rate, 1) +   
## d(GDP) + d(FDI) + d(Inflation) + d(Population\_Rate) + L(residuals\_long\_run,   
## 1), data = ts\_country)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.0151153 -0.0022970 -0.0006778 0.0019748 0.0152523   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) -3.179e-02 5.783e-02 -0.550 0.588  
## L(Unemployment\_Rate, 1) 1.595e-01 2.856e-01 0.558 0.582  
## d(GDP) -5.779e-13 6.704e-13 -0.862 0.398  
## d(FDI) -2.790e-14 6.621e-13 -0.042 0.967  
## d(Inflation) 2.089e-04 1.092e-02 0.019 0.985  
## d(Population\_Rate) -1.025e-01 2.220e-01 -0.462 0.649  
## L(residuals\_long\_run, 1) -5.619e-01 3.589e-01 -1.566 0.131  
##   
## Residual standard error: 0.0056 on 23 degrees of freedom  
## Multiple R-squared: 0.3175, Adjusted R-squared: 0.1395   
## F-statistic: 1.783 on 6 and 23 DF, p-value: 0.1471  
##   
## [1] "ECM for South Africa"  
##   
## Time series regression with "ts" data:  
## Start = 1993, End = 2022  
##   
## Call:  
## dynlm(formula = d(Unemployment\_Rate) ~ L(Unemployment\_Rate, 1) +   
## d(GDP) + d(FDI) + d(Inflation) + d(Population\_Rate) + L(residuals\_long\_run,   
## 1), data = ts\_country)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.0250002 -0.0034779 0.0001198 0.0041100 0.0146344   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -6.612e-02 2.150e-02 -3.075 0.00536 \*\*  
## L(Unemployment\_Rate, 1) 3.107e-01 9.852e-02 3.154 0.00444 \*\*  
## d(GDP) 7.259e-14 5.043e-14 1.439 0.16349   
## d(FDI) 7.268e-13 1.965e-13 3.698 0.00119 \*\*  
## d(Inflation) -6.002e-02 7.329e-02 -0.819 0.42118   
## d(Population\_Rate) -7.814e-01 5.302e-01 -1.474 0.15406   
## L(residuals\_long\_run, 1) -4.117e-01 1.452e-01 -2.835 0.00938 \*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.008455 on 23 degrees of freedom  
## Multiple R-squared: 0.5244, Adjusted R-squared: 0.4003   
## F-statistic: 4.227 on 6 and 23 DF, p-value: 0.005204

Key Takeaways:

Error Correction Term: Significant in Egypt, Kenya, and South Africa, indicating the system adjusts toward long-run equilibrium in these countries.

Short-Run Variables: Population growth significantly affects unemployment in Egypt, and FDI has a strong impact in South Africa.

Unemployment Persistence: Lagged unemployment is significant in Kenya and South Africa, indicating that unemployment tends to persist over time in these countries.

OKUN’LAW GRAPH

# Create a data frame to store the results  
okun\_results <- data.frame(Country = character(),  
 Slope = numeric(),  
 Intercept = numeric(),  
 R\_squared = numeric(),  
 stringsAsFactors = FALSE)  
  
# Loop over each country to calculate changes and run the regression  
for (country in countries) {  
 # Subset the data for each country  
 country\_data <- subset(pdata, Country == country)  
   
 # Convert country data to a regular data frame to avoid pseries issues  
 country\_data <- as.data.frame(country\_data)  
   
 # Calculate the change in unemployment and the GDP growth rate  
 country\_data$diff\_unemployment <- as.numeric(diff(country\_data$Unemployment\_Rate))  
 country\_data$gdp\_growth\_rate <- 100 \* diff(log(country\_data$GDP)) # Calculate GDP growth rate in percentage form  
   
 # Remove NA values that result from differencing  
 country\_data <- na.omit(country\_data)  
   
 # Run the linear regression (Change in Unemployment Rate ~ GDP Growth Rate)  
 okun\_model <- lm(diff\_unemployment ~ gdp\_growth\_rate, data = country\_data)  
   
 # Extract the regression results  
 slope <- coef(okun\_model)[2]  
 intercept <- coef(okun\_model)[1]  
 r\_squared <- summary(okun\_model)$r.squared  
   
 # Store the results in the data frame  
 okun\_results <- rbind(okun\_results, data.frame(Country = country,  
 Slope = slope,  
 Intercept = intercept,  
 R\_squared = r\_squared))  
   
 # Create a scatter plot with a regression line  
 plot <- ggplot(country\_data, aes(x = gdp\_growth\_rate, y = diff\_unemployment)) +  
 geom\_point(color = "red") +  
 geom\_smooth(method = "lm", se = FALSE, color = "black") +  
 labs(title = paste("Okun's Law for", country),  
 x = "GDP Growth Rate (%)",  
 y = "Change in Unemployment Rate",  
 caption = paste("R-squared:", round(r\_squared, 2))) +  
 theme\_minimal() +  
 scale\_x\_continuous(labels = scales::percent\_format(scale = 1)) # Format X-axis as percentage  
   
 # Print the plot for each country  
 print(plot)  
}

## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'

![](data:image/png;base64,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)

## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'
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# View the Okun's Law results summary for all countries  
print(okun\_results)

## Country Slope Intercept R\_squared  
## gdp\_growth\_rate Egypt -1.292854e-04 0.0002076258 0.01548348  
## gdp\_growth\_rate1 Kenya -3.873249e-05 0.0012098736 0.03223942  
## gdp\_growth\_rate2 Nigeria -1.275900e-05 0.0001128524 0.01391063  
## gdp\_growth\_rate3 Republic of Congo -9.313137e-05 0.0006874160 0.09797549  
## gdp\_growth\_rate4 South Africa 2.237141e-04 0.0018759197 0.06906475