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# Base Panel Construction - ZCTA-Week Level

## Hospital Data - ZCTA-Week level

hosp\_zcta <- read\_csv("Data/Restricted MHA Data/minnepop\_1620\_agg\_zipfull\_updated.csv") %>%  
 arrange(zipcode, year, weekofyr) %>%  
 select(-c(`\_chk`, zippop\_tag)) %>%  
 filter(!(year==2016 & weekofyr==53))

## ZCTAs and ACS 5-Year Estimates

#adding in 5-year ACS data   
census\_api\_key("ecda17575f4d914b502c70f2bae7a5f3d253792d")  
  
year <- lst(2016, 2017, 2018, 2019, 2020)  
  
acs <- map\_dfr(  
 year,  
 ~ get\_acs(geography = "zcta",   
 variables = c("B01001\_001E", "B03003\_003E",  
 "B02001\_003E", "B02001\_002E",  
 "B02001\_004E", "B02001\_008E",  
 "B02001\_005E", "B02001\_006E",  
 "B02001\_007E", "B11001\_003E",  
 "B17001\_002E", "B01002\_001E",   
 "B09010\_002E", "B06009\_005E",  
 "B01001\_002E", "B99233\_005E",  
 "B06009\_002E", "B23025\_005E",  
 "B23025\_002E", "B11003\_015E",  
 "B19013\_001E"),  
 output = "wide",  
 survey = "acs5",  
 year = .x), .id = "year") %>%  
 rename(total\_pop = B01001\_001E,  
 white\_pop = B02001\_002E,  
 black\_pop = B02001\_003E,  
 na\_pop = B02001\_004E,  
 asian\_pop = B02001\_005E,  
 hpi\_pop = B02001\_006E,  
 other\_pop = B02001\_007E,  
 biracial\_pop = B02001\_008E,  
 hisp\_pop = B03003\_003E,   
 ssi\_snap = B09010\_002E, #snap, ssi, public cash transfers  
 med\_age = B01002\_001E,  
 mar\_fam = B11001\_003E,  
 povlevel = B17001\_002E,  
 bach\_degree = B06009\_005E,  
 male = B01001\_002E,  
 nowork\_12 = B99233\_005E,  
 no\_hs\_dip = B06009\_002E,  
 unemp = B23025\_005E,  
 total\_ilf = B23025\_002E,  
 female\_hh = B11003\_015E,  
 med\_hh\_inc = B19013\_001E) %>%  
 select(-ends\_with("M", ignore.case = F), -GEOID) %>%  
 mutate(zcta = str\_sub(NAME, 6)) %>%  
 select(-NAME) %>%  
 select(zcta, everything()) %>%  
 mutate(year = as.numeric(year)) %>%  
 mutate\_at(vars(-zcta, -year, -total\_pop, -med\_age,   
 -unemp, -total\_ilf, -med\_hh\_inc),   
 list(~(./total\_pop)\*100)) %>%  
 mutate(unemp\_rate = 100\*unemp/total\_ilf,  
 zcta = as.numeric(zcta))  
  
#LOCF imputation of 2020 until 2020 ACS release (12/9/2021)  
#acs\_2020 <- acs %>%  
 #complete(zcta, year = 2016:2020) %>%  
 #group\_by(zcta) %>%  
 #mutate\_at(vars(-zcta, -year),   
 # funs(if(sum(!is.na(.))<1) {.} else{na\_locf(., option = "locf")})) %>%  
 #filter(year==2020)  
  
#acs\_imp <- acs %>%   
 # rbind(acs\_2020) %>%  
 #mutate(zcta = as.numeric(zcta))  
  
#joining to hospital data  
hosp\_panel <- hosp\_zcta %>%  
 left\_join(acs, by = c("zipcode"="zcta", "year"))  
  
#SF geometries - get all ZCTAs   
zcta <- get\_acs(geography = "zcta",  
 variables = "B01001\_001",  
 output = "wide",   
 year = 2020,  
 geometry = T,  
 survey = "acs5") %>%  
 rename(zcta = GEOID,  
 pop\_2019 = B01001\_001E) %>%  
 select(-c(NAME, B01001\_001M, pop\_2019)) %>%  
 mutate(zcta = as.numeric(zcta))
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#minneapolis shapefile (source: openminneapolis.gov)  
mpls <- st\_read("Data/mpls\_city-shp/16cdbbfa-ad10-493c-afaf-52b61f2e76e42020329-1-180h9ap.whbo.shp") %>%  
 st\_set\_crs(st\_crs(zcta))

## Reading layer `16cdbbfa-ad10-493c-afaf-52b61f2e76e42020329-1-180h9ap.whbo' from data source `C:\Users\rlarson21\Documents\Research\Gun-Violence-MN\Data\mpls\_city-shp\16cdbbfa-ad10-493c-afaf-52b61f2e76e42020329-1-180h9ap.whbo.shp'   
## using driver `ESRI Shapefile'  
## Simple feature collection with 1 feature and 4 fields  
## Geometry type: POLYGON  
## Dimension: XY  
## Bounding box: xmin: -93.32911 ymin: 44.89059 xmax: -93.19433 ymax: 45.05125  
## Geodetic CRS: WGS 84

#zctas that intersect MPLS  
zcta\_intersect <- zcta %>%  
 st\_filter(mpls, .predicate = st\_intersects) %>%  
 mutate(zcta\_area = as.numeric(st\_area(.)),  
 zcta\_area\_sqkm = zcta\_area\*.000001,   
 zcta\_area\_sqmi = zcta\_area\_sqkm\*.386102,  
 intersection\_area = as.numeric(st\_area(st\_intersection(., mpls))),  
 perc\_intersection = round(intersection\_area/zcta\_area\*100,2)) %>%  
 filter(perc\_intersection >= 2)  
  
#filter hospital panel  
panel <- hosp\_panel %>%  
 filter(zipcode %in% zcta\_intersect$zcta) %>%  
 mutate(zcta = zipcode)  
  
#creating date bookends  
panel <- panel %>%  
 group\_by(zipcode, year) %>%  
 mutate(begin\_date = ISOweek2date(paste(year, paste0("W", sprintf("%02d", weekofyr)), 1,sep = "-")),  
 end\_date = begin\_date+weeks(1)-days(1),  
 assault\_undet\_incid\_c = (assault\_tot+undeter\_tot)/total\_pop\*100000)  
  
#number of unique MPLS ZCTAs  
n\_zcta <- length(unique(panel$zcta))  
  
#vector of intersecting ZCTAs for filtering downstream  
zcta\_universe <- unique(panel$zcta)

## ZCTA-Week Level Police Data

#Minneapolis Police Department - Use of Force Dashboard  
uof\_spatial <- read\_csv("Data/Police\_Use\_Of\_Force.csv") %>%  
 mutate(date=ymd\_hms(ResponseDate),  
 year=isoyear(date),  
 week=isoweek(date)) %>%  
 select(OBJECTID, year, week, X, Y, Race) %>%  
 st\_as\_sf(coords = c("X", "Y"), crs = "NAD83", remove=F) %>%  
 mutate(intersection = as.integer(st\_intersects(geometry, zcta)),   
 zcta = ifelse(is.na(intersection), NA, zcta$zcta[intersection])) %>%  
 st\_drop\_geometry() %>%  
 filter(!is.na(zcta) & year >= 2016 & year <= 2021 & zcta %in% zcta\_universe) %>%  
 group\_by(year, week, zcta, Race, .drop=F) %>%  
 tally(name = "use\_of\_force") %>%  
 filter(!is.na(Race) & Race!="not recorded") %>%  
 ungroup() %>%  
 complete(year, week, zcta=zcta\_universe, Race, fill = list(use\_of\_force = 0)) %>%  
 arrange(year, week, zcta, Race) %>%  
 mutate(race = str\_to\_lower(Race)) %>%  
 select(-Race) %>%  
 pivot\_wider(names\_from = race,   
 values\_from = use\_of\_force,  
 values\_fill = 0,  
 names\_glue = "{race}\_{.value}") %>%  
 mutate(total\_use\_of\_force = asian\_use\_of\_force+black\_use\_of\_force+`native american\_use\_of\_force`+  
 `other / mixed race\_use\_of\_force`+`pacific islander\_use\_of\_force`+unknown\_use\_of\_force+   
 white\_use\_of\_force)  
  
#MPD Stop Dashboard  
stop\_spatial <- read\_csv("Data/Police\_Stop\_Data.csv") %>%  
 mutate(date=ymd\_hms(responseDate),  
 year=isoyear(date),  
 week=isoweek(date)) %>%  
 select(OBJECTID, year, week, lat, long, race) %>%  
 st\_as\_sf(coords = c("long", "lat"), crs = "NAD83", remove=F) %>%  
 mutate(intersection = as.integer(st\_intersects(geometry, zcta)),   
 zcta = ifelse(is.na(intersection), NA, zcta$zcta[intersection])) %>%  
 st\_drop\_geometry() %>%  
 filter(!is.na(zcta) & year >= 2016& year <= 2021 & zcta %in% zcta\_universe) %>%  
 group\_by(year, week, zcta, race, .drop=F) %>%  
 tally(name = "police\_stops") %>%  
 filter(!is.na(race) & race!="not recorded") %>%  
 ungroup() %>%  
 complete(year, week, zcta=zcta\_universe, race, fill = list(police\_stops = 0)) %>%  
 mutate(race = str\_to\_lower(race)) %>%  
 arrange(year, week, zcta, race) %>%  
 pivot\_wider(names\_from = race,   
 values\_from = police\_stops,  
 values\_fill = 0,  
 names\_glue = "{race}\_{.value}") %>%  
 mutate(total\_police\_stops = asian\_police\_stops+black\_police\_stops+  
 `east african\_police\_stops`+latino\_police\_stops+`native american\_police\_stops`+  
 other\_police\_stops+unknown\_police\_stops+white\_police\_stops)  
  
#Officer Involved Shootings - MPD  
ois\_spatial <- read\_csv("Data/Police\_Officer\_Involved\_Shootings.csv") %>%  
 mutate(date=ymd\_hms(IncidentDate),  
 year=isoyear(date),  
 week=isoweek(date)) %>%  
 select(OBJECTID, year, week, CenterLatitude, CenterLongitude, SubjectOfForceRace) %>%  
 rename(race = SubjectOfForceRace,  
 lat = CenterLatitude,  
 long = CenterLongitude) %>%  
 st\_as\_sf(coords = c("long", "lat"), crs = "NAD83", remove=F) %>%  
 mutate(intersection = as.integer(st\_intersects(geometry, zcta)),   
 zcta = ifelse(is.na(intersection), NA, zcta$zcta[intersection])) %>%  
 st\_drop\_geometry() %>%  
 filter(!is.na(zcta) & year >= 2016 & year <= 2021 & zcta %in% zcta\_universe) %>%  
 group\_by(year, week, zcta, race, .drop=F) %>%  
 tally(name = "police\_shootings") %>%  
 filter(!is.na(race) & race!="not recorded") %>%  
 ungroup() %>%  
 complete(year=2016:2021, week=1:53, zcta=zcta\_universe, race, fill = list(police\_shootings = 0)) %>%  
 mutate(race = str\_to\_lower(race)) %>%  
 arrange(year, week, zcta, race) %>%  
 pivot\_wider(names\_from = race,   
 values\_from = police\_shootings,  
 values\_fill = 0,  
 names\_glue = "{race}\_{.value}") %>%  
 mutate(total\_police\_shootings = asian\_police\_shootings+black\_police\_shootings+  
 hispanic\_police\_shootings+other\_police\_shootings+  
 unknown\_police\_shootings+white\_police\_shootings)  
  
panel <- panel %>%  
 left\_join(uof\_spatial, by = c("year", "weekofyr"="week", "zcta"="zcta")) %>%  
 left\_join(stop\_spatial, by = c("year", "weekofyr"="week", "zcta"="zcta")) %>%  
 left\_join(ois\_spatial, by = c("year", "weekofyr"="week", "zcta"="zcta")) %>%  
 mutate(uof\_rate = total\_use\_of\_force/total\_pop\*1000,  
 stops\_rate = total\_police\_stops/total\_pop\*1000,  
 ois\_rate = total\_police\_shootings/total\_pop\*1000)  
  
#creating period indicators for panel  
panel <- panel %>%  
 mutate(post\_floyd = as.numeric(begin\_date >= as.Date("2020-05-25")),  
 post\_floyd\_3 = as.numeric(begin\_date >= as.Date("2020-05-25")+months(3)),  
 stay\_at\_home = as.numeric(begin\_date >= as.Date("2020-03-28") & begin\_date <= as.Date("2020-05-28")),  
 state\_of\_emerg = as.numeric(begin\_date >= as.Date("2020-03-13")),  
 weeks\_post = as.numeric(begin\_date-as.Date("2020-05-25"))/7,  
 t\_post\_floyd = ifelse(weeks\_post >=0,  
 weeks\_post,  
 0),  
 months\_post = factor(case\_when(  
 weeks\_post <= 0 ~ "0 Months Post",  
 weeks\_post %in% c(1:4) ~ "1 Months Post",  
 weeks\_post %in% c(5:8) ~ "2 Months Post",  
 weeks\_post %in% c(9:12) ~ "3 Months Post",  
 weeks\_post %in% c(13:16) ~ "4 Months Post",  
 weeks\_post %in% c(17:20) ~ "5 Months Post",  
 weeks\_post %in% c(21:24) ~ "6 Months Post",  
 weeks\_post %in% c(25:31) ~ "7+ Months Post"),  
 levels = c("0 Months Post","1 Months Post","2 Months Post",  
 "3 Months Post","4 Months Post","5 Months Post",  
 "6 Months Post","7+ Months Post")),  
 period = factor(case\_when(  
 post\_floyd==0 & post\_floyd\_3==0 ~ "Pre-Killing",  
 post\_floyd>=1 & post\_floyd\_3==0 ~ "0-3 Months Post-Killing",  
 post\_floyd>=1 & post\_floyd\_3>=1 ~ "3+ Months Post-Killing"),  
 levels = c("Pre-Killing", "0-3 Months Post-Killing", "3+ Months Post-Killing"))) %>%  
 group\_by(zcta) %>%  
 arrange(year, weekofyr) %>%  
 mutate(t = row\_number(),  
 uof\_lag = dplyr::lag(uof\_rate, 1),  
 stops\_lag = dplyr::lag(stops\_rate, 1),  
 shoot\_lag = dplyr::lag(ois\_rate, 1))

# Time Series Construction - Week Level

## Aggregate Hospital Panel to Week-Level

#panel to week-level, aggregating over ZCTAs  
hosp\_series <- panel %>%  
 group\_by(year, weekofyr) %>%  
 summarize(assault\_tot = sum(assault\_tot, na.rm = T),  
 unintent\_tot = sum(unintent\_tot, na.rm = T),  
 suicide\_tot = sum(suicide\_tot, na.rm = T),  
 undeter\_tot = sum(undeter\_tot, na.rm = T),  
 legal\_tot = sum(legal\_tot, na.rm = T),  
 combined\_tot = sum(combined\_tot, na.rm = T),  
 total\_pop = sum(total\_pop, na.rm = T)) %>%  
 mutate(assault\_incid\_c = (assault\_tot/total\_pop)\*100000,  
 unintent\_incid\_c = (unintent\_tot/total\_pop)\*100000,  
 suicide\_incid\_c = (suicide\_tot/total\_pop)\*100000,  
 undeter\_incid\_c = (undeter\_tot/total\_pop)\*100000,  
 legal\_incid\_c = (legal\_tot/total\_pop)\*100000,  
 combined\_incid\_c = (combined\_tot/total\_pop)\*100000,  
 assault\_unintent\_incid\_c = (assault\_tot+unintent\_tot)/total\_pop\*100000) %>%  
 ungroup() %>%  
 mutate(week\_id = row\_number())

## Police Data Week-Level

#Minneapolis Police Department - Use of Force Dashboard  
uof <- read\_csv("Data/Police\_Use\_Of\_Force.csv") %>%  
 mutate(date=ymd\_hms(ResponseDate),  
 year=isoyear(date),  
 week=isoweek(date)) %>%  
 group\_by(year, week, .drop=F) %>%  
 tally(name = "use\_of\_force") %>%  
 arrange(year, week) %>%  
 ungroup() %>%  
 select(year, week, everything())  
  
#merge onto series  
series <- hosp\_series %>%  
 left\_join(uof, by=c("year", "weekofyr"="week")) %>%  
 mutate(use\_of\_force\_rate = (use\_of\_force/total\_pop)\*1000)  
  
#MPD Officer Involved Shootings  
ois <- read\_csv("Data/Police\_Officer\_Involved\_Shootings.csv") %>%  
 mutate(date=ymd\_hms(IncidentDate),  
 year=isoyear(date),  
 week=isoweek(date)) %>%  
 group\_by(year, week, .drop=F) %>%  
 tally(name = "off\_inv\_shooting") %>%  
 arrange(year, week) %>%  
 ungroup() %>%  
 select(year, week, everything())  
  
#merge onto series  
series <- series %>%  
 left\_join(ois, by=c("year", "weekofyr"="week")) %>%  
 mutate(off\_inv\_shooting = ifelse(is.na(off\_inv\_shooting), 0, off\_inv\_shooting),  
 off\_inv\_shooting\_rate = (off\_inv\_shooting/total\_pop)\*1000)  
  
  
#Minneapolis Police Department - Police Stops Dashboard  
stop <- read\_csv("Data/Police\_Stop\_Data.csv") %>%  
 mutate(date=ymd\_hms(responseDate),  
 year=isoyear(date),  
 week=isoweek(date)) %>%  
 group\_by(year, week, .drop=F) %>%  
 tally(name = "police\_stops")   
  
#merge onto series  
series <- series %>%   
 left\_join(stop, by = c("year", "weekofyr"="week")) %>%  
 mutate(police\_stop\_rate = (police\_stops/total\_pop)\*1000)  
  
  
#creating date variable  
series <- series %>%  
 mutate(begin\_date = ISOweek2date(paste(year, paste0("W", sprintf("%02d", weekofyr)), 1,sep = "-")),  
 end\_date = begin\_date+weeks(1)-days(1))

## Weather Data

# Minnesota DNR Daily Date  
 # https://www.dnr.state.mn.us/climate/historical/daily-data.html?sid=mspthr&sname=Minneapolis/St%20Paul%20Threaded%20Record&sdate=2010-01-01&edate=por  
 # Station Name: Minneapolis/St Paul Threaded Record - Station ID: mspthr  
  
weather <- read\_csv("Data/dnr\_weather.csv") %>%  
 mutate(year=isoyear(Date),  
 week=isoweek(Date),  
 precip\_in = as.numeric(ifelse(`Precipitation (inches)`=="T", .001, `Precipitation (inches)`)),  
 snow\_in = as.numeric(ifelse(`Snow (inches)`=="T", .001, `Snow (inches)`)),  
 tmax\_f = `Maximum Temperature degrees (F)`) %>%  
 filter(year >= 2016 & year <= 2020) %>%  
 select(year, week, precip\_in, snow\_in, tmax\_f) %>%  
 group\_by(year, week) %>%  
 summarize(precip\_in = mean(precip\_in, na.rm = T),   
 snow\_in = mean(snow\_in, na.rm = T),   
 tmax\_f = mean(tmax\_f, na.rm = T))  
  
#join to series  
series <- series %>% left\_join(weather, by = c("year","weekofyr"="week"))

## Sunset Data

#setting lat-lon for MPLS  
mpls\_lonlat <- geocode("Minneapolis, MN", output = "latlon", source="google")  
  
#scrape sunset times for each begin date  
 #mutate to UTC-6 CST   
 #calculate hours of darkness before midnight  
sun\_series <- getSunlightTimes(date = seq(min(series$begin\_date),   
 max(series$begin\_date),   
 "days"),  
 lat = 44.97775 ,  
 lon = -93.26501,  
 keep = "sunset",  
 tz = "UTC") %>%  
 mutate(sunset = sunset-hours(6),  
 midnight = as.POSIXlt(date+days(1), format = '%Y-%m-%d %H:%M:%S'),  
 dark = as.numeric(midnight-sunset),   
 year = year(date),   
 week = isoweek(date)) %>%  
 group\_by(year, week) %>%  
 summarize(dark\_before\_12 = mean(dark, na.rm = T))  
  
  
#joining to series  
series <- series %>%  
 left\_join(sun\_series, by = c("year", "weekofyr"="week"))

## School Data

#created manually from online MPLS Public School Calendars: https://mpls.k12.mn.us/calendars  
school <- series %>%  
 select(year, weekofyr, begin\_date, end\_date) %>%  
 mutate(days\_in\_week = as.numeric((end\_date-begin\_date))+1,   
 days\_in\_school = NA\_integer\_)  
  
school[1,6] <- 5  
school[2,6] <- 4  
school[3,6] <- 3  
school[4,6] <- 5  
school[5,6] <- 5  
school[6,6] <- 4  
school[7,6] <- 4  
school[8,6] <- 5  
school[9,6] <- 5  
school[10,6] <- 4  
school[11,6] <- 4  
school[12,6] <- 5  
school[13,6] <- 0  
school[14,6] <- 5  
school[15,6] <- 5  
school[16,6] <- 5  
school[17,6] <- 5  
school[18,6] <- 5  
school[19,6] <- 5  
school[20,6] <- 5  
school[21,6] <- 5  
school[22,6] <- 4  
school[23,6] <- 2  
school[24,6] <- 0  
school[25,6] <- 0  
school[26,6] <- 0  
school[27,6] <- 0  
school[28,6] <- 0  
school[29,6] <- 0  
school[30,6] <- 0  
school[31,6] <- 0  
school[32,6] <- 0  
school[33,6] <- 0  
school[34,6] <- 0  
school[35,6] <- 5  
school[36,6] <- 4  
school[37,6] <- 5  
school[38,6] <- 5  
school[39,6] <- 5  
school[40,6] <- 5  
school[41,6] <- 5  
school[42,6] <- 2  
school[43,6] <- 5  
school[44,6] <- 3  
school[45,6] <- 5  
school[46,6] <- 5  
school[47,6] <- 2  
school[48,6] <- 5  
school[49,6] <- 5  
school[50,6] <- 5  
school[51,6] <- 0  
school[52,6] <- 0  
school[53,6] <- 4  
school[54,6] <- 5  
school[55,6] <- 4  
school[56,6] <- 4  
school[57,6] <- 4  
school[58,6] <- 5  
school[59,6] <- 4  
school[60,6] <- 4  
school[61,6] <- 5  
school[62,6] <- 5  
school[63,6] <- 5  
school[64,6] <- 5  
school[65,6] <- 3  
school[66,6] <- 0  
school[67,6] <- 5  
school[68,6] <- 5  
school[69,6] <- 5  
school[70,6] <- 5  
school[71,6] <- 5  
school[72,6] <- 5  
school[73,6] <- 5  
school[74,6] <- 4  
school[75,6] <- 5  
school[76,6] <- 3  
school[77,6] <- 0  
school[78,6] <- 0  
school[79,6] <- 0  
school[80,6] <- 0  
school[81,6] <- 0  
school[82,6] <- 0  
school[83,6] <- 0  
school[84,6] <- 0  
school[85,6] <- 0  
school[86,6] <- 0  
school[87,6] <- 5  
school[88,6] <- 4  
school[89,6] <- 5  
school[90,6] <- 5  
school[91,6] <- 5  
school[92,6] <- 5  
school[93,6] <- 5  
school[94,6] <- 2  
school[95,6] <- 5  
school[96,6] <- 3  
school[97,6] <- 5  
school[98,6] <- 5  
school[99,6] <- 2  
school[100,6] <- 5  
school[101,6] <- 5  
school[102,6] <- 5  
school[103,6] <- 5  
school[104,6] <- 0  
school[105,6] <- 0  
school[106,6] <- 0  
school[107,6] <- 5  
school[108,6] <- 4  
school[109,6] <- 3  
school[110,6] <- 5  
school[111,6] <- 5  
school[112,6] <- 4  
school[113,6] <- 4  
school[114,6] <- 5  
school[115,6] <- 5  
school[116,6] <- 5  
school[117,6] <- 5  
school[118,6] <- 4  
school[119,6] <- 0  
school[120,6] <- 5  
school[121,6] <- 5  
school[122,6] <- 5  
school[123,6] <- 5  
school[124,6] <- 5  
school[125,6] <- 5  
school[126,6] <- 5  
school[127,6] <- 4  
school[128,6] <- 5  
school[129,6] <- 0  
school[130,6] <- 0  
school[131,6] <- 0  
school[132,6] <- 0  
school[133,6] <- 0  
school[134,6] <- 0  
school[135,6] <- 0  
school[136,6] <- 0  
school[137,6] <- 0  
school[138,6] <- 0  
school[139,6] <- 0  
school[140,6] <- 5  
school[141,6] <- 4  
school[142,6] <- 5  
school[143,6] <- 5  
school[144,6] <- 5  
school[145,6] <- 5  
school[146,6] <- 5  
school[147,6] <- 2  
school[148,6] <- 5  
school[149,6] <- 3  
school[150,6] <- 5  
school[151,6] <- 5  
school[152,6] <- 2  
school[153,6] <- 5  
school[154,6] <- 5  
school[155,6] <- 5  
school[156,6] <- 5  
school[157,6] <- 0  
school[158,6] <- 0  
school[159,6] <- 5  
school[160,6] <- 5  
school[161,6] <- 2  
school[162,6] <- 5  
school[163,6] <- 5  
school[164,6] <- 4  
school[165,6] <- 4  
school[166,6] <- 5  
school[167,6] <- 5  
school[168,6] <- 5  
school[169,6] <- 5  
school[170,6] <- 4  
school[171,6] <- 0  
school[172,6] <- 5  
school[173,6] <- 5  
school[174,6] <- 5  
school[175,6] <- 5  
school[176,6] <- 5  
school[177,6] <- 5  
school[178,6] <- 5  
school[179,6] <- 4  
school[180,6] <- 5  
school[181,6] <- 0  
school[182,6] <- 0  
school[183,6] <- 0  
school[184,6] <- 0  
school[185,6] <- 0  
school[186,6] <- 0  
school[187,6] <- 0  
school[188,6] <- 0  
school[189,6] <- 0  
school[190,6] <- 0  
school[191,6] <- 0  
school[192,6] <- 0  
school[193,6] <- 4  
school[194,6] <- 5  
school[195,6] <- 5  
school[196,6] <- 5  
school[197,6] <- 5  
school[198,6] <- 5  
school[199,6] <- 2  
school[200,6] <- 5  
school[201,6] <- 4  
school[202,6] <- 5  
school[203,6] <- 5  
school[204,6] <- 5  
school[205,6] <- 2  
school[206,6] <- 5  
school[207,6] <- 5  
school[208,6] <- 5  
school[209,6] <- 0  
school[210,6] <- 0  
school[211,6] <- 5  
school[212,6] <- 4  
school[213,6] <- 4  
school[214,6] <- 5  
school[215,6] <- 5  
school[216,6] <- 5  
school[217,6] <- 3  
school[218,6] <- 5  
school[219,6] <- 5  
school[220,6] <- 5  
school[221,6] <- 5  
school[222,6] <- 4  
school[223,6] <- 0  
school[224,6] <- 5  
school[225,6] <- 5  
school[226,6] <- 5  
school[227,6] <- 5  
school[228,6] <- 5  
school[229,6] <- 5  
school[230,6] <- 5  
school[231,6] <- 4  
school[232,6] <- 5  
school[233,6] <- 0  
school[234,6] <- 0  
school[235,6] <- 0  
school[236,6] <- 0  
school[237,6] <- 0  
school[238,6] <- 0  
school[239,6] <- 0  
school[240,6] <- 0  
school[241,6] <- 0  
school[242,6] <- 0  
school[243,6] <- 0  
school[244,6] <- 0  
school[245,6] <- 4  
school[246,6] <- 5  
school[247,6] <- 5  
school[248,6] <- 5  
school[249,6] <- 5  
school[250,6] <- 5  
school[251,6] <- 3  
school[252,6] <- 4  
school[253,6] <- 5  
school[254,6] <- 4  
school[255,6] <- 5  
school[256,6] <- 5  
school[257,6] <- 2  
school[258,6] <- 5  
school[259,6] <- 5  
school[260,6] <- 5  
school[261,6] <- 0  
  
  
  
school <- school %>%  
 mutate(school = days\_in\_school/days\_in\_week) %>%  
 select(year, weekofyr, school)  
  
series <- series %>% left\_join(school, by = c("year", "weekofyr"))

# Time Series Vizualization

ggplot(series)+  
 geom\_line(aes(x=begin\_date, y=assault\_incid\_c))+   
 scale\_x\_date(date\_labels = "%b-%Y", date\_breaks = "6 months")+  
 geom\_vline(xintercept=series$begin\_date[series$year==2020 & series$weekofyr==isoweek(date("2020-05-25"))],   
 linetype="dotted", color="red", size=1)+  
 geom\_label(aes(x=series$begin\_date[series$year==2020 & series$weekofyr==isoweek(date("2020-05-25"))],  
 y=4.5),   
 label = "George Floyd", show.legend = FALSE)+  
 labs(title = "Figure 1: Weekly Firearm Assault Injuries, 2016-2020",  
 subtitle = "MHA Hospital Data",  
 x = "Week",  
 y = "Rate per 100,000 Residents")+  
 theme\_minimal()+  
 theme(axis.text.x=element\_text(angle=45, hjust=1))
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ggplot(series)+  
 geom\_line(aes(x=begin\_date, y=assault\_unintent\_incid\_c))+   
 scale\_x\_date(date\_labels = "%b-%Y", date\_breaks = "6 months")+  
 geom\_vline(xintercept=series$begin\_date[series$year==2020 & series$weekofyr==isoweek(date("2020-05-25"))],   
 linetype="dotted", color="red", size=1)+  
 geom\_label(aes(x=series$begin\_date[series$year==2020 & series$weekofyr==isoweek(date("2020-05-25"))],  
 y=8),   
 label = "George Floyd", show.legend = FALSE)+  
 labs(title = "Figure A4: Weekly Firearm Assault+Unintentional Injuries, 2016-2020",  
 subtitle = "MHA Hospital Data",  
 x = "Week",  
 y = "Rate per 100,000 Residents")+  
 theme\_minimal()+  
 theme(axis.text.x=element\_text(angle=45, hjust=1))
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ggplot(series)+  
 geom\_line(aes(x=begin\_date, y=undeter\_incid\_c))+   
 scale\_x\_date(date\_labels = "%b-%Y", date\_breaks = "6 months")+  
 geom\_vline(xintercept=series$begin\_date[series$year==2020 & series$weekofyr==isoweek(date("2020-05-25"))],   
 linetype="dotted", color="red", size=1)+  
 geom\_label(aes(x=series$begin\_date[series$year==2020 & series$weekofyr==isoweek(date("2020-05-25"))],  
 y=.75),   
 label = "George Floyd", show.legend = FALSE)+  
 labs(title = "Figure A7: Weekly Firearm Undetermined Injuries, 2016-2020",  
 subtitle = "MHA Hospital Data",  
 x = "Week",  
 y = "Rate per 100,000 Residents")+  
 theme\_minimal()+  
 theme(axis.text.x=element\_text(angle=45, hjust=1))
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mean(series$assault\_incid\_c[series$post\_floyd==0])

## [1] NaN

4.4/.6

## [1] 7.333333

# Time Series Analysis

series <- series %>%  
 mutate(t = 1:length(assault\_incid\_c),  
 post\_floyd = as.factor(as.numeric(begin\_date >= as.Date("2020-05-25"))),  
 post\_floyd\_3 = as.factor(as.numeric(begin\_date >= as.Date("2020-05-25")+months(3))),  
 stay\_at\_home = as.factor(as.numeric(begin\_date >= as.Date("2020-03-28") & begin\_date <= as.Date("2020-05-28"))),  
 state\_of\_emerg = as.factor(as.numeric(begin\_date >= as.Date("2020-03-13"))),  
 weeks\_post = as.numeric(begin\_date-as.Date("2020-05-25"))/7,  
 t\_post\_floyd = ifelse(weeks\_post >=0,  
 weeks\_post,  
 0),  
 uof\_lag=lag(use\_of\_force\_rate,1),  
 stops\_lag = lag(police\_stop\_rate,1),  
 shoot\_lag = lag(off\_inv\_shooting\_rate,1),  
 months\_post = factor(case\_when(  
 weeks\_post <= 0 ~ "0 Months Post",  
 weeks\_post %in% c(1:4) ~ "1 Months Post",  
 weeks\_post %in% c(5:8) ~ "2 Months Post",  
 weeks\_post %in% c(9:12) ~ "3 Months Post",  
 weeks\_post %in% c(13:16) ~ "4 Months Post",  
 weeks\_post %in% c(17:20) ~ "5 Months Post",  
 weeks\_post %in% c(21:24) ~ "6 Months Post",  
 weeks\_post %in% c(25:31) ~ "7+ Months Post"),  
 levels = c("0 Months Post","1 Months Post","2 Months Post",  
 "3 Months Post","4 Months Post","5 Months Post",  
 "6 Months Post","7+ Months Post")))  
   
ts <- lm(assault\_incid\_c~t+state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school,   
 data = series)   
summary(ts)

##   
## Call:  
## lm(formula = assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school, data = series)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.35968 -0.32342 -0.04226 0.23651 2.26161   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.6730083 0.3947942 1.705 0.0895 .   
## t 0.0008298 0.0005033 1.649 0.1004   
## state\_of\_emerg1 -0.4221236 0.2884605 -1.463 0.1446   
## stay\_at\_home1 0.3270287 0.2967973 1.102 0.2716   
## post\_floyd1 1.9446701 0.3028230 6.422 6.73e-10 \*\*\*  
## t\_post\_floyd -0.0542385 0.0098753 -5.492 9.75e-08 \*\*\*  
## tmax\_f 0.0013252 0.0026799 0.494 0.6214   
## snow\_in -0.0505587 0.0859528 -0.588 0.5569   
## precip\_in -0.0890084 0.2808044 -0.317 0.7515   
## dark\_before\_12 -0.0385454 0.0462303 -0.834 0.4052   
## school 0.0004985 0.1047753 0.005 0.9962   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4659 on 250 degrees of freedom  
## Multiple R-squared: 0.3724, Adjusted R-squared: 0.3473   
## F-statistic: 14.83 on 10 and 250 DF, p-value: < 2.2e-16

acf2(resid(ts), max.lag = 7)
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## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## ACF 0.18 0.02 0.03 0.02 0.08 -0.05 -0.10  
## PACF 0.18 -0.01 0.03 0.01 0.07 -0.08 -0.08

ts\_ar1<- lm(assault\_incid\_c~t+state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 dplyr::lag(assault\_incid\_c, 1), data = series)  
summary(ts\_ar1)

##   
## Call:  
## lm(formula = assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + dplyr::lag(assault\_incid\_c, 1),   
## data = series)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.35773 -0.32834 -0.00796 0.23712 2.32335   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.5790022 0.3943385 1.468 0.143   
## t 0.0007124 0.0005068 1.406 0.161   
## state\_of\_emerg1 -0.4628323 0.2871631 -1.612 0.108   
## stay\_at\_home1 0.4029897 0.2966860 1.358 0.176   
## post\_floyd1 1.7814084 0.3090872 5.763 2.44e-08 \*\*\*  
## t\_post\_floyd -0.0475773 0.0102296 -4.651 5.38e-06 \*\*\*  
## tmax\_f 0.0010368 0.0026663 0.389 0.698   
## snow\_in -0.0485372 0.0853940 -0.568 0.570   
## precip\_in -0.0522940 0.2794156 -0.187 0.852   
## dark\_before\_12 -0.0337543 0.0459955 -0.734 0.464   
## school 0.0130985 0.1042370 0.126 0.900   
## dplyr::lag(assault\_incid\_c, 1) 0.1423092 0.0617438 2.305 0.022 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4628 on 248 degrees of freedom  
## (1 observation deleted due to missingness)  
## Multiple R-squared: 0.385, Adjusted R-squared: 0.3578   
## F-statistic: 14.12 on 11 and 248 DF, p-value: < 2.2e-16

acf2(resid(ts\_ar1), max.lag = 7)
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## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## ACF 0.03 -0.02 0.03 0.01 0.09 -0.05 -0.11  
## PACF 0.03 -0.02 0.03 0.01 0.09 -0.06 -0.10

ts\_pol <- lm(assault\_incid\_c~t+state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 uof\_lag+stops\_lag+shoot\_lag,  
 data = series)   
summary(ts\_pol)

##   
## Call:  
## lm(formula = assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + uof\_lag + stops\_lag + shoot\_lag,   
## data = series)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.36308 -0.31473 -0.03944 0.24767 2.18171   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 9.947e-01 5.749e-01 1.730 0.0851 .   
## t -8.378e-04 9.741e-04 -0.860 0.3908   
## state\_of\_emerg1 -3.893e-01 2.969e-01 -1.311 0.1912   
## stay\_at\_home1 3.859e-01 3.040e-01 1.269 0.2058   
## post\_floyd1 1.839e+00 3.185e-01 5.774 2.87e-08 \*\*\*  
## t\_post\_floyd -5.015e-02 1.098e-02 -4.565 8.64e-06 \*\*\*  
## tmax\_f 3.010e-03 3.106e-03 0.969 0.3337   
## snow\_in -7.787e-02 9.228e-02 -0.844 0.3997   
## precip\_in 1.861e-01 3.130e-01 0.595 0.5528   
## dark\_before\_12 -2.323e-02 5.394e-02 -0.431 0.6671   
## school -3.614e-02 1.203e-01 -0.300 0.7642   
## uof\_lag 4.610e-02 7.035e-01 0.066 0.9478   
## stops\_lag -1.349e-01 1.234e-01 -1.093 0.2755   
## shoot\_lag -2.871e+01 2.053e+01 -1.399 0.1635   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4743 on 203 degrees of freedom  
## (44 observations deleted due to missingness)  
## Multiple R-squared: 0.4043, Adjusted R-squared: 0.3662   
## F-statistic: 10.6 on 13 and 203 DF, p-value: < 2.2e-16

acf2(resid(ts\_pol), max.lag = 7)
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## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## ACF 0.1 -0.03 0.00 -0.01 0.04 -0.10 -0.14  
## PACF 0.1 -0.04 0.01 -0.01 0.04 -0.11 -0.11

ts\_b <- lm(assault\_incid\_c~t+state\_of\_emerg+stay\_at\_home+  
 post\_floyd+months\_post+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school,  
 data = series)  
  
ts\_b\_pol <- lm(assault\_incid\_c~t+state\_of\_emerg+stay\_at\_home+  
 post\_floyd+months\_post+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 uof\_lag+stops\_lag+shoot\_lag,  
 data = series)  
  
ts\_ar1\_pol<- lm(assault\_incid\_c~t+state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 uof\_lag+stops\_lag+shoot\_lag+  
 dplyr::lag(assault\_incid\_c, 1), data = series)  
  
  
summary(ts\_ar1\_pol)

##   
## Call:  
## lm(formula = assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + uof\_lag + stops\_lag + shoot\_lag +   
## dplyr::lag(assault\_incid\_c, 1), data = series)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.31636 -0.31029 -0.02695 0.22779 2.21257   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 9.310e-01 5.792e-01 1.607 0.110   
## t -7.609e-04 9.780e-04 -0.778 0.437   
## state\_of\_emerg1 -4.111e-01 2.979e-01 -1.380 0.169   
## stay\_at\_home1 4.162e-01 3.059e-01 1.361 0.175   
## post\_floyd1 1.775e+00 3.259e-01 5.448 1.48e-07 \*\*\*  
## t\_post\_floyd -4.716e-02 1.145e-02 -4.120 5.53e-05 \*\*\*  
## tmax\_f 2.663e-03 3.129e-03 0.851 0.396   
## snow\_in -7.622e-02 9.233e-02 -0.826 0.410   
## precip\_in 2.017e-01 3.135e-01 0.643 0.521   
## dark\_before\_12 -2.241e-02 5.396e-02 -0.415 0.678   
## school -2.888e-02 1.206e-01 -0.239 0.811   
## uof\_lag -1.511e-02 7.068e-01 -0.021 0.983   
## stops\_lag -1.213e-01 1.243e-01 -0.976 0.330   
## shoot\_lag -2.738e+01 2.058e+01 -1.330 0.185   
## dplyr::lag(assault\_incid\_c, 1) 6.459e-02 6.937e-02 0.931 0.353   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4744 on 202 degrees of freedom  
## (44 observations deleted due to missingness)  
## Multiple R-squared: 0.4069, Adjusted R-squared: 0.3658   
## F-statistic: 9.898 on 14 and 202 DF, p-value: < 2.2e-16

acf2(resid(ts\_ar1\_pol), max.lag = 7)
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## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## ACF 0.04 -0.04 0.00 -0.01 0.05 -0.09 -0.14  
## PACF 0.04 -0.04 0.01 -0.01 0.05 -0.10 -0.12

ts\_ar1\_u <- lm(assault\_unintent\_incid\_c~t+state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 dplyr::lag(assault\_unintent\_incid\_c, 1),   
 data = series)  
  
ts\_ar1\_pol\_u <- lm(assault\_unintent\_incid\_c~t+state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 uof\_lag+stops\_lag+shoot\_lag+  
 dplyr::lag(assault\_unintent\_incid\_c, 1),   
 data = series)  
  
ts\_ar1\_pol\_d <- lm(undeter\_incid\_c~t+state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 uof\_lag+stops\_lag+shoot\_lag+  
 dplyr::lag(undeter\_incid\_c, 1), data = series)  
  
ts\_ar1\_d <- lm(undeter\_incid\_c~t+state\_of\_emerg+stay\_at\_home+post\_floyd+  
 t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 dplyr::lag(undeter\_incid\_c, 1), data = series)

# ZCTA-Week Level Analysis

## ZCTA-Level Maps

#aggregate to zip-level over years  
zip\_level <- panel %>%  
 group\_by(zcta, period) %>%  
 summarize(assault\_tot = mean(assault\_tot, na.rm = T),  
 unintent\_tot = mean(unintent\_tot, na.rm = T),  
 suicide\_tot = mean(suicide\_tot, na.rm = T),  
 undeter\_tot = mean(undeter\_tot, na.rm = T),  
 legal\_tot = mean(legal\_tot, na.rm = T),  
 combined\_tot = mean(combined\_tot, na.rm = T),  
 total\_pop = mean(total\_pop, na.rm = T)) %>%  
 mutate(assault\_incid\_c = (assault\_tot/total\_pop)\*100000,  
 unintent\_incid\_c = (unintent\_tot/total\_pop)\*100000,  
 suicide\_incid\_c = (suicide\_tot/total\_pop)\*100000,  
 undeter\_incid\_c = (undeter\_tot/total\_pop)\*100000,  
 legal\_incid\_c = (legal\_tot/total\_pop)\*100000,  
 combined\_incid\_c = (combined\_tot/total\_pop)\*100000,  
 assault\_unintent\_incid\_c = ((assault\_tot+unintent\_tot)/total\_pop)\*100000) %>%  
 ungroup() %>%  
 left\_join(zcta, by = "zcta")  
  
mean(zip\_level$assault\_incid\_c[zip\_level$period=="Pre-Killing"], na.rm = T)

## [1] 0.6761851

range(zip\_level$assault\_incid\_c[zip\_level$period=="Pre-Killing"], na.rm = T)

## [1] 0.000000 3.163689

#george floyd square  
gfs <- geocode("George Floyd Square, Minneapolis", output = "latlon") %>%  
 st\_as\_sf(coords = c("lon", "lat"), crs = "NAD83", remove=F) %>%  
 mutate(name = "George Floyd Square")  
  
ggplot() +  
 geom\_sf(data = zip\_level, aes(geometry = geometry, fill = assault\_incid\_c)) +   
 geom\_sf(data = mpls, aes(geometry = geometry), color = "black", alpha = 0)+  
 geom\_sf(data = gfs, aes(geometry = geometry), color = "black")+  
 geom\_text\_repel(data = gfs, aes(x=lon, y=lat, label = name),  
 size = 2,  
 fontface = "bold",  
 nudge\_x = .1, nudge\_y = -.1)+  
 facet\_wrap(~period)+  
 scale\_fill\_distiller(palette = "Spectral")+  
 labs(title = "Figure 2: Weekly Firearm Assault Injury Rates by ZCTA and Period",   
 subtitle = "MHA Hospital Discharge Data",  
 fill = "Incident Rate/100,000")+  
 theme(axis.text.x = element\_blank(),  
 axis.text.y = element\_blank(),  
 axis.line = element\_blank(),  
 axis.ticks = element\_blank(),  
 panel.border = element\_blank(),  
 panel.grid = element\_blank(),  
 axis.title = element\_blank(),  
 panel.background = element\_blank(),  
 panel.grid.major = element\_line(colour="transparent"),   
 plot.subtitle = element\_text(face="italic"),  
 strip.background = element\_rect(fill = "white",   
 colour = "black"))
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ggplot() +  
 geom\_sf(data = zip\_level, aes(geometry = geometry, fill = assault\_unintent\_incid\_c)) +   
 geom\_sf(data = mpls, aes(geometry = geometry), color = "black", alpha = 0)+  
 geom\_sf(data = gfs, aes(geometry = geometry), color = "black")+  
 geom\_text\_repel(data = gfs, aes(x=lon, y=lat, label = name),  
 size = 2,  
 fontface = "bold",  
 nudge\_x = .1, nudge\_y = -.1)+  
 facet\_wrap(~period)+  
 scale\_fill\_distiller(palette = "Spectral")+  
 labs(title = "Figure A5: Weekly Firearm Assault+Unintentional Injury Rates by ZCTA and Period",   
 subtitle = "MHA Hospital Discharge Data",  
 fill = "Incident Rate/100,000")+  
 theme(axis.text.x = element\_blank(),  
 axis.text.y = element\_blank(),  
 axis.line = element\_blank(),  
 axis.ticks = element\_blank(),  
 panel.border = element\_blank(),  
 panel.grid = element\_blank(),  
 axis.title = element\_blank(),  
 panel.background = element\_blank(),  
 panel.grid.major = element\_line(colour="transparent"),   
 plot.subtitle = element\_text(face="italic"),  
 strip.background = element\_rect(fill = "white",   
 colour = "black"))
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ggplot() +  
 geom\_sf(data = zip\_level, aes(geometry = geometry, fill = undeter\_incid\_c)) +   
 geom\_sf(data = mpls, aes(geometry = geometry), color = "black", alpha = 0)+  
 geom\_sf(data = gfs, aes(geometry = geometry), color = "black")+  
 geom\_text\_repel(data = gfs, aes(x=lon, y=lat, label = name),  
 size = 2,  
 fontface = "bold",  
 nudge\_x = .1, nudge\_y = -.1)+  
 facet\_wrap(~period)+  
 scale\_fill\_distiller(palette = "Spectral")+  
 labs(title = "Figure A8: Weekly Firearm Undetermined Injury Rates by ZCTA and Period",   
 subtitle = "MHA Hospital Discharge Data",  
 fill = "Incident Rate/100,000")+  
 theme(axis.text.x = element\_blank(),  
 axis.text.y = element\_blank(),  
 axis.line = element\_blank(),  
 axis.ticks = element\_blank(),  
 panel.border = element\_blank(),  
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## Panel Analysis

##   
## Call:  
## lm(formula = assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + as.factor(zcta), data = panel)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -4.394 -0.699 -0.261 0.049 264.008   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.538027 1.001434 0.537 0.59111   
## t 0.002743 0.001207 2.272 0.02315 \*   
## state\_of\_emerg -0.646697 0.691035 -0.936 0.34939   
## stay\_at\_home 0.242094 0.710960 0.341 0.73348   
## post\_floyd 1.329438 0.725402 1.833 0.06690 .   
## t\_post\_floyd -0.034865 0.023659 -1.474 0.14063   
## tmax\_f 0.003187 0.006431 0.496 0.62021   
## snow\_in -0.094586 0.205939 -0.459 0.64604   
## precip\_in -0.257022 0.673047 -0.382 0.70257   
## dark\_before\_12 -0.080475 0.110996 -0.725 0.46846   
## school -0.245712 0.251084 -0.979 0.32782   
## as.factor(zcta)55402 2.018846 0.468530 4.309 1.67e-05 \*\*\*  
## as.factor(zcta)55403 0.017175 0.468530 0.037 0.97076   
## as.factor(zcta)55404 0.773201 0.468530 1.650 0.09894 .   
## as.factor(zcta)55405 -0.034397 0.468530 -0.073 0.94148   
## as.factor(zcta)55406 -0.156014 0.468530 -0.333 0.73916   
## as.factor(zcta)55407 0.058258 0.468530 0.124 0.90105   
## as.factor(zcta)55408 -0.258652 0.468530 -0.552 0.58093   
## as.factor(zcta)55409 -0.236436 0.468530 -0.505 0.61383   
## as.factor(zcta)55410 -0.408970 0.468530 -0.873 0.38276   
## as.factor(zcta)55411 2.925887 0.468530 6.245 4.54e-10 \*\*\*  
## as.factor(zcta)55412 2.404515 0.468530 5.132 2.96e-07 \*\*\*  
## as.factor(zcta)55413 -0.059222 0.468530 -0.126 0.89942   
## as.factor(zcta)55414 -0.322758 0.468530 -0.689 0.49093   
## as.factor(zcta)55415 1.241611 0.468530 2.650 0.00807 \*\*   
## as.factor(zcta)55416 -0.441445 0.468530 -0.942 0.34613   
## as.factor(zcta)55417 -0.219008 0.468530 -0.467 0.64020   
## as.factor(zcta)55418 -0.226440 0.468530 -0.483 0.62890   
## as.factor(zcta)55419 -0.396449 0.468530 -0.846 0.39750   
## as.factor(zcta)55430 0.344431 0.468530 0.735 0.46229   
## as.factor(zcta)55450 -0.479877 0.473206 -1.014 0.31058   
## as.factor(zcta)55454 0.008653 0.468530 0.018 0.98527   
## as.factor(zcta)55455 -0.465239 0.468530 -0.993 0.32076   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5.352 on 5960 degrees of freedom  
## (10 observations deleted due to missingness)  
## Multiple R-squared: 0.03435, Adjusted R-squared: 0.02917   
## F-statistic: 6.626 on 32 and 5960 DF, p-value: < 2.2e-16

##   
## Call:  
## lm(formula = assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + uof\_lag + stops\_lag + shoot\_lag +   
## as.factor(zcta), data = panel)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -5.718 -0.693 -0.254 0.067 262.095   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.5786927 1.0076415 0.574 0.565784   
## t 0.0020361 0.0012398 1.642 0.100594   
## state\_of\_emerg -0.5089950 0.6931282 -0.734 0.462768   
## stay\_at\_home 0.1448869 0.7126788 0.203 0.838908   
## post\_floyd 1.2563138 0.7275698 1.727 0.084269 .   
## t\_post\_floyd -0.0314801 0.0237464 -1.326 0.184996   
## tmax\_f 0.0038091 0.0064758 0.588 0.556417   
## snow\_in -0.1067510 0.2069464 -0.516 0.605986   
## precip\_in -0.2121920 0.6767740 -0.314 0.753886   
## dark\_before\_12 -0.0812793 0.1117160 -0.728 0.466916   
## school -0.2529043 0.2528311 -1.000 0.317212   
## uof\_lag -0.1503527 0.0285759 -5.262 1.48e-07 \*\*\*  
## stops\_lag 0.0290073 0.0087517 3.314 0.000924 \*\*\*  
## shoot\_lag -2.1208767 5.6098691 -0.378 0.705398   
## as.factor(zcta)55402 2.5840695 0.6598366 3.916 9.10e-05 \*\*\*  
## as.factor(zcta)55403 0.0056048 0.4708623 0.012 0.990503   
## as.factor(zcta)55404 0.7506650 0.4708060 1.594 0.110894   
## as.factor(zcta)55405 -0.0555793 0.4709667 -0.118 0.906063   
## as.factor(zcta)55406 -0.1637980 0.4711651 -0.348 0.728120   
## as.factor(zcta)55407 0.0429635 0.4710354 0.091 0.927328   
## as.factor(zcta)55408 -0.2952230 0.4709004 -0.627 0.530727   
## as.factor(zcta)55409 -0.2529969 0.4711038 -0.537 0.591267   
## as.factor(zcta)55410 -0.4093070 0.4712669 -0.869 0.385143   
## as.factor(zcta)55411 2.8757967 0.4706397 6.110 1.06e-09 \*\*\*  
## as.factor(zcta)55412 2.3718894 0.4708321 5.038 4.85e-07 \*\*\*  
## as.factor(zcta)55413 -0.1100124 0.4709180 -0.234 0.815294   
## as.factor(zcta)55414 -0.3364212 0.4710882 -0.714 0.475171   
## as.factor(zcta)55415 1.2405828 0.4705738 2.636 0.008403 \*\*   
## as.factor(zcta)55416 -0.4395512 0.4713632 -0.933 0.351111   
## as.factor(zcta)55417 -0.2200777 0.4712824 -0.467 0.640534   
## as.factor(zcta)55418 -0.2572163 0.4709933 -0.546 0.585008   
## as.factor(zcta)55419 -0.4082092 0.4711659 -0.866 0.386317   
## as.factor(zcta)55430 0.3488112 0.4712332 0.740 0.459202   
## as.factor(zcta)55450 -0.7555493 0.5026241 -1.503 0.132839   
## as.factor(zcta)55454 -0.0001772 0.4711057 0.000 0.999700   
## as.factor(zcta)55455 -0.4587530 0.4711117 -0.974 0.330212   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5.363 on 5892 degrees of freedom  
## (75 observations deleted due to missingness)  
## Multiple R-squared: 0.04109, Adjusted R-squared: 0.03539   
## F-statistic: 7.213 on 35 and 5892 DF, p-value: < 2.2e-16
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## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] [,10] [,11] [,12] [,13]  
## ACF 0 0 0.01 0.01 -0.01 0 0 0 -0.01 0.01 -0.01 0 -0.02  
## PACF 0 0 0.01 0.01 -0.01 0 0 0 -0.01 0.01 -0.01 0 -0.02  
## [,14] [,15] [,16] [,17] [,18] [,19] [,20] [,21] [,22] [,23] [,24] [,25]  
## ACF 0.01 0 0 0 0 0.01 0.01 0 0 0.01 0 0  
## PACF 0.01 0 0 0 0 0.01 0.01 0 0 0.01 0 0  
## [,26] [,27] [,28] [,29] [,30] [,31] [,32] [,33] [,34] [,35] [,36] [,37]  
## ACF 0 0 0 0 0.01 0 0 -0.01 0 0 0.02 0.01  
## PACF 0 0 0 0 0.01 0 0 -0.01 0 0 0.02 0.01  
## [,38] [,39] [,40] [,41] [,42] [,43] [,44] [,45] [,46] [,47] [,48] [,49]  
## ACF 0 0 0 0 0 0 0 0 0 0.02 0 0  
## PACF 0 0 0 0 0 0 0 0 0 0.02 0 0  
## [,50] [,51] [,52] [,53] [,54] [,55] [,56] [,57] [,58] [,59] [,60] [,61]  
## ACF 0.00 0 0 0 0 0.01 0.01 0 0 0.02 0 0  
## PACF -0.01 0 0 0 0 0.01 0.01 0 0 0.02 0 0  
## [,62] [,63] [,64] [,65] [,66] [,67] [,68] [,69] [,70] [,71] [,72] [,73]  
## ACF 0 0.01 0 0 0.01 0 0 0 0.01 0.01 0 0  
## PACF 0 0.01 0 0 0.01 0 0 0 0.01 0.01 0 0  
## [,74] [,75] [,76] [,77] [,78] [,79] [,80] [,81] [,82] [,83] [,84] [,85]  
## ACF -0.01 -0.01 0 0 -0.01 0.02 0 0 0.01 0 0 0  
## PACF -0.01 -0.01 0 0 -0.01 0.03 0 0 0.00 0 0 0  
## [,86] [,87]  
## ACF 0 0  
## PACF 0 0

##   
## Call:  
## lm(formula = assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + as.factor(zcta) + post\_floyd:as.factor(zcta) +   
## t\_post\_floyd:as.factor(zcta), data = panel)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -10.459 -0.637 -0.264 0.031 263.589   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 6.734e-01 1.007e+00 0.669 0.50359   
## t 2.740e-03 1.205e-03 2.274 0.02302 \*   
## state\_of\_emerg -6.464e-01 6.897e-01 -0.937 0.34870   
## stay\_at\_home 2.421e-01 7.096e-01 0.341 0.73299   
## post\_floyd -6.473e-01 1.975e+00 -0.328 0.74308   
## t\_post\_floyd 2.038e-02 1.028e-01 0.198 0.84285   
## tmax\_f 3.200e-03 6.418e-03 0.499 0.61813   
## snow\_in -9.448e-02 2.055e-01 -0.460 0.64578   
## precip\_in -2.570e-01 6.717e-01 -0.383 0.70202   
## dark\_before\_12 -8.022e-02 1.108e-01 -0.724 0.46902   
## school -2.455e-01 2.506e-01 -0.979 0.32738   
## as.factor(zcta)55402 2.301e+00 4.992e-01 4.609 4.13e-06 \*\*\*  
## as.factor(zcta)55403 -1.105e-01 4.992e-01 -0.221 0.82481   
## as.factor(zcta)55404 4.278e-01 4.992e-01 0.857 0.39155   
## as.factor(zcta)55405 -2.036e-01 4.992e-01 -0.408 0.68347   
## as.factor(zcta)55406 -2.168e-01 4.992e-01 -0.434 0.66403   
## as.factor(zcta)55407 -6.147e-02 4.992e-01 -0.123 0.90200   
## as.factor(zcta)55408 -3.636e-01 4.992e-01 -0.728 0.46643   
## as.factor(zcta)55409 -2.695e-01 4.992e-01 -0.540 0.58936   
## as.factor(zcta)55410 -4.661e-01 4.992e-01 -0.934 0.35050   
## as.factor(zcta)55411 2.256e+00 4.992e-01 4.520 6.31e-06 \*\*\*  
## as.factor(zcta)55412 1.964e+00 4.992e-01 3.935 8.42e-05 \*\*\*  
## as.factor(zcta)55413 -1.900e-01 4.992e-01 -0.381 0.70355   
## as.factor(zcta)55414 -4.043e-01 4.992e-01 -0.810 0.41802   
## as.factor(zcta)55415 8.710e-01 4.992e-01 1.745 0.08110 .   
## as.factor(zcta)55416 -5.031e-01 4.992e-01 -1.008 0.31357   
## as.factor(zcta)55417 -3.153e-01 4.992e-01 -0.632 0.52769   
## as.factor(zcta)55418 -3.157e-01 4.992e-01 -0.632 0.52713   
## as.factor(zcta)55419 -4.831e-01 4.992e-01 -0.968 0.33325   
## as.factor(zcta)55430 1.214e-01 4.992e-01 0.243 0.80787   
## as.factor(zcta)55450 -5.437e-01 5.049e-01 -1.077 0.28161   
## as.factor(zcta)55454 -3.370e-02 4.992e-01 -0.068 0.94618   
## as.factor(zcta)55455 -5.303e-01 4.992e-01 -1.062 0.28821   
## post\_floyd:as.factor(zcta)55402 -2.301e+00 2.657e+00 -0.866 0.38650   
## post\_floyd:as.factor(zcta)55403 2.798e-01 2.657e+00 0.105 0.91614   
## post\_floyd:as.factor(zcta)55404 4.714e+00 2.657e+00 1.774 0.07607 .   
## post\_floyd:as.factor(zcta)55405 2.556e+00 2.657e+00 0.962 0.33610   
## post\_floyd:as.factor(zcta)55406 8.601e-01 2.657e+00 0.324 0.74614   
## post\_floyd:as.factor(zcta)55407 9.488e-01 2.657e+00 0.357 0.72101   
## post\_floyd:as.factor(zcta)55408 9.903e-01 2.657e+00 0.373 0.70935   
## post\_floyd:as.factor(zcta)55409 2.695e-01 2.657e+00 0.101 0.91922   
## post\_floyd:as.factor(zcta)55410 4.661e-01 2.657e+00 0.175 0.86074   
## post\_floyd:as.factor(zcta)55411 1.170e+01 2.657e+00 4.404 1.08e-05 \*\*\*  
## post\_floyd:as.factor(zcta)55412 5.706e+00 2.657e+00 2.148 0.03179 \*   
## post\_floyd:as.factor(zcta)55413 1.584e+00 2.657e+00 0.596 0.55096   
## post\_floyd:as.factor(zcta)55414 1.227e+00 2.657e+00 0.462 0.64429   
## post\_floyd:as.factor(zcta)55415 5.501e+00 2.657e+00 2.071 0.03844 \*   
## post\_floyd:as.factor(zcta)55416 5.031e-01 2.657e+00 0.189 0.84981   
## post\_floyd:as.factor(zcta)55417 1.661e+00 2.657e+00 0.625 0.53180   
## post\_floyd:as.factor(zcta)55418 8.782e-01 2.657e+00 0.331 0.74101   
## post\_floyd:as.factor(zcta)55419 1.235e+00 2.657e+00 0.465 0.64212   
## post\_floyd:as.factor(zcta)55430 4.616e+00 2.657e+00 1.738 0.08234 .   
## post\_floyd:as.factor(zcta)55450 5.437e-01 2.658e+00 0.205 0.83792   
## post\_floyd:as.factor(zcta)55454 9.973e-01 2.657e+00 0.375 0.70740   
## post\_floyd:as.factor(zcta)55455 5.303e-01 2.657e+00 0.200 0.84182   
## t\_post\_floyd:as.factor(zcta)55402 2.809e-16 1.446e-01 0.000 1.00000   
## t\_post\_floyd:as.factor(zcta)55403 4.914e-02 1.446e-01 0.340 0.73406   
## t\_post\_floyd:as.factor(zcta)55404 -1.224e-01 1.446e-01 -0.846 0.39762   
## t\_post\_floyd:as.factor(zcta)55405 -7.588e-02 1.446e-01 -0.525 0.59987   
## t\_post\_floyd:as.factor(zcta)55406 -2.348e-02 1.446e-01 -0.162 0.87104   
## t\_post\_floyd:as.factor(zcta)55407 1.789e-03 1.446e-01 0.012 0.99013   
## t\_post\_floyd:as.factor(zcta)55408 -8.664e-03 1.446e-01 -0.060 0.95224   
## t\_post\_floyd:as.factor(zcta)55409 3.513e-17 1.446e-01 0.000 1.00000   
## t\_post\_floyd:as.factor(zcta)55410 0.000e+00 1.446e-01 0.000 1.00000   
## t\_post\_floyd:as.factor(zcta)55411 -4.026e-01 1.446e-01 -2.784 0.00539 \*\*   
## t\_post\_floyd:as.factor(zcta)55412 -1.365e-01 1.446e-01 -0.944 0.34532   
## t\_post\_floyd:as.factor(zcta)55413 -3.342e-02 1.446e-01 -0.231 0.81730   
## t\_post\_floyd:as.factor(zcta)55414 -3.622e-02 1.446e-01 -0.250 0.80226   
## t\_post\_floyd:as.factor(zcta)55415 -1.599e-01 1.446e-01 -1.105 0.26906   
## t\_post\_floyd:as.factor(zcta)55416 -1.702e-16 1.446e-01 0.000 1.00000   
## t\_post\_floyd:as.factor(zcta)55417 -5.652e-02 1.446e-01 -0.391 0.69601   
## t\_post\_floyd:as.factor(zcta)55418 -9.677e-03 1.446e-01 -0.067 0.94666   
## t\_post\_floyd:as.factor(zcta)55419 -3.408e-02 1.446e-01 -0.236 0.81374   
## t\_post\_floyd:as.factor(zcta)55430 -1.805e-01 1.446e-01 -1.248 0.21218   
## t\_post\_floyd:as.factor(zcta)55450 -2.945e-17 1.446e-01 0.000 1.00000   
## t\_post\_floyd:as.factor(zcta)55454 -4.205e-02 1.446e-01 -0.291 0.77125   
## t\_post\_floyd:as.factor(zcta)55455 -2.300e-16 1.446e-01 0.000 1.00000   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5.342 on 5916 degrees of freedom  
## (10 observations deleted due to missingness)  
## Multiple R-squared: 0.04522, Adjusted R-squared: 0.03295   
## F-statistic: 3.687 on 76 and 5916 DF, p-value: < 2.2e-16

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + uof\_lag + stops\_lag + shoot\_lag + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 36813  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.114 -0.133 -0.055 0.003 48.937   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.8496 0.9217   
## Residual 28.7706 5.3638   
## Number of obs: 5928, groups: zcta, 23  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 8.338e-01 9.728e-01 4.007e+03 0.857 0.3915   
## t 1.975e-03 1.240e-03 5.897e+03 1.593 0.1112   
## state\_of\_emerg1 -5.055e-01 6.932e-01 5.891e+03 -0.729 0.4659   
## stay\_at\_home1 1.565e-01 7.127e-01 5.891e+03 0.220 0.8263   
## post\_floyd1 1.277e+00 7.276e-01 5.892e+03 1.755 0.0793 .   
## t\_post\_floyd -3.179e-02 2.375e-02 5.891e+03 -1.339 0.1807   
## tmax\_f 3.599e-03 6.475e-03 5.893e+03 0.556 0.5784   
## snow\_in -1.111e-01 2.069e-01 5.892e+03 -0.537 0.5913   
## precip\_in -2.170e-01 6.768e-01 5.891e+03 -0.321 0.7485   
## dark\_before\_12 -8.131e-02 1.117e-01 5.891e+03 -0.728 0.4668   
## school -2.598e-01 2.528e-01 5.892e+03 -1.027 0.3043   
## uof\_lag -1.303e-01 2.715e-02 1.922e+03 -4.800 1.71e-06 \*\*\*  
## stops\_lag 3.526e-02 8.278e-03 1.690e+03 4.259 2.16e-05 \*\*\*  
## shoot\_lag -1.953e+00 5.609e+00 5.897e+03 -0.348 0.7277   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 37185  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.762 -0.135 -0.057 -0.001 49.365   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.817 0.9039   
## Residual 28.647 5.3523   
## Number of obs: 5993, groups: zcta, 23  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 8.004e-01 9.660e-01 4.194e+03 0.829 0.4074   
## t 2.739e-03 1.207e-03 5.960e+03 2.269 0.0233 \*  
## state\_of\_emerg1 -6.463e-01 6.910e-01 5.960e+03 -0.935 0.3497   
## stay\_at\_home1 2.421e-01 7.110e-01 5.960e+03 0.340 0.7335   
## post\_floyd1 1.330e+00 7.254e-01 5.960e+03 1.833 0.0669 .  
## t\_post\_floyd -3.488e-02 2.366e-02 5.960e+03 -1.474 0.1404   
## tmax\_f 3.203e-03 6.431e-03 5.960e+03 0.498 0.6185   
## snow\_in -9.445e-02 2.059e-01 5.960e+03 -0.459 0.6465   
## precip\_in -2.570e-01 6.730e-01 5.960e+03 -0.382 0.7026   
## dark\_before\_12 -8.016e-02 1.110e-01 5.960e+03 -0.722 0.4702   
## school -2.454e-01 2.511e-01 5.960e+03 -0.977 0.3284   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) t stt\_\_1 sty\_\_1 pst\_f1 t\_pst\_ tmax\_f snow\_n prcp\_n  
## t -0.101   
## stat\_f\_mrg1 -0.085 -0.203   
## stay\_at\_hm1 0.002 -0.009 -0.816   
## post\_floyd1 0.048 -0.027 -0.792 0.662   
## t\_post\_flyd 0.210 -0.009 -0.168 0.170 -0.345   
## tmax\_f -0.874 0.007 0.089 -0.019 -0.111 -0.091   
## snow\_in -0.330 -0.060 0.069 -0.037 -0.043 -0.073 0.477   
## precip\_in -0.005 -0.022 -0.034 0.042 0.030 0.059 -0.221 -0.221   
## dark\_bfr\_12 -0.914 -0.062 0.114 0.020 -0.018 -0.264 0.749 0.202 0.038  
## school -0.122 0.041 -0.025 -0.063 0.057 -0.040 0.146 0.097 0.024  
## dr\_\_12  
## t   
## stat\_f\_mrg1   
## stay\_at\_hm1   
## post\_floyd1   
## t\_post\_flyd   
## tmax\_f   
## snow\_in   
## precip\_in   
## dark\_bfr\_12   
## school -0.101

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: assault\_unintent\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + uof\_lag + stops\_lag + shoot\_lag + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 40977.8  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.157 -0.152 -0.061 0.017 44.654   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 3.673 1.917   
## Residual 72.147 8.494   
## Number of obs: 5748, groups: zcta, 23  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) -2.362e-01 1.584e+00 2.573e+03 -0.149 0.88144   
## t 3.957e-03 1.985e-03 5.716e+03 1.994 0.04625 \*   
## state\_of\_emerg1 -2.211e-02 1.106e+00 5.714e+03 -0.020 0.98405   
## stay\_at\_home1 -8.436e-01 1.141e+00 5.714e+03 -0.739 0.45966   
## post\_floyd1 3.493e+00 1.166e+00 5.712e+03 2.996 0.00275 \*\*   
## t\_post\_floyd -1.563e-01 3.848e-02 5.712e+03 -4.061 4.95e-05 \*\*\*  
## tmax\_f 1.611e-02 1.041e-02 5.712e+03 1.548 0.12178   
## snow\_in -9.544e-02 3.340e-01 5.712e+03 -0.286 0.77506   
## precip\_in 2.776e-01 1.092e+00 5.711e+03 0.254 0.79942   
## dark\_before\_12 4.582e-02 1.794e-01 5.711e+03 0.255 0.79845   
## school -5.686e-02 4.073e-01 5.712e+03 -0.140 0.88898   
## uof\_lag -1.860e-01 4.380e-02 2.870e+03 -4.247 2.23e-05 \*\*\*  
## stops\_lag 2.157e-02 1.666e-02 1.511e+03 1.295 0.19561   
## shoot\_lag -3.256e+00 8.883e+00 5.714e+03 -0.367 0.71399   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: assault\_unintent\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + uof\_lag + stops\_lag + shoot\_lag + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 40977.8  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.157 -0.152 -0.061 0.017 44.654   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 3.673 1.917   
## Residual 72.147 8.494   
## Number of obs: 5748, groups: zcta, 23  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) -2.362e-01 1.584e+00 2.573e+03 -0.149 0.88144   
## t 3.957e-03 1.985e-03 5.716e+03 1.994 0.04625 \*   
## state\_of\_emerg1 -2.211e-02 1.106e+00 5.714e+03 -0.020 0.98405   
## stay\_at\_home1 -8.436e-01 1.141e+00 5.714e+03 -0.739 0.45966   
## post\_floyd1 3.493e+00 1.166e+00 5.712e+03 2.996 0.00275 \*\*   
## t\_post\_floyd -1.563e-01 3.848e-02 5.712e+03 -4.061 4.95e-05 \*\*\*  
## tmax\_f 1.611e-02 1.041e-02 5.712e+03 1.548 0.12178   
## snow\_in -9.544e-02 3.340e-01 5.712e+03 -0.286 0.77506   
## precip\_in 2.776e-01 1.092e+00 5.711e+03 0.254 0.79942   
## dark\_before\_12 4.582e-02 1.794e-01 5.711e+03 0.255 0.79845   
## school -5.686e-02 4.073e-01 5.712e+03 -0.140 0.88898   
## uof\_lag -1.860e-01 4.380e-02 2.870e+03 -4.247 2.23e-05 \*\*\*  
## stops\_lag 2.157e-02 1.666e-02 1.511e+03 1.295 0.19561   
## shoot\_lag -3.256e+00 8.883e+00 5.714e+03 -0.367 0.71399   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: undeter\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + uof\_lag + stops\_lag + shoot\_lag + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 7336.8  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.5577 -0.1281 -0.0593 -0.0162 23.2781   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.002157 0.04645   
## Residual 0.197542 0.44446   
## Number of obs: 5928, groups: zcta, 23  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 9.609e-03 7.961e-02 5.508e+03 0.121 0.9039   
## t -5.642e-06 1.027e-04 5.903e+03 -0.055 0.9562   
## state\_of\_emerg1 -4.804e-02 5.744e-02 5.893e+03 -0.836 0.4030   
## stay\_at\_home1 3.869e-02 5.905e-02 5.893e+03 0.655 0.5124   
## post\_floyd1 1.383e-01 6.028e-02 5.895e+03 2.295 0.0218 \*  
## t\_post\_floyd -2.081e-03 1.968e-03 5.893e+03 -1.058 0.2903   
## tmax\_f -4.373e-05 5.365e-04 5.896e+03 -0.082 0.9350   
## snow\_in -1.041e-02 1.715e-02 5.894e+03 -0.607 0.5440   
## precip\_in -2.835e-02 5.608e-02 5.893e+03 -0.506 0.6132   
## dark\_before\_12 4.194e-03 9.257e-03 5.893e+03 0.453 0.6506   
## school 1.466e-02 2.095e-02 5.894e+03 0.700 0.4839   
## uof\_lag -3.591e-04 2.146e-03 9.104e+02 -0.167 0.8671   
## stops\_lag -8.683e-05 6.511e-04 7.687e+02 -0.133 0.8940   
## shoot\_lag -1.599e-01 4.646e-01 5.904e+03 -0.344 0.7307   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: undeter\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 7328.3  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.5589 -0.1276 -0.0583 -0.0152 23.4128   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.002112 0.04596   
## Residual 0.195321 0.44195   
## Number of obs: 5993, groups: zcta, 23  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 8.815e-03 7.882e-02 5.574e+03 0.112 0.9109   
## t 1.349e-06 9.970e-05 5.960e+03 0.014 0.9892   
## state\_of\_emerg1 -4.875e-02 5.706e-02 5.960e+03 -0.854 0.3930   
## stay\_at\_home1 3.887e-02 5.871e-02 5.960e+03 0.662 0.5079   
## post\_floyd1 1.378e-01 5.990e-02 5.960e+03 2.300 0.0215 \*  
## t\_post\_floyd -2.040e-03 1.954e-03 5.960e+03 -1.044 0.2965   
## tmax\_f -3.604e-05 5.310e-04 5.960e+03 -0.068 0.9459   
## snow\_in -1.032e-02 1.700e-02 5.960e+03 -0.607 0.5440   
## precip\_in -2.848e-02 5.557e-02 5.960e+03 -0.512 0.6083   
## dark\_before\_12 3.992e-03 9.165e-03 5.960e+03 0.436 0.6632   
## school 1.457e-02 2.073e-02 5.960e+03 0.703 0.4823   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) t stt\_\_1 sty\_\_1 pst\_f1 t\_pst\_ tmax\_f snow\_n prcp\_n  
## t -0.102   
## stat\_f\_mrg1 -0.086 -0.203   
## stay\_at\_hm1 0.002 -0.009 -0.816   
## post\_floyd1 0.049 -0.027 -0.792 0.662   
## t\_post\_flyd 0.213 -0.009 -0.168 0.170 -0.345   
## tmax\_f -0.884 0.007 0.089 -0.019 -0.111 -0.091   
## snow\_in -0.333 -0.060 0.069 -0.037 -0.043 -0.073 0.477   
## precip\_in -0.005 -0.022 -0.034 0.042 0.030 0.059 -0.221 -0.221   
## dark\_bfr\_12 -0.925 -0.062 0.114 0.020 -0.018 -0.264 0.749 0.202 0.038  
## school -0.123 0.041 -0.025 -0.063 0.057 -0.040 0.146 0.097 0.024  
## dr\_\_12  
## t   
## stat\_f\_mrg1   
## stay\_at\_hm1   
## post\_floyd1   
## t\_post\_flyd   
## tmax\_f   
## snow\_in   
## precip\_in   
## dark\_bfr\_12   
## school -0.101

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: assault\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + uof\_lag + stops\_lag + shoot\_lag + med\_hh\_inc + black\_pop +   
## post\_floyd:black\_pop + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 34344.1  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.471 -0.137 -0.062 -0.002 47.025   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.254 0.504   
## Residual 31.102 5.577   
## Number of obs: 5460, groups: zcta, 21  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) -4.120e-01 1.211e+00 2.232e+02 -0.340 0.73393   
## t 9.744e-04 1.414e-03 1.354e+03 0.689 0.49074   
## state\_of\_emerg1 -4.385e-01 7.544e-01 5.425e+03 -0.581 0.56110   
## stay\_at\_home1 1.890e-01 7.755e-01 5.424e+03 0.244 0.80742   
## post\_floyd1 2.815e-01 8.450e-01 5.430e+03 0.333 0.73901   
## t\_post\_floyd -3.573e-02 2.582e-02 5.425e+03 -1.384 0.16649   
## tmax\_f 4.552e-03 7.013e-03 5.440e+03 0.649 0.51630   
## snow\_in -9.885e-02 2.245e-01 5.423e+03 -0.440 0.65979   
## precip\_in -2.404e-01 7.336e-01 5.424e+03 -0.328 0.74318   
## dark\_before\_12 -7.092e-02 1.210e-01 5.442e+03 -0.586 0.55780   
## school -2.927e-01 2.738e-01 5.425e+03 -1.069 0.28517   
## uof\_lag -1.228e-01 2.686e-02 9.139e+02 -4.571 5.52e-06 \*\*\*  
## stops\_lag 7.648e-02 1.077e-02 1.688e+02 7.099 3.34e-11 \*\*\*  
## shoot\_lag -1.668e+00 5.830e+00 5.435e+03 -0.286 0.77483   
## med\_hh\_inc 7.638e-06 7.044e-06 1.736e+01 1.084 0.29305   
## black\_pop 3.780e-02 1.226e-02 1.806e+01 3.084 0.00639 \*\*   
## post\_floyd1:black\_pop 6.295e-02 1.575e-02 5.442e+03 3.997 6.51e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: assault\_unintent\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + uof\_lag + stops\_lag + shoot\_lag +   
## med\_hh\_inc + black\_pop + post\_floyd:black\_pop + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 39207.8  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.203 -0.150 -0.068 0.009 43.692   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 2.10 1.449   
## Residual 75.77 8.704   
## Number of obs: 5460, groups: zcta, 21  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) -1.599e+00 2.225e+00 6.872e+01 -0.719 0.474832   
## t 3.496e-03 2.355e-03 3.514e+02 1.484 0.138663   
## state\_of\_emerg1 3.915e-02 1.178e+00 5.420e+03 0.033 0.973481   
## stay\_at\_home1 -8.766e-01 1.210e+00 5.417e+03 -0.724 0.468997   
## post\_floyd1 1.812e+00 1.319e+00 5.427e+03 1.373 0.169778   
## t\_post\_floyd -1.630e-01 4.030e-02 5.420e+03 -4.043 5.34e-05 \*\*\*  
## tmax\_f 1.721e-02 1.096e-02 5.439e+03 1.570 0.116455   
## snow\_in -1.032e-01 3.505e-01 5.417e+03 -0.295 0.768366   
## precip\_in 2.819e-01 1.145e+00 5.419e+03 0.246 0.805529   
## dark\_before\_12 5.949e-02 1.892e-01 5.430e+03 0.314 0.753234   
## school -6.942e-02 4.275e-01 5.418e+03 -0.162 0.870985   
## uof\_lag -1.689e-01 4.416e-02 1.243e+03 -3.823 0.000138 \*\*\*  
## stops\_lag 4.167e-02 1.895e-02 3.129e+02 2.199 0.028632 \*   
## shoot\_lag -2.942e+00 9.103e+00 5.423e+03 -0.323 0.746605   
## med\_hh\_inc 4.628e-06 1.705e-05 1.561e+01 0.271 0.789597   
## black\_pop 5.525e-02 2.953e-02 1.572e+01 1.871 0.080126 .   
## post\_floyd1:black\_pop 1.002e-01 2.462e-02 5.442e+03 4.069 4.78e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: undeter\_incid\_c ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + uof\_lag + stops\_lag + shoot\_lag + med\_hh\_inc + black\_pop +   
## post\_floyd:black\_pop + (1 | zcta)  
## Data: panel  
##   
## REML criterion at convergence: 7236.2  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.8875 -0.1175 -0.0614 -0.0213 22.3794   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.001376 0.0371   
## Residual 0.213833 0.4624   
## Number of obs: 5460, groups: zcta, 21  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 8.180e-03 9.848e-02 3.090e+02 0.083 0.934   
## t 1.296e-05 1.164e-04 1.782e+03 0.111 0.911   
## state\_of\_emerg1 -5.219e-02 6.255e-02 5.427e+03 -0.834 0.404   
## stay\_at\_home1 4.218e-02 6.430e-02 5.427e+03 0.656 0.512   
## post\_floyd1 5.446e-02 7.006e-02 5.432e+03 0.777 0.437   
## t\_post\_floyd -2.275e-03 2.141e-03 5.427e+03 -1.062 0.288   
## tmax\_f -6.160e-05 5.814e-04 5.440e+03 -0.106 0.916   
## snow\_in -1.150e-02 1.862e-02 5.426e+03 -0.618 0.537   
## precip\_in -3.110e-02 6.083e-02 5.426e+03 -0.511 0.609   
## dark\_before\_12 4.267e-03 1.003e-02 5.441e+03 0.425 0.671   
## school 1.602e-02 2.271e-02 5.428e+03 0.705 0.481   
## uof\_lag -4.853e-04 2.206e-03 1.006e+03 -0.220 0.826   
## stops\_lag -2.440e-04 8.723e-04 1.790e+02 -0.280 0.780   
## shoot\_lag -1.429e-01 4.834e-01 5.437e+03 -0.296 0.768   
## med\_hh\_inc -3.118e-07 5.427e-07 1.966e+01 -0.574 0.572   
## black\_pop 1.216e-03 9.460e-04 2.061e+01 1.285 0.213   
## post\_floyd1:black\_pop 5.149e-03 1.306e-03 5.442e+03 3.943 8.16e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling
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class(re\_base\_nopol) <- "lmerMod"  
class(re\_base) <- "lmerMod"  
class(re\_int) <- "lmerMod"  
  
stargazer(ts\_ar1, ts\_ar1\_pol, re\_base\_nopol, re\_base, re\_int,  
 title = "Interrupted Time Series Models of Firearm Assault Injuries",  
 covariate.labels = c("T","COVID - State of Emergency", "COVID - Stay at Home",  
 "Post-Killing", "T Post-Killing",  
 "MPD Use of Force t-1", "MPD Stops t-1",  
 "MPD OIS t-1",   
 "AR(1)",  
 "Median HH Income",  
 "Percent Black",  
 "Post-Killing X Percent Black"),  
 header = F,  
 dep.var.caption = "Firearm Assault Injuries",  
 dep.var.labels = "Rate per 100,000",  
 model.names = FALSE,  
 column.labels = c("AR(1) TSR","AR(1) TSR",   
 "RE HLM","RE HLM", "RE HLM +Int."),  
 report = "vcs",  
 ci=TRUE,   
 ci.level=0.95,   
 ci.separator = "|",  
 notes = "95\\% Confidence Intervals in parentheses",  
 single.row = F,  
 font.size="scriptsize",   
 no.space = T,   
 column.sep.width = "0.1pt",  
 omit = c("tmax\_f", "snow\_in","precip\_in","dark\_before\_12","school"),  
 omit.stat = c("adj.rsq"),  
 #star.cutoffs = c(.05, .01, .001), star.char = c("\*","\*\*","\*\*\*"),  
 add.lines = list(c("SD(ZCTA)", "","", .904, .922, .504),  
 c("SD(Residual)", "","", 5.352, 5.364, 5.577)),  
 notes.label = "Models include controls for seasonality.",  
 notes.append = F)

#maps of post\_floyd and post\_floyd\_3 coefficients by zip - colored divergently  
coef <- broom::tidy(fe\_int\_model$coefficients) %>%  
 filter(str\_detect(names, "post\_floyd")) %>%  
 mutate(period = ifelse(str\_detect(names, "post\_floyd\_3"), "3+ Months Post-Killing", "0-3 Months Post-Killing"),  
 main\_effect = ifelse(period=="3+ Months Post-Killing", round(0.3399083,2), round(-0.5604477,2)),  
 zcta = as.numeric(str\_sub(names, -5)),  
 zcta = as.numeric(ifelse(is.na(zcta), "55401", zcta)),  
 interaction\_effect = ifelse(zcta=="55401", 0, round(x,2)),  
 coef = main\_effect+interaction\_effect) %>%  
 select(zcta, period, coef, main\_effect, interaction\_effect) %>%  
 arrange(zcta, period)  
  
#creating period rows in other spatial layers  
coef\_zip\_level <- zip\_level %>%  
 filter(period!="Pre-Killing") %>%  
 left\_join(coef, by = c("zcta", "period"))  
coef\_gfs <- gfs  
coef\_gfs[2,] <- gfs[1,]  
coef\_gfs$period <- c("3+ Months Post-Killing", "0-3 Months Post-Killing")  
coef\_mpls <- mpls  
coef\_mpls[2,] <- mpls[1,]  
coef\_mpls$period <- c("3+ Months Post-Killing", "0-3 Months Post-Killing")  
  
  
ggplot() +  
 geom\_sf(data = coef\_zip\_level, aes(geometry = geometry, fill = coef)) +   
 geom\_sf(data = mpls, aes(geometry = geometry), color = "black", alpha = 0)+  
 geom\_sf(data = coef\_gfs, aes(geometry = geometry), color = "black")+  
 geom\_text\_repel(data = gfs, aes(x=lon, y=lat, label = name),  
 size = 2,  
 fontface = "bold",  
 nudge\_x = 1, nudge\_y = -1)+  
 scale\_fill\_gradient2(trans="reverse")+  
 facet\_wrap(~period)+  
 labs(title = "Figure 3: Treatment Effects by ZCTA",   
 fill = "Coef.")+  
 theme(axis.text = element\_blank(),  
 axis.line = element\_blank(),  
 axis.ticks = element\_blank(),  
 panel.border = element\_blank(),  
 panel.grid = element\_blank(),  
 axis.title = element\_blank(),  
 panel.background = element\_blank(),  
 panel.grid.major = element\_line(colour="transparent"),   
 plot.subtitle = element\_text(face="italic"),  
 strip.background = element\_rect(fill = "white",   
 colour = "black"))+  
 guides(fill = guide\_colorbar(reverse = TRUE))

# MPD Murders: Time Series

#pre-pims  
mpd\_2016 <- read\_csv("Data/Police\_Incidents\_2016.csv")   
mpd\_2017 <- read\_csv("Data/Police\_Incidents\_2017.csv")   
mpd\_2018a <- read\_csv("Data/Police\_Incidents\_2018.csv")  
  
#pims  
mpd\_2018b <- read\_csv("Data/Police\_Incidents\_2018\_PIMS.csv")   
mpd\_2019 <- read\_csv("Data/Police\_Incidents\_2019.csv")   
mpd\_2020 <- read\_csv("Data/Police\_Incidents\_2020.csv")   
mpd\_2021 <- read\_csv("Data/Police\_Incidents\_2021.csv")  
  
pre\_pims\_base <- mpd\_2016 %>%  
 rbind(mpd\_2017) %>%  
 rbind(mpd\_2018a) %>%  
 rename(reportedDate = ReportedDate,  
 centerLong = Long,  
 centerLat = Lat) %>%  
 select(FID, centerLong, centerLat, Offense, reportedDate) %>%  
 rename(OBJECTID = FID,   
 X = centerLong,   
 Y = centerLat,   
 offense = Offense)  
  
post\_pims\_base <- mpd\_2018b %>%  
 rbind(mpd\_2019) %>%  
 rbind(mpd\_2020) %>%  
 rbind(mpd\_2021) %>%  
 select(OBJECTID, X, Y, offense, reportedDate)  
  
mpd <- pre\_pims\_base %>%  
 rbind(post\_pims\_base)   
  
mpd\_series <- mpd %>%  
 mutate(date=ymd\_hms(reportedDate),  
 year=isoyear(date),  
 week=isoweek(date)) %>%  
 st\_as\_sf(coords = c("X", "Y"), crs = "NAD83", remove=F) %>%  
 mutate(intersection = as.integer(st\_intersects(geometry, zcta)),   
 zcta = ifelse(is.na(intersection), NA, zcta$zcta[intersection])) %>%  
 st\_drop\_geometry() %>%  
 filter(offense=="MURDR" & zcta %in% zcta\_universe) %>%  
 group\_by(year, week, .drop=F) %>%  
 tally(name = "murder") %>%  
 arrange(year, week) %>%  
 filter(year <= 2021 & year >= 2016) %>%  
 ungroup() %>%  
 complete(year, week = 1:52, fill = list(murder = 0)) %>%  
 select(year, week, murder)  
  
mpls\_pops\_year <- series %>%  
 group\_by(year) %>%  
 summarize(total\_pop = mean(total\_pop, na.rm = T)) %>%  
 add\_row(year = 2021, total\_pop = 603465)  
   
  
mpd\_series <- mpd\_series %>%  
 left\_join(mpls\_pops\_year, by = "year") %>%  
 mutate(murder\_rate = (murder/total\_pop)\*100000,  
 begin\_date = ISOweek2date(paste(year, paste0("W", sprintf("%02d", week)), 1,sep = "-")),  
 end\_date = begin\_date+weeks(1)-days(1))  
   
  
mpd\_series <- mpd\_series %>%   
 mutate(csma = forecast::ma(murder\_rate, order=5,centre=TRUE),  
 tsma = TTR::SMA(murder\_rate, n=5))  
  
#build in covariates to MPD series  
  
weather\_murder <- read\_csv("Data/dnr\_weather\_2.csv") %>%  
 mutate(year=isoyear(Date),  
 week=isoweek(Date),  
 precip\_in = as.numeric(ifelse(`Precipitation (inches)`=="T", .001, `Precipitation (inches)`)),  
 snow\_in = as.numeric(ifelse(`Snow (inches)`=="T", .001, `Snow (inches)`)),  
 tmax\_f = `Maximum Temperature degrees (F)`) %>%  
 filter(year >= 2016 & year <= 2021) %>%  
 select(year, week, precip\_in, snow\_in, tmax\_f) %>%  
 group\_by(year, week) %>%  
 summarize(precip\_in = mean(precip\_in, na.rm = T),   
 snow\_in = mean(snow\_in, na.rm = T),   
 tmax\_f = mean(tmax\_f, na.rm = T))  
  
sun\_series\_murder <- getSunlightTimes(date = seq(min(mpd\_series$begin\_date),   
 max(mpd\_series$begin\_date),   
 "days"),  
 lat = 44.97775 ,  
 lon = -93.26501,  
 keep = "sunset",  
 tz = "UTC") %>%  
 mutate(sunset = sunset-hours(6),  
 midnight = as.POSIXlt(date+days(1), format = '%Y-%m-%d %H:%M:%S'),  
 dark = as.numeric(midnight-sunset),   
 year = year(date),   
 week = isoweek(date)) %>%  
 group\_by(year, week) %>%  
 summarize(dark\_before\_12 = mean(dark, na.rm = T))  
  
school\_murder <- mpd\_series %>%  
 select(year, week, begin\_date, end\_date) %>%  
 mutate(days\_in\_week = as.numeric((end\_date-begin\_date))+1,   
 days\_in\_school\_murder = NA\_integer\_)  
  
school\_murder[1,6] <- 5  
school\_murder[2,6] <- 4  
school\_murder[3,6] <- 3  
school\_murder[4,6] <- 5  
school\_murder[5,6] <- 5  
school\_murder[6,6] <- 4  
school\_murder[7,6] <- 4  
school\_murder[8,6] <- 5  
school\_murder[9,6] <- 5  
school\_murder[10,6] <- 4  
school\_murder[11,6] <- 4  
school\_murder[12,6] <- 5  
school\_murder[13,6] <- 0  
school\_murder[14,6] <- 5  
school\_murder[15,6] <- 5  
school\_murder[16,6] <- 5  
school\_murder[17,6] <- 5  
school\_murder[18,6] <- 5  
school\_murder[19,6] <- 5  
school\_murder[20,6] <- 5  
school\_murder[21,6] <- 5  
school\_murder[22,6] <- 4  
school\_murder[23,6] <- 2  
school\_murder[24,6] <- 0  
school\_murder[25,6] <- 0  
school\_murder[26,6] <- 0  
school\_murder[27,6] <- 0  
school\_murder[28,6] <- 0  
school\_murder[29,6] <- 0  
school\_murder[30,6] <- 0  
school\_murder[31,6] <- 0  
school\_murder[32,6] <- 0  
school\_murder[33,6] <- 0  
school\_murder[34,6] <- 0  
school\_murder[35,6] <- 5  
school\_murder[36,6] <- 4  
school\_murder[37,6] <- 5  
school\_murder[38,6] <- 5  
school\_murder[39,6] <- 5  
school\_murder[40,6] <- 5  
school\_murder[41,6] <- 5  
school\_murder[42,6] <- 2  
school\_murder[43,6] <- 5  
school\_murder[44,6] <- 3  
school\_murder[45,6] <- 5  
school\_murder[46,6] <- 5  
school\_murder[47,6] <- 2  
school\_murder[48,6] <- 5  
school\_murder[49,6] <- 5  
school\_murder[50,6] <- 5  
school\_murder[51,6] <- 0  
school\_murder[52,6] <- 0  
school\_murder[53,6] <- 4  
school\_murder[54,6] <- 5  
school\_murder[55,6] <- 4  
school\_murder[56,6] <- 4  
school\_murder[57,6] <- 4  
school\_murder[58,6] <- 5  
school\_murder[59,6] <- 4  
school\_murder[60,6] <- 4  
school\_murder[61,6] <- 5  
school\_murder[62,6] <- 5  
school\_murder[63,6] <- 5  
school\_murder[64,6] <- 5  
school\_murder[65,6] <- 3  
school\_murder[66,6] <- 0  
school\_murder[67,6] <- 5  
school\_murder[68,6] <- 5  
school\_murder[69,6] <- 5  
school\_murder[70,6] <- 5  
school\_murder[71,6] <- 5  
school\_murder[72,6] <- 5  
school\_murder[73,6] <- 5  
school\_murder[74,6] <- 4  
school\_murder[75,6] <- 5  
school\_murder[76,6] <- 3  
school\_murder[77,6] <- 0  
school\_murder[78,6] <- 0  
school\_murder[79,6] <- 0  
school\_murder[80,6] <- 0  
school\_murder[81,6] <- 0  
school\_murder[82,6] <- 0  
school\_murder[83,6] <- 0  
school\_murder[84,6] <- 0  
school\_murder[85,6] <- 0  
school\_murder[86,6] <- 0  
school\_murder[87,6] <- 5  
school\_murder[88,6] <- 4  
school\_murder[89,6] <- 5  
school\_murder[90,6] <- 5  
school\_murder[91,6] <- 5  
school\_murder[92,6] <- 5  
school\_murder[93,6] <- 5  
school\_murder[94,6] <- 2  
school\_murder[95,6] <- 5  
school\_murder[96,6] <- 3  
school\_murder[97,6] <- 5  
school\_murder[98,6] <- 5  
school\_murder[99,6] <- 2  
school\_murder[100,6] <- 5  
school\_murder[101,6] <- 5  
school\_murder[102,6] <- 5  
school\_murder[103,6] <- 5  
school\_murder[104,6] <- 0  
school\_murder[105,6] <- 0  
school\_murder[106,6] <- 0  
school\_murder[107,6] <- 5  
school\_murder[108,6] <- 4  
school\_murder[109,6] <- 3  
school\_murder[110,6] <- 5  
school\_murder[111,6] <- 5  
school\_murder[112,6] <- 4  
school\_murder[113,6] <- 4  
school\_murder[114,6] <- 5  
school\_murder[115,6] <- 5  
school\_murder[116,6] <- 5  
school\_murder[117,6] <- 5  
school\_murder[118,6] <- 4  
school\_murder[119,6] <- 0  
school\_murder[120,6] <- 5  
school\_murder[121,6] <- 5  
school\_murder[122,6] <- 5  
school\_murder[123,6] <- 5  
school\_murder[124,6] <- 5  
school\_murder[125,6] <- 5  
school\_murder[126,6] <- 5  
school\_murder[127,6] <- 4  
school\_murder[128,6] <- 5  
school\_murder[129,6] <- 0  
school\_murder[130,6] <- 0  
school\_murder[131,6] <- 0  
school\_murder[132,6] <- 0  
school\_murder[133,6] <- 0  
school\_murder[134,6] <- 0  
school\_murder[135,6] <- 0  
school\_murder[136,6] <- 0  
school\_murder[137,6] <- 0  
school\_murder[138,6] <- 0  
school\_murder[139,6] <- 0  
school\_murder[140,6] <- 5  
school\_murder[141,6] <- 4  
school\_murder[142,6] <- 5  
school\_murder[143,6] <- 5  
school\_murder[144,6] <- 5  
school\_murder[145,6] <- 5  
school\_murder[146,6] <- 5  
school\_murder[147,6] <- 2  
school\_murder[148,6] <- 5  
school\_murder[149,6] <- 3  
school\_murder[150,6] <- 5  
school\_murder[151,6] <- 5  
school\_murder[152,6] <- 2  
school\_murder[153,6] <- 5  
school\_murder[154,6] <- 5  
school\_murder[155,6] <- 5  
school\_murder[156,6] <- 5  
school\_murder[157,6] <- 0  
school\_murder[158,6] <- 0  
school\_murder[159,6] <- 5  
school\_murder[160,6] <- 5  
school\_murder[161,6] <- 2  
school\_murder[162,6] <- 5  
school\_murder[163,6] <- 5  
school\_murder[164,6] <- 4  
school\_murder[165,6] <- 4  
school\_murder[166,6] <- 5  
school\_murder[167,6] <- 5  
school\_murder[168,6] <- 5  
school\_murder[169,6] <- 5  
school\_murder[170,6] <- 4  
school\_murder[171,6] <- 0  
school\_murder[172,6] <- 5  
school\_murder[173,6] <- 5  
school\_murder[174,6] <- 5  
school\_murder[175,6] <- 5  
school\_murder[176,6] <- 5  
school\_murder[177,6] <- 5  
school\_murder[178,6] <- 5  
school\_murder[179,6] <- 4  
school\_murder[180,6] <- 5  
school\_murder[181,6] <- 0  
school\_murder[182,6] <- 0  
school\_murder[183,6] <- 0  
school\_murder[184,6] <- 0  
school\_murder[185,6] <- 0  
school\_murder[186,6] <- 0  
school\_murder[187,6] <- 0  
school\_murder[188,6] <- 0  
school\_murder[189,6] <- 0  
school\_murder[190,6] <- 0  
school\_murder[191,6] <- 0  
school\_murder[192,6] <- 0  
school\_murder[193,6] <- 4  
school\_murder[194,6] <- 5  
school\_murder[195,6] <- 5  
school\_murder[196,6] <- 5  
school\_murder[197,6] <- 5  
school\_murder[198,6] <- 5  
school\_murder[199,6] <- 2  
school\_murder[200,6] <- 5  
school\_murder[201,6] <- 4  
school\_murder[202,6] <- 5  
school\_murder[203,6] <- 5  
school\_murder[204,6] <- 5  
school\_murder[205,6] <- 2  
school\_murder[206,6] <- 5  
school\_murder[207,6] <- 5  
school\_murder[208,6] <- 5  
school\_murder[209,6] <- 0  
school\_murder[210,6] <- 0  
school\_murder[211,6] <- 5  
school\_murder[212,6] <- 4  
school\_murder[213,6] <- 4  
school\_murder[214,6] <- 5  
school\_murder[215,6] <- 5  
school\_murder[216,6] <- 5  
school\_murder[217,6] <- 3  
school\_murder[218,6] <- 5  
school\_murder[219,6] <- 5  
school\_murder[220,6] <- 5  
school\_murder[221,6] <- 5  
school\_murder[222,6] <- 4  
school\_murder[223,6] <- 0  
school\_murder[224,6] <- 5  
school\_murder[225,6] <- 5  
school\_murder[226,6] <- 5  
school\_murder[227,6] <- 5  
school\_murder[228,6] <- 5  
school\_murder[229,6] <- 5  
school\_murder[230,6] <- 5  
school\_murder[231,6] <- 4  
school\_murder[232,6] <- 5  
school\_murder[233,6] <- 0  
school\_murder[234,6] <- 0  
school\_murder[235,6] <- 0  
school\_murder[236,6] <- 0  
school\_murder[237,6] <- 0  
school\_murder[238,6] <- 0  
school\_murder[239,6] <- 0  
school\_murder[240,6] <- 0  
school\_murder[241,6] <- 0  
school\_murder[242,6] <- 0  
school\_murder[243,6] <- 0  
school\_murder[244,6] <- 0  
school\_murder[245,6] <- 4  
school\_murder[246,6] <- 5  
school\_murder[247,6] <- 5  
school\_murder[248,6] <- 5  
school\_murder[249,6] <- 5  
school\_murder[250,6] <- 5  
school\_murder[251,6] <- 3  
school\_murder[252,6] <- 4  
school\_murder[253,6] <- 5  
school\_murder[254,6] <- 4  
school\_murder[255,6] <- 5  
school\_murder[256,6] <- 5  
school\_murder[257,6] <- 2  
school\_murder[258,6] <- 5  
school\_murder[259,6] <- 5  
school\_murder[260,6] <- 5  
school\_murder[261,6] <- 5  
school\_murder[262,6] <- 5  
school\_murder[263,6] <- 4  
school\_murder[264,6] <- 4  
school\_murder[265,6] <- 4  
school\_murder[266,6] <- 5  
school\_murder[267,6] <- 5  
school\_murder[268,6] <- 3  
school\_murder[269,6] <- 5  
school\_murder[270,6] <- 5  
school\_murder[271,6] <- 5  
school\_murder[272,6] <- 5  
school\_murder[273,6] <- 4  
school\_murder[274,6] <- 0  
school\_murder[275,6] <- 5  
school\_murder[276,6] <- 5  
school\_murder[277,6] <- 5  
school\_murder[278,6] <- 5  
school\_murder[279,6] <- 5  
school\_murder[280,6] <- 5  
school\_murder[281,6] <- 5  
school\_murder[282,6] <- 4  
school\_murder[283,6] <- 0  
school\_murder[284,6] <- 0  
school\_murder[285,6] <- 0  
school\_murder[286,6] <- 0  
school\_murder[287,6] <- 0  
school\_murder[288,6] <- 0  
school\_murder[289,6] <- 0  
school\_murder[290,6] <- 0  
school\_murder[291,6] <- 0  
school\_murder[292,6] <- 0  
school\_murder[293,6] <- 0  
school\_murder[294,6] <- 0  
school\_murder[295,6] <- 0  
school\_murder[296,6] <- 3  
school\_murder[297,6] <- 5  
school\_murder[298,6] <- 5  
school\_murder[299,6] <- 5  
school\_murder[300,6] <- 5  
school\_murder[301,6] <- 5  
school\_murder[302,6] <- 3  
school\_murder[303,6] <- 5  
school\_murder[304,6] <- 4  
school\_murder[305,6] <- 5  
school\_murder[306,6] <- 5  
school\_murder[307,6] <- 2  
school\_murder[308,6] <- 5  
school\_murder[309,6] <- 5  
school\_murder[310,6] <- 5  
school\_murder[311,6] <- 0  
school\_murder[312,6] <- 0  
school\_murder[313,6] <- 0  
  
school\_murder <- school\_murder %>%  
 mutate(school = days\_in\_school\_murder/days\_in\_week) %>%  
 select(year, week, school)  
  
  
mpd\_series <- mpd\_series %>%  
 left\_join(uof, by=c("year", "week"="week")) %>%  
 left\_join(stop, by=c("year", "week"="week")) %>%  
 left\_join(ois, by=c("year", "week"="week")) %>%  
 left\_join(weather\_murder, by=c("year", "week"="week")) %>%  
 left\_join(sun\_series\_murder, by = c("year", "week"="week")) %>%  
 left\_join(school\_murder, by=c("year", "week"="week")) %>%  
 mutate(off\_inv\_shooting = ifelse(is.na(off\_inv\_shooting), 0, off\_inv\_shooting),  
 off\_inv\_shooting\_rate = (off\_inv\_shooting/total\_pop)\*1000,  
 use\_of\_force\_rate = (use\_of\_force/total\_pop)\*1000,  
 police\_stop\_rate = (police\_stops/total\_pop)\*1000,  
 t = 1:length(murder\_rate),  
 post\_floyd = as.factor(as.numeric(begin\_date >= as.Date("2020-05-25"))),  
 post\_floyd\_3 = as.factor(as.numeric(begin\_date >= as.Date("2020-05-25")+months(3))),  
 stay\_at\_home = as.factor(as.numeric(begin\_date >= as.Date("2020-03-28") & begin\_date <= as.Date("2020-05-28"))),  
 state\_of\_emerg = as.factor(as.numeric(begin\_date >= as.Date("2020-03-13"))),  
 weeks\_post = as.numeric(begin\_date-as.Date("2020-05-25"))/7,  
 t\_post\_floyd = ifelse(weeks\_post >=0,  
 weeks\_post,  
 0),  
 uof\_lag=lag(use\_of\_force\_rate,1),  
 stops\_lag = lag(police\_stop\_rate,1),  
 shoot\_lag = lag(off\_inv\_shooting\_rate,1))  
  
  
ggplot(mpd\_series)+  
 geom\_line(aes(x=begin\_date, y=murder\_rate))+   
 scale\_x\_date(date\_labels = "%b-%Y", date\_breaks = "6 months")+  
 geom\_vline(xintercept=mpd\_series$begin\_date[mpd\_series$year==2020 & mpd\_series$week==isoweek(date("2020-05-25"))],   
 linetype="dotted", color="red", size=1)+  
 geom\_label(aes(x=mpd\_series$begin\_date[mpd\_series$year==2020 & mpd\_series$week==isoweek(date("2020-05-25"))],  
 y=1.5),   
 label = "George Floyd", show.legend = FALSE)+  
 labs(title = "Figure A1: Weekly Murder Rate, 2016-2021",  
 subtitle = "MPD Data",  
 x = "Week",  
 y = "Rate per 100,000 Residents",   
 color = NULL)+  
 theme\_minimal()+  
 theme(axis.text.x=element\_text(angle=45, hjust=1)) +  
 geom\_line(aes(x=begin\_date, y=csma, color = "CSMA(5)"))+  
 #geom\_line(aes(x=begin\_date, y=tsma, color = "TSMA(5)"))+  
 #geom\_ma(aes(x = begin\_date, y = murder\_rate, color = "MA4"), ma\_fun = SMA, n = 4)  
 scale\_color\_manual(values = c("blue", "green"))

![](data:image/png;base64,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)

mean(mpd\_series$murder\_rate[mpd\_series$post\_floyd==0])

## [1] 0.124684

mean(mpd\_series$murder\_rate[mpd\_series$post\_floyd==1])

## [1] 0.3436705

t.test(murder\_rate~post\_floyd, data = mpd\_series, var.equal=F)

##   
## Welch Two Sample t-test  
##   
## data: murder\_rate by post\_floyd  
## t = -7.0569, df = 111.37, p-value = 1.535e-10  
## alternative hypothesis: true difference in means between group 0 and group 1 is not equal to 0  
## 95 percent confidence interval:  
## -0.2804754 -0.1574975  
## sample estimates:  
## mean in group 0 mean in group 1   
## 0.1246840 0.3436705

# murder time series models AR(1)  
ts\_ar1\_pol\_m<- lm(murder\_rate~t+  
 state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 uof\_lag+stops\_lag+shoot\_lag+  
 dplyr::lag(murder\_rate, 1), data = mpd\_series)  
  
  
summary(ts\_ar1\_pol\_m)

##   
## Call:  
## lm(formula = murder\_rate ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + uof\_lag + stops\_lag + shoot\_lag +   
## dplyr::lag(murder\_rate, 1), data = mpd\_series)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.44203 -0.13930 -0.03273 0.10442 0.86331   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.0375003 0.1995187 0.188 0.85106   
## t 0.0005974 0.0003924 1.523 0.12913   
## state\_of\_emerg1 -0.0436354 0.1214237 -0.359 0.71962   
## stay\_at\_home1 -0.0276275 0.1246543 -0.222 0.82478   
## post\_floyd1 0.2831971 0.1232375 2.298 0.02238 \*   
## t\_post\_floyd -0.0042185 0.0009803 -4.303 2.4e-05 \*\*\*  
## tmax\_f 0.0030664 0.0011011 2.785 0.00576 \*\*   
## snow\_in 0.0090765 0.0352209 0.258 0.79685   
## precip\_in -0.1058142 0.1163379 -0.910 0.36393   
## dark\_before\_12 -0.0069101 0.0183843 -0.376 0.70733   
## school 0.0016746 0.0447600 0.037 0.97019   
## uof\_lag 0.1588913 0.2575319 0.617 0.53780   
## stops\_lag -0.0541703 0.0476538 -1.137 0.25672   
## shoot\_lag 5.0560172 8.3311809 0.607 0.54447   
## dplyr::lag(murder\_rate, 1) -0.1388226 0.0625145 -2.221 0.02726 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1972 on 254 degrees of freedom  
## (44 observations deleted due to missingness)  
## Multiple R-squared: 0.3148, Adjusted R-squared: 0.277   
## F-statistic: 8.334 on 14 and 254 DF, p-value: 1.052e-14

ts\_ar1\_m<- lm(murder\_rate~t+  
 state\_of\_emerg+stay\_at\_home+post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 dplyr::lag(murder\_rate, 1), data = mpd\_series)  
  
  
summary(ts\_ar1\_pol\_m)

##   
## Call:  
## lm(formula = murder\_rate ~ t + state\_of\_emerg + stay\_at\_home +   
## post\_floyd + t\_post\_floyd + tmax\_f + snow\_in + precip\_in +   
## dark\_before\_12 + school + uof\_lag + stops\_lag + shoot\_lag +   
## dplyr::lag(murder\_rate, 1), data = mpd\_series)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.44203 -0.13930 -0.03273 0.10442 0.86331   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.0375003 0.1995187 0.188 0.85106   
## t 0.0005974 0.0003924 1.523 0.12913   
## state\_of\_emerg1 -0.0436354 0.1214237 -0.359 0.71962   
## stay\_at\_home1 -0.0276275 0.1246543 -0.222 0.82478   
## post\_floyd1 0.2831971 0.1232375 2.298 0.02238 \*   
## t\_post\_floyd -0.0042185 0.0009803 -4.303 2.4e-05 \*\*\*  
## tmax\_f 0.0030664 0.0011011 2.785 0.00576 \*\*   
## snow\_in 0.0090765 0.0352209 0.258 0.79685   
## precip\_in -0.1058142 0.1163379 -0.910 0.36393   
## dark\_before\_12 -0.0069101 0.0183843 -0.376 0.70733   
## school 0.0016746 0.0447600 0.037 0.97019   
## uof\_lag 0.1588913 0.2575319 0.617 0.53780   
## stops\_lag -0.0541703 0.0476538 -1.137 0.25672   
## shoot\_lag 5.0560172 8.3311809 0.607 0.54447   
## dplyr::lag(murder\_rate, 1) -0.1388226 0.0625145 -2.221 0.02726 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1972 on 254 degrees of freedom  
## (44 observations deleted due to missingness)  
## Multiple R-squared: 0.3148, Adjusted R-squared: 0.277   
## F-statistic: 8.334 on 14 and 254 DF, p-value: 1.052e-14

# MPD Murders: Panel

# creation of mpd panel  
  
mpd\_panel <- mpd %>%  
 mutate(date=ymd\_hms(reportedDate),  
 year=isoyear(date),  
 week=isoweek(date)) %>%  
 st\_as\_sf(coords = c("X", "Y"), crs = "NAD83", remove=F) %>%  
 mutate(intersection = as.integer(st\_intersects(geometry, zcta)),   
 zcta = ifelse(is.na(intersection), NA, zcta$zcta[intersection])) %>%  
 st\_drop\_geometry() %>%  
 filter(!is.na(zcta)) %>%  
 filter(offense=="MURDR" & zcta %in% zcta\_universe) %>%  
 group\_by(year, zcta, week, .drop=F) %>%  
 tally(name = "murder") %>%  
 arrange(year, week, zcta) %>%  
 filter(year <= 2021 & year >= 2016) %>%  
 ungroup() %>%  
 complete(year, zcta = zcta\_universe, week = 1:52, fill = list(murder = 0)) %>%  
 select(year, week, zcta, murder) %>%  
 mutate(begin\_date = ISOweek2date(paste(year,   
 paste0("W",   
 sprintf("%02d", week)),  
 1,sep = "-")),  
 end\_date = begin\_date+weeks(1)-days(1),  
 stay\_at\_home = as.numeric(begin\_date >= as.Date("2020-03-28") & begin\_date <= as.Date("2020-05-28")),  
 state\_of\_emerg = as.numeric(begin\_date >= as.Date("2020-03-13")),  
 weeks\_post = as.numeric(begin\_date-as.Date("2020-05-25"))/7,  
 t\_post\_floyd = ifelse(weeks\_post >=0,  
 weeks\_post,  
 0),  
 post\_floyd = as.numeric(begin\_date >= as.Date("2020-05-25")),  
 post\_floyd\_3 = as.numeric(begin\_date >= as.Date("2020-05-25")+months(3)),  
 period = factor(case\_when(  
 post\_floyd==0 & post\_floyd\_3==0 ~ "Pre-Killing",  
 post\_floyd>=1 & post\_floyd\_3==0 ~ "0-3 Months Post-Killing",  
 post\_floyd>=1 & post\_floyd\_3>=1 ~ "3+ Months Post-Killing"),  
 levels = c("Pre-Killing", "0-3 Months Post-Killing", "3+ Months Post-Killing"))) %>%  
 left\_join(acs, by = c("zcta", "year")) %>%  
 mutate(murder\_rate = murder/total\_pop\*100000) %>%  
 left\_join(weather\_murder, by = c("year","week")) %>%  
 left\_join(sun\_series\_murder, by = c("year","week")) %>%  
 left\_join(school\_murder, by = c("year","week")) %>%  
 left\_join(uof\_spatial, by = c("year", "week", "zcta")) %>%  
 left\_join(stop\_spatial, by = c("year", "week", "zcta")) %>%  
 left\_join(ois\_spatial, by = c("year", "week", "zcta")) %>%  
 mutate(uof\_rate = total\_use\_of\_force/total\_pop\*1000,  
 stops\_rate = total\_police\_stops/total\_pop\*1000,  
 ois\_rate = total\_police\_shootings/total\_pop\*1000,  
 uof\_lag = dplyr::lag(uof\_rate, 1),  
 stops\_lag = dplyr::lag(stops\_rate, 1),  
 shoot\_lag = dplyr::lag(ois\_rate, 1),  
 t = row\_number())  
  
  
mpd\_zip\_level <- mpd\_panel %>%  
 group\_by(zcta, period) %>%  
 summarize(murder\_tot = mean(murder, na.rm = T),  
 total\_pop = mean(total\_pop, na.rm = T)) %>%  
 mutate(murder\_rate = (murder\_tot/total\_pop)\*100000) %>%  
 ungroup() %>%  
 left\_join(zcta, by = "zcta")

## `summarise()` has grouped output by 'zcta'. You can override using the  
## `.groups` argument.

ggplot() +  
 geom\_sf(data = mpd\_zip\_level, aes(geometry = geometry, fill = murder\_rate)) +   
 geom\_sf(data = mpls, aes(geometry = geometry), color = "black", alpha = 0)+  
 geom\_sf(data = gfs, aes(geometry = geometry), color = "black")+  
 geom\_text\_repel(data = gfs, aes(x=lon, y=lat, label = name),  
 size = 2,  
 fontface = "bold",  
 nudge\_x = .1, nudge\_y = -.1)+  
 facet\_wrap(~period)+  
 scale\_fill\_distiller(palette = "Spectral")+  
 labs(title = "Figure A2: Weekly Murder Rates by ZCTA and Period",   
 subtitle = "MPD Data",  
 fill = "Murder Rate/100,000")+  
 theme(axis.text.x = element\_blank(),  
 axis.text.y = element\_blank(),  
 axis.line = element\_blank(),  
 axis.ticks = element\_blank(),  
 panel.border = element\_blank(),  
 panel.grid = element\_blank(),  
 axis.title = element\_blank(),  
 panel.background = element\_blank(),  
 panel.grid.major = element\_line(colour="transparent"),   
 plot.subtitle = element\_text(face="italic"),  
 strip.background = element\_rect(fill = "white",   
 colour = "black"))
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mpd\_panel <- mpd\_panel %>%  
 mutate(state\_of\_emerg = as.factor(state\_of\_emerg),  
 stay\_at\_home = as.factor(stay\_at\_home),  
 post\_floyd = as.factor(post\_floyd),  
 post\_floyd\_3 = as.factor(post\_floyd\_3))  
  
#RE base model  
re\_base\_m <- lmer(murder\_rate~t+state\_of\_emerg+stay\_at\_home+  
 post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 uof\_lag+stops\_lag+shoot\_lag+  
 (1|zcta), data = mpd\_panel)

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

summary(re\_base\_m)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: murder\_rate ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + uof\_lag + stops\_lag + shoot\_lag + (1 | zcta)  
## Data: mpd\_panel  
##   
## REML criterion at convergence: 37566.2  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.944 -0.074 -0.025 0.015 33.225   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.5856 0.7653   
## Residual 32.7659 5.7241   
## Number of obs: 5926, groups: zcta, 23  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 3.065e-01 1.064e+00 4.566e+03 0.288 0.773317   
## t 1.067e-04 5.727e-05 5.572e+03 1.864 0.062426 .   
## state\_of\_emerg1 -3.317e-01 7.412e-01 5.885e+03 -0.448 0.654498   
## stay\_at\_home1 -3.308e-01 7.615e-01 5.874e+03 -0.434 0.664015   
## post\_floyd1 8.477e-01 7.781e-01 5.877e+03 1.089 0.276007   
## t\_post\_floyd -3.229e-02 2.663e-02 5.874e+03 -1.213 0.225310   
## tmax\_f 5.859e-03 7.024e-03 5.885e+03 0.834 0.404253   
## snow\_in -3.406e-02 2.213e-01 5.875e+03 -0.154 0.877652   
## precip\_in -7.428e-01 7.223e-01 5.873e+03 -1.028 0.303820   
## dark\_before\_12 -1.088e-01 1.198e-01 5.875e+03 -0.909 0.363561   
## school 1.284e-01 2.730e-01 5.877e+03 0.470 0.638130   
## uof\_lag -9.484e-02 2.835e-02 8.849e+02 -3.346 0.000855 \*\*\*  
## stops\_lag 1.991e-02 8.472e-03 8.345e+02 2.350 0.019029 \*   
## shoot\_lag 2.313e+00 5.985e+00 5.887e+03 0.387 0.699131   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

##   
## Correlation matrix not shown by default, as p = 14 > 12.  
## Use print(x, correlation=TRUE) or  
## vcov(x) if you need it

## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling

re\_base\_nopol\_m <- lmer(murder\_rate~t+state\_of\_emerg+stay\_at\_home+  
 post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 (1|zcta), data = mpd\_panel)

## Warning: Some predictor variables are on very different scales: consider  
## rescaling  
  
## Warning: Some predictor variables are on very different scales: consider  
## rescaling

summary(re\_base\_nopol\_m)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: murder\_rate ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + (1 | zcta)  
## Data: mpd\_panel  
##   
## REML criterion at convergence: 37590.7  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -0.712 -0.076 -0.026 0.012 33.273   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.4733 0.688   
## Residual 32.8428 5.731   
## Number of obs: 5929, groups: zcta, 23  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 2.369e-01 1.062e+00 5.315e+03 0.223 0.8235   
## t 1.280e-04 5.689e-05 5.612e+03 2.251 0.0245 \*  
## state\_of\_emerg1 -4.280e-01 7.416e-01 5.904e+03 -0.577 0.5638   
## stay\_at\_home1 -2.623e-01 7.621e-01 5.896e+03 -0.344 0.7308   
## post\_floyd1 8.870e-01 7.786e-01 5.896e+03 1.139 0.2547   
## t\_post\_floyd -3.328e-02 2.659e-02 5.896e+03 -1.252 0.2107   
## tmax\_f 5.708e-03 7.025e-03 5.899e+03 0.812 0.4166   
## snow\_in -2.804e-02 2.214e-01 5.897e+03 -0.127 0.8992   
## precip\_in -7.552e-01 7.230e-01 5.896e+03 -1.045 0.2963   
## dark\_before\_12 -1.024e-01 1.199e-01 5.897e+03 -0.854 0.3930   
## school 1.244e-01 2.730e-01 5.896e+03 0.456 0.6487   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) t stt\_\_1 sty\_\_1 pst\_f1 t\_pst\_ tmax\_f snow\_n prcp\_n  
## t -0.246   
## stat\_f\_mrg1 -0.056 -0.209   
## stay\_at\_hm1 0.006 -0.001 -0.817   
## post\_floyd1 0.043 -0.025 -0.786 0.656   
## t\_post\_flyd 0.225 0.012 -0.177 0.176 -0.349   
## tmax\_f -0.886 0.139 0.065 -0.025 -0.105 -0.119   
## snow\_in -0.321 -0.057 0.072 -0.041 -0.039 -0.089 0.469   
## precip\_in -0.007 0.004 -0.040 0.043 0.027 0.065 -0.218 -0.224   
## dark\_bfr\_12 -0.925 0.088 0.086 0.016 -0.016 -0.273 0.754 0.197 0.036  
## school -0.138 0.035 -0.017 -0.069 0.067 -0.082 0.164 0.107 0.020  
## dr\_\_12  
## t   
## stat\_f\_mrg1   
## stay\_at\_hm1   
## post\_floyd1   
## t\_post\_flyd   
## tmax\_f   
## snow\_in   
## precip\_in   
## dark\_bfr\_12   
## school -0.084  
## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling

re\_int\_m <- lmer(murder\_rate~t+state\_of\_emerg+stay\_at\_home+  
 post\_floyd+t\_post\_floyd+  
 tmax\_f+snow\_in+precip\_in+dark\_before\_12+school+  
 uof\_lag+stops\_lag+shoot\_lag+  
 med\_hh\_inc+  
 black\_pop+  
 post\_floyd:black\_pop+  
 (1|zcta), data = mpd\_panel)

## Warning: Some predictor variables are on very different scales: consider  
## rescaling

## boundary (singular) fit: see help('isSingular')

## Warning: Some predictor variables are on very different scales: consider  
## rescaling

summary(re\_int\_m)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: murder\_rate ~ t + state\_of\_emerg + stay\_at\_home + post\_floyd +   
## t\_post\_floyd + tmax\_f + snow\_in + precip\_in + dark\_before\_12 +   
## school + uof\_lag + stops\_lag + shoot\_lag + med\_hh\_inc + black\_pop +   
## post\_floyd:black\_pop + (1 | zcta)  
## Data: mpd\_panel  
##   
## REML criterion at convergence: 34801.3  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -1.272 -0.076 -0.026 0.012 33.094   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## zcta (Intercept) 0.00 0.00   
## Residual 33.99 5.83   
## Number of obs: 5458, groups: zcta, 21  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 4.613e-01 1.163e+00 5.441e+03 0.397 0.6917   
## t 1.028e-04 6.101e-05 5.441e+03 1.684 0.0922 .   
## state\_of\_emerg1 -2.644e-01 7.894e-01 5.441e+03 -0.335 0.7377   
## stay\_at\_home1 -3.333e-01 8.117e-01 5.441e+03 -0.411 0.6813   
## post\_floyd1 8.087e-01 8.863e-01 5.441e+03 0.912 0.3616   
## t\_post\_floyd -3.959e-02 2.836e-02 5.441e+03 -1.396 0.1628   
## tmax\_f 4.631e-03 7.442e-03 5.441e+03 0.622 0.5338   
## snow\_in -2.778e-02 2.352e-01 5.441e+03 -0.118 0.9060   
## precip\_in -8.566e-01 7.670e-01 5.441e+03 -1.117 0.2641   
## dark\_before\_12 -1.319e-01 1.269e-01 5.441e+03 -1.040 0.2985   
## school 1.999e-01 2.896e-01 5.441e+03 0.690 0.4902   
## uof\_lag -3.625e-02 2.632e-02 5.441e+03 -1.377 0.1686   
## stops\_lag 7.362e-02 9.324e-03 5.441e+03 7.895 3.48e-15 \*\*\*  
## shoot\_lag 2.586e+00 6.090e+00 5.441e+03 0.425 0.6712   
## med\_hh\_inc -2.748e-06 4.308e-06 5.441e+03 -0.638 0.5235   
## black\_pop 4.716e-04 7.637e-03 5.441e+03 0.062 0.9508   
## post\_floyd1:black\_pop 1.518e-02 1.667e-02 5.441e+03 0.911 0.3625   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

##   
## Correlation matrix not shown by default, as p = 17 > 12.  
## Use print(x, correlation=TRUE) or  
## vcov(x) if you need it

## fit warnings:  
## Some predictor variables are on very different scales: consider rescaling  
## optimizer (nloptwrap) convergence code: 0 (OK)  
## boundary (singular) fit: see help('isSingular')

plot\_model(re\_int\_m,   
 terms = c("post\_floyd", "black\_pop", "t[245.5]", "t\_post\_floyd[15.5]"),  
 type = "pred",   
 ci.lvl = 0.95,  
 mdrt.values = "meansd",  
 title = "Figure A3: Post-Killing X Percent Black Interaction Plot",  
 axis.title = c("Post-Killing","Murder Rate per 100,000"))+  
 theme\_sjplot()+  
 ggplot2::labs(colour = "Percent Black")
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# Appendix Tables

class(re\_base\_nopol\_m) <- "lmerMod"  
class(re\_base\_m) <- "lmerMod"  
class(re\_int\_m) <- "lmerMod"  
  
stargazer(ts\_ar1\_m, ts\_ar1\_pol\_m, re\_base\_nopol\_m, re\_base\_m, re\_int\_m,  
 title = "Interrupted Time Series Models of the Murder Rate",  
 covariate.labels = c("T","COVID - State of Emergency",   
 "COVID - Stay at Home",  
 "Post-Killing", "T Post-Killing",  
 "MPD Use of Force t-1", "MPD Stops t-1",  
 "MPD OIS t-1",   
 "AR(1)",  
 "Median HH Income",  
 "Percent Black",  
 "Post-Killing X Percent Black"),  
 header = F,  
 dep.var.caption = "Murder Rate",  
 dep.var.labels = "Rate per 100,000",  
 model.names = FALSE,  
 column.labels = c("AR(1) TSR","AR(1) TSR",   
 "RE HLM","RE HLM", "RE HLM +Int."),  
 report = "vcs",  
 ci=TRUE,   
 ci.level=0.95,   
 ci.separator = "|",  
 notes = "95\\% Confidence Intervals in parentheses",  
 single.row = F,  
 font.size="scriptsize",   
 no.space = T,   
 column.sep.width = "0.01pt",  
 omit = c("tmax\_f", "snow\_in","precip\_in","dark\_before\_12","school"),  
 omit.stat = c("adj.rsq"),  
 #star.cutoffs = c(.05, .01, .001), star.char = c("\*","\*\*","\*\*\*"),  
 add.lines = list(c("SD(ZCTA)", "","", .904, .922, .504),  
 c("SD(Residual)", "","", 5.352, 5.364, 5.577)),  
 notes.label = "Models include controls for seasonality.",  
 notes.append = F)

class(re\_base\_u) <- "lmerMod"  
class(re\_base\_u\_nopol) <- "lmerMod"  
class(re\_int\_u) <- "lmerMod"  
  
stargazer(ts\_ar1\_u, ts\_ar1\_pol\_u, re\_base\_u\_nopol,re\_base\_u, re\_int\_u,  
 title = "Interrupted Time Series Models of Firearm Assault+Unintentional Injuries",  
 covariate.labels = c("T","COVID - State of Emergency",   
 "COVID - Stay at Home",  
 "Post-Killing", "T Post-Killing",  
 "MPD Use of Force t-1", "MPD Stops t-1",  
 "MPD OIS t-1",   
 "AR(1)",  
 "Median HH Income",  
 "Percent Black",  
 "Post-Killing X Percent Black"),  
 header = F,  
 dep.var.caption = "Firearm Assault+Unintentional Injuries",  
 dep.var.labels = "Rate per 100,000",  
 model.names = FALSE,  
 column.labels = c("AR(1) TSR","AR(1) TSR",   
 "RE HLM","RE HLM", "RE HLM +Int."),  
 report = "vcs",  
 ci=TRUE,   
 ci.level=0.95,   
 ci.separator = "|",  
 notes = "95\\% Confidence Intervals in parentheses",  
 single.row = F,  
 font.size="scriptsize",   
 no.space = T,   
 column.sep.width = "0.01pt",  
 omit = c("tmax\_f", "snow\_in","precip\_in","dark\_before\_12","school"),  
 omit.stat = c("adj.rsq"),  
 #star.cutoffs = c(.05, .01, .001), star.char = c("\*","\*\*","\*\*\*"),  
 add.lines = list(c("SD(ZCTA)", "","", 1.779, 1.916, 1.449),  
 c("SD(Residual)", "","", 8.493, 8.494, 8.704)),  
 notes.label = "Models include controls for seasonality.",  
 notes.append = F)

class(re\_base\_d\_nopol) <- "lmerMod"  
class(re\_base\_d) <- "lmerMod"  
class(re\_int\_d) <- "lmerMod"  
  
stargazer(ts\_ar1\_d, ts\_ar1\_pol\_d, re\_base\_d\_nopol, re\_base\_d, re\_int\_d,  
 title = "Interrupted Time Series Models of Firearm Undetermined Injuries",  
 covariate.labels = c("T","COVID - State of Emergency",   
 "COVID - Stay at Home",  
 "Post-Killing", "T Post-Killing",  
 "MPD Use of Force t-1", "MPD Stops t-1",  
 "MPD OIS t-1",   
 "AR(1)",  
 "Median HH Income",  
 "Percent Black",  
 "Post-Killing X Percent Black"),  
 header = F,  
 dep.var.caption = "Firearm Undetermined Injuries",  
 dep.var.labels = "Rate per 100,000",  
 model.names = FALSE,  
 column.labels = c("AR(1) TSR","AR(1) TSR",   
 "RE HLM","RE HLM", "RE HLM +Int."),  
 report = "vcs",  
 ci=TRUE,   
 ci.level=0.95,   
 ci.separator = "|",  
 notes = "95\\% Confidence Intervals in parentheses",  
 single.row = F,  
 font.size="scriptsize",   
 no.space = T,   
 column.sep.width = "0.1pt",  
 omit = c("tmax\_f", "snow\_in","precip\_in","dark\_before\_12","school"),  
 omit.stat = c("adj.rsq"),  
 #star.cutoffs = c(.05, .01, .001), star.char = c("\*","\*\*","\*\*\*"),  
 add.lines = list(c("SD(ZCTA)", "","", .046, .046, .037),  
 c("SD(Residual)", "","", .442, .444, .462)),  
 notes.label = "Models include controls for seasonality.",  
 notes.append = F)

class(re\_base\_b\_nopol) <- "lmerMod"  
class(re\_base\_b) <- "lmerMod"  
class(re\_int\_b) <- "lmerMod"  
  
stargazer(ts\_b, ts\_b\_pol, re\_base\_b\_nopol, re\_base\_b, re\_int\_b,  
 title = "Interrupted Time Series Models of Firearm Assault Injuries",  
 covariate.labels = c("T","COVID - State of Emergency",   
 "COVID - Stay at Home",  
 "Post-Killing",   
 "1 Month Post","2 Months Post","3 Months Post",  
 "4 Months Post","5 Months Post","6 Months Post",  
 "7+ Months Post",  
 "MPD Use of Force t-1", "MPD Stops t-1",  
 "MPD OIS t-1",   
 "AR(1)",  
 "Median HH Income",  
 "Percent Black",  
 "Post-Killing X Percent Black"),  
 header = F,  
 dep.var.caption = "Firearm Assault Injuries",  
 dep.var.labels = "Rate per 100,000",  
 model.names = FALSE,  
 column.labels = c("AR(1) TSR","AR(1) TSR",   
 "RE HLM","RE HLM", "RE HLM +Int."),  
 report = "vcs",  
 ci=TRUE,   
 ci.level=0.95,   
 ci.separator = "|",  
 notes = "95\\% Confidence Intervals in parentheses",  
 single.row = F,  
 font.size="scriptsize",   
 no.space = T,   
 column.sep.width = "0.1pt",  
 omit = c("tmax\_f", "snow\_in","precip\_in","dark\_before\_12","school"),  
 omit.stat = c("adj.rsq"),  
 #star.cutoffs = c(.05, .01, .001), star.char = c("\*","\*\*","\*\*\*"),  
 add.lines = list(c("SD(ZCTA)", "","", .817, .922, .504),  
 c("SD(Residual)", "","", 5.353, 5.364, 5.578)),  
 notes.label = "Models include controls for seasonality.",  
 notes.append = F)