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library(ggplot2)  
library(MASS)  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v tibble 3.0.5 v dplyr 1.0.3  
## v tidyr 1.1.2 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.1  
## v purrr 0.3.4

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x dplyr::select() masks MASS::select()

library(dplyr)  
library(sqldf)

## Loading required package: gsubfn

## Loading required package: proto

## Loading required package: RSQLite

library(data.table)

##   
## Attaching package: 'data.table'

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

## The following object is masked from 'package:purrr':  
##   
## transpose

library(ggtext)  
library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

library(gtable)  
library(cowplot)  
library(grid)  
library(egg)  
library(e1071)  
setwd('D:/Statistical Methods/Project')  
dataFromCSV<-read.csv("ArticleLevel-RegData-ALLSA\_Xc\_1\_NData\_655386\_LONGXCIP2.csv")  
  
fd<-dataFromCSV %>%  
 group\_by(Yp, NSAp, Zp>0) %>%  
 summarise(  
 cnt = n()  
 ) %>%  
 filter(  
 Yp>1979  
 )

## `summarise()` has grouped output by 'Yp', 'NSAp'. You can override using the `.groups` argument.

yrcnt = NULL  
years = 1980:2018  
  
for (i in 1:length(years)){  
 hht <- filter(fd, Yp==i+1979)  
 yrcnt[i] <- ( sum(hht[4]))  
}  
  
  
  
######################################  
# FIGURE 2A - 2nd Graph CIP Categories  
######################################  
  
# Specify years and categories to analyze  
years <- 1980:2018  
cats <- 1:4  
  
# Store CIP values of all categories from CSV data  
CIPp<-dataFromCSV %>%  
 group\_by(Yp, NCIPp, Zp>0) %>%  
 summarise(  
 cnt = n()  
 ) %>%  
 filter(  
 Yp>1979  
 )

## `summarise()` has grouped output by 'Yp', 'NCIPp'. You can override using the `.groups` argument.

# Create matrix to store CIP papers in specified categories by years  
yrCIPcat <- matrix(data=NA,nrow= length(cats)\*2, ncol=length(years) )  
  
# Create vectors to store total CIP papers with below average citations in specified categories by years  
yrCIPtotNEG <- matrix(data=NA, nrow = 1, ncol = length(years))  
# Create vectors to store total CIP papers with above average citations in specified categories by years  
yrCIPtotPOS <- matrix(data=NA, nrow = 1, ncol = length(years))  
  
# create negative & positive arrays to store values from yrCIPcat  
negarr\_CIP <- (cats-1)\*2+1  
posarr\_CIP <- (cats)\*2  
  
zer <- matrix(data = 0, nrow = 8, ncol = 4)  
tt2 <- tibble(Yp =(Yp = zer[1:8]), NCIPp=as.integer(0),   
 'Zp > 0'=FALSE, cnt= as.integer(0))  
  
for (i in 1:length(years)){  
 tt <- filter(CIPp, Yp == (i+1979) )  
 if (dim(tt)[1] < 8){  
 tt2 <- tibble(Yp = as.integer(zer[(8-dim(tt)[1]):8]), NCIPp=as.integer(0),   
 'Zp > 0'=FALSE, cnt= as.integer(0))  
 tt <- tt %>% full\_join(tt2,by=NULL)  
 }  
 for (j in 1:dim(tt)[1]){  
 if (j>8){  
 next  
 }  
   
 yrCIPcat[j,i] <- tt[[j,4]]  
   
 }   
 yrCIPtotNEG[1,i] <- sum(yrCIPcat[negarr\_CIP,i])  
 yrCIPtotPOS[1,i] <- sum(yrCIPcat[posarr\_CIP,i])  
}

## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")

## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")  
## Joining, by = c("Yp", "NCIPp", "Zp > 0", "cnt")

colnames(yrCIPcat) <- c(1980:2018)  
rownames(yrCIPcat) <- c("CIP1 Zp-", "CIP1 Zp+", "CIP2 Zp-", "CIP2 Zp+", "CIP3 Zp-", "CIP3 Zp+", "CIP4 Zp-", "CIP4 Zp+")  
colnames(yrCIPtotNEG) <- paste(1980:2018, "Neg Cite.")  
colnames(yrCIPtotPOS) <- paste(1980:2018, "Pos Cite.")  
  
CIPpercTotNEG <- matrix(data=NA, nrow = length(cats), ncol = length(years))  
CIPpercTotPOS <- matrix(data=NA, nrow = length(cats), ncol = length(years))  
  
for (i in 1:length(years)){  
 for (j in 1:length(cats) ) {  
 CIPpercTotNEG[j,i] <- yrCIPcat[((j-1)\*2+1),i]/yrCIPtotNEG[1,i]  
 CIPpercTotPOS[j,i] <- yrCIPcat[(j\*2),i]/yrCIPtotPOS[1,i]  
 }  
}  
  
colnames(CIPpercTotNEG) <- c(1980:2018)  
colnames(CIPpercTotPOS) <- c(1980:2018)  
  
rownames(CIPpercTotNEG) <- c("CIP1 Zp- %", "CIP2 Zp- %", "CIP3 Zp- %", "CIP4 Zp- %")  
rownames(CIPpercTotPOS) <- c("CIP1 Zp+ %", "CIP2 Zp+ %", "CIP3 Zp+ %", "CIP4 Zp+ %")  
  
years <- 1980:2018  
  
  
#Plotting for CIP  
  
  
  
  
cp1 = data.frame(years=years, Fraction = (CIPpercTotPOS[1,]))  
cp2 = data.frame(years=years, Fraction = (CIPpercTotPOS[2,]))  
cp3 = data.frame(years=years, Fraction = (CIPpercTotPOS[3,]))  
cp4 = data.frame(years=years, Fraction = (CIPpercTotPOS[4,]))  
  
  
cn1 = data.frame(years=years, Fraction = (CIPpercTotNEG[1,]))  
cn2 = data.frame(years=years, Fraction = (CIPpercTotNEG[2,]))  
cn3 = data.frame(years=years, Fraction = (CIPpercTotNEG[3,]))  
cn4 = data.frame(years=years, Fraction = (CIPpercTotNEG[4,]))  
  
ce1<-ggplot()+geom\_line(data=cp1, mapping = aes(x=years,y=Fraction), size=0.5, color="grey30") + geom\_line(data=cp2, mapping = aes(x=years,y=Fraction), size=0.5, color="grey69") +  
 geom\_line(data=cp3, mapping = aes(x=years,y=Fraction), size=0.5, color="royalblue") + geom\_line(data=cp4, mapping = aes(x=years,y=Fraction), size=0.5, color="blue") +  
 geom\_line(data=cn1, mapping = aes(x=years,y=Fraction), linetype = "dashed", size=0.5, color="grey30") + geom\_line(data=cn2, mapping = aes(x=years,y=Fraction), linetype = "dashed", size=0.5, color="grey69") +  
 geom\_line(data=cn3, mapping = aes(x=years,y=Fraction), linetype = "dashed", size=0.5, color="royalblue") + geom\_line(data=cn4, mapping = aes(x=years,y=Fraction), linetype = "dashed", size=0.5, color="blue")  
  
ce2<-ce1+theme\_bw() + theme(panel.border = element\_rect(colour = "black", fill=NA, size=1), panel.grid.major = element\_blank(),  
 panel.grid.minor = element\_blank(), axis.line = element\_line(colour = "black"),  
 axis.text.x = element\_text(size=10))   
ce3<-ce2+scale\_x\_continuous(limits=c(1980, 2020), breaks=seq(1980, 2020, 5))+scale\_y\_continuous(limits=c(0.0, 1.0), breaks=seq(0.0, 1.0, 0.2))  
  
  
ce4<-ce3+labs(title = "", x = "", y = "")  
  
  
ce5<-ce4 +annotation\_custom(  
 ggplotGrob(ce4+annotation\_logticks() +  
 scale\_y\_log10(limits = c(NA,0.1))+scale\_x\_continuous(limits=c(1980, 2020), breaks=seq(1980, 2020, 10))),  
 xmin = 1983, xmax = 2007, ymin = 0.23, ymax = 0.8)

## Scale for 'y' is already present. Adding another scale for 'y', which will  
## replace the existing scale.

## Scale for 'x' is already present. Adding another scale for 'x', which will  
## replace the existing scale.

## Warning: Transformation introduced infinite values in continuous y-axis  
  
## Warning: Transformation introduced infinite values in continuous y-axis  
  
## Warning: Transformation introduced infinite values in continuous y-axis  
  
## Warning: Transformation introduced infinite values in continuous y-axis

## Warning: Removed 39 row(s) containing missing values (geom\_path).

## Warning: Removed 24 row(s) containing missing values (geom\_path).

## Warning: Removed 39 row(s) containing missing values (geom\_path).

## Warning: Removed 13 row(s) containing missing values (geom\_path).

ce6<-ce5+theme(legend.title = element\_text(size=12, color = "salmon", face="bold"),  
 legend.justification=c(0,1),   
 legend.position=c(0.05, 0.95),  
 legend.background = element\_blank(),  
 legend.key = element\_blank()) +   
 labs(subtitle="Cross-Discipline(CIP)")  
  
ce6

![](data:image/png;base64,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)