# I. Backtracking and Recursive

## Bài 1: 9x9 Square

Cho một bảng hình vuông kích thước 9x9, mỗi ô của bảng là một số nguyên từ 1 tới 9 hoặc rỗng. Bảng này có thể xem là 9 hình vuông con mỗi hình là một bảng nhỏ hơn có kích thước 3x3. Hãy điền các số từ 1 tới 9 vào bảng sao cho:

1. Không hàng nào chứa hai số giống nhau
2. Không cột nào chứa hai số giống nhau
3. Không hình vuông con nào chứa hai số giống nhau

Có thể giả sử bài toán chỉ có một nghiệm duy nhất hoặc vô nghiệm, trong trường hợp có nghiệm hãy in ra nghiệm đó.

### Input

Dữ liệu của chương trình được cho trong một file text theo định dạng sau: dòng đầu là một số nguyên N (tương ứng với số test trong file), mỗi test được ghi trên 9 dòng, mỗi dòng gồm 9 số, các số từ 1 tới 9 tương ứng với các ô có số còn các số 0 tương ứng với ô trống.

### Output

Kết quả xử lý của chương trình ghi vào một file text, với mỗi test cần ghi kết qủa tìm được và số thứ tự của test.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **0 0 0 9 1 0 0 0 6**  **4 0 6 8 0 5 0 0 0**  **0 2 0 4 6 0 0 7 0**  **0 4 1 0 0 0 0 0 0**  **2 0 5 0 0 0 4 0 3**  **0 0 0 0 0 0 2 5 0**  **0 1 0 0 4 8 0 3 0**  **0 0 0 3 0 1 5 0 7**  **7 0 0 0 5 6 0 0 0**  **2 0 0 0 8 5 0 0 0**  **9 5 0 0 0 6 0 7 0**  **0 0 0 0 0 0 4 3 0**  **0 6 0 0 0 0 8 0 0**  **4 0 0 8 0 1 0 0 2**  **0 0 9 0 0 0 0 4 0**  **0 7 6 0 0 0 0 0 0**  **0 2 0 1 0 0 0 9 7**  **0 0 0 2 5 0 0 0 0** | **Instance 1:**  **8 5 7 9 1 2 3 4 6**  **4 3 6 8 7 5 9 1 2**  **1 2 9 4 6 3 8 7 5**  **3 4 1 5 2 9 7 6 8**  **2 6 5 1 8 7 4 9 3**  **9 7 8 6 3 4 2 5 1**  **5 1 2 7 4 8 6 3 9**  **6 8 4 3 9 1 5 2 7**  **7 9 3 2 5 6 1 8 4**  **Instance 2:**  **No solution.** |

## Bài 2: Dãy số Anti-Prim

Cho một dãy các số nguyên liên tiếp n, n+1, n+2, …, m, một dãy số anti-prime là một hoán vị của các số nguyên trên sao cho mỗi cặp số nguyên liên tiếp tạo thành một hợp số (không phải là số nguyên tố). Chẳng hạn nếu n = 1 và m = 10 một dãy anti-prime theo định nghĩa trên là 1, 3, 5, 4, 2, 6, 9, 7, 8, 10. Đây cũng là dãy đầu tiên theo thứ tự từ điển với n = 1 và m = 10.

Chúng ta có thể mở rộng khái niệm trên bằng cách định nghĩa bậc d của một dãy anti-prim là số nguyên mà trong đó tất cả các dãy gồm 2, 3, …, d phần tử liên tiếp của dãy tạo thành một hợp số. Dãy trên có bậc là 2 nhưng không thể là bậc 3 vì 5, 4, 2 tạo thành tổng là 11 là một số nguyên tố. Dãy anti-prime bậc 3 đầu tiên là 1, 3, 5, 4, 6, 2, 10, 8, 7, 9.

### Input

Dữ liệu input của chương trình được cho trong một file text (có thể gồm nhiều test). Mỗi test gồm 3 số nguyên n, m, d được ghi trên 1 dòng trong đó (1 ≤ n< m ≤ 1000, 2 ≤ d ≤ 10). Dòng gồm 3 số 0 là kết thúc của file input.

### Output

Với mỗi test trong file input hãy đưa ra dãy anti-prim có bậc tương ứng tìm được, nếu có nhiều kết quả thì in ra dãy đầu tiên theo thứ tự từ điển còn nếu không tìm được thì in ra thông báo “Khong tim duoc day anti-prim”.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **1 10 2**  **1 10 3**  **1 10 5**  **40 60 7**  **0 0 0** | **1,3,5,4,2,6,9,7,8,10**  **1,3,5,4,6,2,10,8,7,9**  **No anti-prime sequence exists.**  **40,41,43,42,44,46,45,47,48,50,55,53,52,60,56,49,51,59,58,57,54** |

## Bài 3: Dãy số (Numerical Sequence)

Một dãy số nguyên được gọi là dãy palindrome nếu như nó là một dãy đối xứng (thứ tự các phần tử từ trái qua phải giống thứ tự các phần tử từ phải qua trái). Chẳng hạn các dãy {1, 2, 1}, {15, 78, 78, 15}, {112} là các dãy palindrome nhưng các dãy {1, 2, 2}, {15, 78, 87, 15}, {112, 2, 1} không là các dãy palindrome.

Cho một dãy số nguyên (tối đa 50 phần tử, mỗi phần tử có giá trị tối đa là 10000) có thể thay hai số nguyên liên tiếp (cạnh nhau) bằng tổng của chúng. Hãy viết chương trình xác định xem số thao tác thay thế ít nhất là bao nhiêu để nhận được một dãy số palindrome.

### Input

Dữ liệu của chương trình được cho trong một file text, các số nguyên ngăn cách với nhau bằng 1 dấu phẩy.

### Output

Đưa ra số thao tác thay thế ít nhất.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **15,78,78,15** | **0** |
| **1,1,1,3** | **2** |
| **15,78,87,51** | **3** |
| **3,23,21,23,42,39,63,76,13,13,13,32,12,42,26** | **8** |

## Bài 4: Truckload

Hãy tưởng tượng chúng ta có một đống các thùng hàng cần phải chuyển tới kho hàng bằng các xe tải (truck). Tuy nhiên một xe tải không thể chở quá nhiều thùng hàng nên kế hoạch chuyển đồ là chia đôi các đống hàng thành các đống nhỏ hơn cho tới khi có thể cho lên xe tải. Tất nhiên trong quá trình chia này chúng ta có thể phải chia thành hai đống không bằng nhau (chênh lệch 1 thùng hàng). Hãy viết chương trình xác định xem cần bao nhiều xe tải cần để chuyển hết các thùng hàng tới kho hàng.

### Input

Dữ liệu của chương trình được cho trong một file text, có thể gồm nhiều test. Mỗi test gồm 2 số nguyên được ghi trên 2 dòng, dòng đầu là số các thùng hàng cần chuyền (lớn hơn 1 và nhỏ hơn hoặc bằng 10000), dòng thứ hai là số thùng hàng mà một xe tải có thể chở được.

### Output

Với mỗi test cần đưa ra số các xe tải cần thiết để chuyển các thùng hàng về kho.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **14**  **3** | **6** |
| **15**  **1** | **15** |
| **1024**  **5** | **256** |

## Bài 5: Path (not available)

Cho một bảng hình chữ nhật có kích thước MxN (1 ≤ M, N ≤ 50) gồm các ô nhỏ kích thước 1x1. Ban đầu một con robot xuất phát tại ô (1,1) của bảng, mỗi bước con robot chỉ có thể đi sang phải hoặc xuống ô bên dưới ngay sát nó. Hãy viết chương trình tính xem có bao nhiêu cách để con robot có thể đi đến ô đích là ô ở hàng cuối cùng bên phải (ô (M, N)).

### Input

Dữ liệu của chương trình được cho trong 1 file text, có thể có nhiều test, mỗi test gồm 2 số nguyên M, N được ghi trên 1 dòng ngăn cách với nhau bằng 1 dấu cách.

### Output

Với mỗi test kết quả xử lý ghi trên 1 dòng của file text kết quả.

### Ví dụ

(Not available)

## Bài 6: Dãy số (step sequence number) (not available)

Một dãy số nguyên được gọi là một step sequence nếu như mỗi phần tử của nó sai khác so với các phần tử cạnh nó 1 đơn vị. Chẳng hạn sau đây là các dãy số step sequence:

1 2 3 4 3

1 2 1 2 3

1 2 3 2 1

1 2 1 2 1

0 1 2 1 2

Nhưng các dãy sau không phải là các step sequence:

1 2 3 3 4

1 0 4 2 1

1 1 1 1 1

Hãy viết chương trình đếm xem dãy các số nguyên từ 0 tới N (N ≤ 20 và nhập vào từ bàn phím) có bao nhiên dãy step sequence.

### Input và output

Nhập dữ liệu từ bàn phím và ghi kết quả ra màn hình.

### Ví dụ

Với N = 4 kết quả là 3125.

## Bài 7: Bảng nhị phân

Trên một bảng hình vuông kích thước 6x6 người ta đặt các số 0 và 1 tại các ô của bảng. Khi đó chúng ta sẽ có 12 số nguyên được viết dưới dạng nhị phân 6 bit trên 6 hàng và 6 cột của bảng. Gọi các số trên các hàng lần lượt là H1, H2, .., H6 và trên các cột lần lượt là V1, V2, .., V6. Hãy viết chương trình điền các số nhị phân vào các ô của bảng sao cho các số H1, H2, .., H6, V1, V2, .., V6 là khác nhau và tuân theo một thứ tự xắp xếp tăng dần cho trước.

### Input

Dữ liệu của chương trình được cho trong một file text gồm nhiều test, mỗi test được ghi trên một dòng gồm các xâu là tên của các số của bảng nhị phân ngăn cách với nhau bằng 1 dấu cách.

### Output

Với mỗi test hãy ghi kết quả xử lý là 6 hàng của bảng nhị phân kết quả trên 6 dòng của file output.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **V2 V5 H4 V6 H5 H3 V4 H1 V3 V1 H6 H2** | **101100 111011 100011 011101 011111 111010** |
| **V4 H4 H2 V1 H5 V6 H6 H3 V3 H1 V2 V5** | **111011 011110 110011 011011 101100 101111** |
| **H3 H4 V4 V3 H2 V5 V6 H6 V1 H5 H1 V2** | **110001 011110 001110 010010 101010 100010** |

## Bài 8: Lấy bài

Có một số quân bài xếp theo một hàng trên một chiếc bàn, trên mỗi quân bài người ta viết 3 chữ cái viết hoa trong bảng chữ cái tiếng Anh (từ A tới Z). Giữa hai quân bài người ta định nghĩa mức tương đồng của chúng dựa trên các chữ cái viết trên đó, chẳng hạn các quân bài “ABC” và “ACD” có độ tương đồng là 2 vì chúng có 2 chữ cái chung, các quân bài “ABC” và “DFE” có độ tương đồng là 0 vì chúng không có chữ cái nào chung.

Chúng ta có thể loại bỏ một quân bài nếu như độ tương đồng của hai quân bài liền ngay trái và phải của nó có độ tương đồng lớn hơn hoặc bằng 2, và khi 1 quân bài bị loại bỏ các quân bài hàng xóm của nó sẽ trở thành hai hàng xóm của nhau. Các quân bài ở hai đầu tất nhiên không bao giờ bị loại bỏ.

Hãy viết chương trình xác định xem chúng ta có thể loại bỏ tối đa bao nhiêu quân bài.

### Input

Dữ liệu input của chương trình được cho trong một file text gồm các chữ cái được ghi trên các quân bài, mỗi quân bài sẽ được ghi trên 1 dòng riêng biệt (số lượng các quân bài tối đa là 50, các chữ cái trên các quân bài là khác nhau).

### Output

Với mỗi test hãy đưa ra số lượng các quân bài lớn nhất có thể loại bỏ.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **ABC**  **CDE**  **ABC**  **CDE**  **ABC** | **3** |
| **ABC ABC ABC** | **1** |
| **CFA EDA DBC FEA BDA BFE CFD FBE EBD CAD** | **8** |

## Bài 9: A Knight’s Journey

Cho một bàn cờ có kích thước pxq (1 ≤ p, q ≤ 26) trong đó p là số hàng của bàn cờ đánh số từ 1, q là số cột của bàn cờ đánh số bằng các ký tự hoa bắt đầu từ A. Mỗi ô của bàn cờ được mô tả theo các đánh số trên với 1 ký tự tương ứng với cột sau đó là 1 số nguyên tương ứng với chỉ số hàng Hãy tìm một hành trình xuất phát từ 1 điểm bất kỳ đi qua tất cả các ô trên bàn cờ, mỗi lần 1 ô. Cách di chuyển của quân mã trên bàn cờ giống như các di chuyển thông thường trên bàn cờ quốc tế.

### Input

File input có thể gồm nhiều test, dòng đầu tiên của file là số nguyên tương ứng với số test trong file. Mỗi test gồm 2 số nguyên tương ứng với p và q được ghi trên một dòng riêng biệt.

### Output

Với mỗi test hãy đưa ra đường đi của quân mã gồm vị trí liên tiếp trên đường đi tìm được. Nếu không tìm được đường đi kết quả là xâu “Vo nghiem”.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3**  **1 1**  **2 3**  **4 3** | **Test #1:**  **A1**  **Test #2:**  **Vo nghiem**  **Test #3:**  **A1B3C1A2B4C2A3B1C3A4B2C4** |

## Bài 10: Checker Challenge

Cho bảng kích thước 6x6 dưới đây:

**1 2 3 4 5 6**

**-------------------------**

**1 | | x | | | | |**

**-------------------------**

**2 | | | | x | | |**

**-------------------------**

**3 | | | | | | x |**

**-------------------------**

**4 | x | | | | | |**

**-------------------------**

**5 | | | x | | | |**

**-------------------------**

**6 | | | | | x | |**

**-------------------------**

Trong 6x6 = 36 ô của bảng có 6 ô được điền bởi các dấu **x** với các đặt điểm sau: mỗi hàng, mỗi cột chỉ có 1 dấu **x**, mỗi đường chéo (không chỉ tính hai đường chéo chính) không chứa nhiều hơn 1 dấu **x**. Bảng trên có thể được mô tả bởi 6 số 2, 4, 6, 1, 3, 5 với ý nghĩa là dấu **x** ở hàng 1 tương ứng với chỉ số cột bằng 2, dấu **x** ở hàng 2 tương ứng với chỉ số cột là 4 …

Cho trước kích thước bảng (2 ≤ N ≤13), hãy viết chương trình tìm các bảng thỏa mãn điều kiện: mỗi hàng, mỗi cột chỉ có một dấu x, mỗi đường chéo không có nhiều hơn 1 dấu x.

### Input

Dữ liệu của chương trình được nhập vào từ 1 file với dòng đầu là số test trong file (M <13). Sau đó là M dòng, mỗi dòng là một số nguyên tương ứng với kích thước của bảng của test đó.

### Output

Với mỗi test hãy đưa ra 3 nghiệm đầu theo cách mô tả trong ví dụ trên, sau đó đưa ra tổng số bảng tìm được. Nếu không có nghiệm nào thì kết quả là 0.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **5**  **3**  **7** | **1 3 5 2 4**  **1 4 2 5 3**  **2 4 1 3 5**  **10**  **0**  **2 4 1 3**  **3 1 4 2**  **2**  **1 3 5 7 2 4 6**  **1 4 7 3 6 2 5**  **1 5 2 6 3 7 4**  **40** |

## Bài 11: The Running Man

Một tên tội phạm vừa trốn khỏi trại giam và để trốn tránh sự truy bắt của cảnh sát hắn đã trốn vào một mê cung hình vuông. Mê cung gồm các cửa, các bức tường chắn không thể đi qua và các lối đi. Mỗi cửa có thể nối giữa nhiều lối đi khác nhau. Mê cung chỉ có 1 lối vào và cũng là lối ra duy nhất.

Cảnh sát sử dụng một điều khiển từ xa có thể khóa bất cứ cửa nào trong mê cung trừ cửa thoát. Ban đầu tất cả các cửa đều mở. Vị trí của tên tội phạm được cho biết trước và chắc chắn là trên 1 con đường nào đó trong mê cung. Từ 1 vị trí trong mê cung tên trộm có thể di chuyển theo 1 trong bốn hướng: trái, phải, trên, dưới sang ô bên cạnh và tất nhiên hắn không thể di chuyển sang ô có cửa đóng hoặc tường.

Hãy giúp cảnh sát tính toán xem có tồn tại một phương án chỉ đóng 1 cửa nào đó không để nhốt tên trộm trong mê cung, và nếu có thì có bao nhiêu cửa như vậy.

### Input

Dữ liệu input của chương trình được cho trong một file text như sau: Dòng đầu là một số nguyên tương ứng với kích thước của mê cụng, dòng thứ hai là hai số nguyên tương ứng với vị trí của tên trộm (các hàng và cột của mê cung được đánh số từ 1). Tiếp theo là mô tả về mê cung: một ma trận vuông, mỗi phần tử là một ký tự hoặc W (tường), P (lối đi), D (cửa), E (lối thoát), mỗi ký tự ngăn cách với nhau bằng một dấu cách.

### Output

Nếu có thể nhốt tên trộm trong mê cung câu trả lời là “Yes”, sau đó là dòng ghi số cửa thỏa mãn yêu cầu và mô tả vị trí của các cửa này còn nếu không thể nhốt tên trộm đáp án là xâu “No”.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5**  **4 4**  **W W W W W**  **W W D P W**  **W D P W W**  **W P D P W**  **W E W W W** | **Yes**  **1**  **4 3** |

## Bài 12: Tracks

Trong một mê cung hình chữ nhật kích thước MxN có các chướng ngại vật không thể đi qua (cũng có dạng hình chữ nhật và không chồng lên nhau) và các ô có thể đi qua được. Hãy tìm số đường đi từ một điểm xuất phát tới 1 điểm kết thúc trong mê cung và đi qua tất cả các ô có thể đi qua trong mê cung, mỗi ô không đi quá 1 lần.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu là hai số nguyên R, C (2 ≤ R, C ≤ 25) tương ứng với số hàng và số cột của mê cung (các hàng và cột của mê cung đánh số từ 1). Dòng thứ hai và thứ ba là vị trí của điểm xuất phát và kết thúc. Dòng thứ tư là một số nguyên N là số chướng ngại vật trong mê cung. Tiếp theo là N dòng mỗi dòng là mô tả về một chướng ngại vật với tọa độ đỉnh trên bên trái và đỉnh dưới bên phải của chướng ngại vật tương ứng.

### Output

Hãy đưa ra số con đường đi từ điểm xuất phát tới đích trong mê cung

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4 5**  **4 1**  **3 5**  **1**  **2 2 2 3** | **3** |

## Bài 13: Campus Buildings

Trong các trường đại học luôn có các tòa nhà lớn được đặt tên bằng những cái tên khác nhau. Thông thường các tên chính xác tương đối dài nên người ta thường sử dụng các tên viết tắt chẳng hạn như SAL hay SSL … Tuy nhiên những tên viết tắt này lại rất khó hiểu và khó nhớ với những sinh viên năm thứ nhất. Qui tắt sử dụng cho các tên viết tắt này là: Một tên viết tắt có thể sẽ tương ứng với một tên đầy đủ nếu như tất cả các ký tự của tên viết tắt đều xuất hiện trong tên đầy đủ theo đúng thứ tự. Ví dụ SAL có thể là tên viết tắt của các tên đầy đủ SALvatori hoặc Student Aeospace Laboratory nhưng không thể là tên viết tắt của AngeLeS vì thứ tự của các ký tự không đúng. Hãy viết chương trình xác định xem một tên viết tắt sẽ tương với với các tên đầy đủ nào.

### Input

Dữ liệu input của chương trình được cho trong một file text, có thể có nhiều test. Dòng đầu tiên của file chứa một số nguyên K là số test trong file. Tiếp theo mỗi test bắt đầu bằng một dòng ghi 1 số nguyên N là số các tên đầy đủ có thể có của một tòa nhà, sau đó tới dòng chứa tên viết tắt của tòa nhà.

### Output

Với mỗi test cần ghi rõ số thứ tự và các xâu có thể là tên đầy đủ của tòa nhà tìm được.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  3  studENt aeRoSpace laBoratory  salVAtori  angeles  SAL  2  SaLvatori  Science LibrarieS  SSL | Data Set 1:  studENt aeRoSpace laBoratory  salVAtori  Data Set 2: |

## Bài 14: Quyền sở hữu công ty (Controlling Companies)

Trong nền kinh tế thị trường các công ty thường có nhiều đồng sở hữu do những người này sở hữu số lượng cổ phiếu khác nhau của công ty. Chẳng hạn công ty Fozd sở hữu 12% cổ phần của công ty Mazda. Công ty A sở hữu công ty B nếu như ít nhất 1 điều kiện sau đây xảy ra:

* A = B
* Công ty A sở hữu hơn 50% cổ phiếu của công ty B
* Công ty A kiểm soát K công ty (K > 1) C1, C2, .., CK mà mỗi công ty sở hữu xi % cổ phiếu của công ty B và x1 + x2 + …xk > 50%.

Cho một danh sách các bộ 3 (i, j, p) với ý nghĩa là công ty i sở hữu p% cổ phiếu của công ty j hãy đưa ra tất cả các cặp (h, s) mà h kiểm soát s. Có nhiều nhất 100 công ty.

### Input

File dữ liệu của chương trình được ghi trong 1 file text như sau: dòng đầu tiên là một số N tương ứng với số công ty. Tiếp theo là N dòng mỗi dòng là một bộ 3 số i, j, p như đã mô tả.

### Output

Đưa ra danh sách các cặp (h, s) trong đó h kiểm soát s.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3**  **1 2 80**  **2 3 80**  **3 1 20** | **1 2**  **1 3**  **2 3** |

## Bài 15: Fuses

Các căn hộ thường sử dụng các cầu chì (fuse) 20 amp trong các cầu dao điện (fusebox). Các thiết bị điện (appliance) sẽ được đấu nối vào các cầu chì. Nếu như ácc thiết bị điện cùng nối vào một cầu chì có tổng tải vượt quá 20 amp cầu chì sẽ bị nổ. Trong các ngôi nhà lớn chúng ta sẽ cần phải sử dụng nhiều cầu chì hơn cho một số lượng lớn các thiết bị điện. Hãy tính xem với N thiết bị điện có tải điện khác nhau thì cần sử dụng tối thiểu bao nhiêu cầu chì.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: Dòng đầu là số cầu chì N (không vượt quá 10). Sau đó dòng 2 là N số nguyên (mỗi số không vượt quá 10) là tải của các thiết bị điện.

### Output

Đưa ra số tối thiểu cầu chì cần sử dụng.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **10 10** | **1** |
| **10**  **10 10 10 10 10 10 10 10 10 10** | **5** |
| **6**  **4 4 8 9 9 10** | **3** |

## Bài 16: Long night of Museums

Thành phố Vienna được gọi là thành phố văn hóa vì (ngoài những thứ khác nữa) có khoảng hơn 100 bảo tàng trong thành phố. Do đó rất khó (và rất đắt) để có thể đi thăm tất cả các bảo tàng trong thành phố. Thật may là có một lễ hội đêm đặc biệt gọi là “Long night of Museums”, vào đêm hội đó chúng ta có thể đi thăm bao nhiêu bảo tàng tùy thích từ 6:00 pm đến 1:00 am ngày hôm sau.

Tuy nhiên không thể đi thăm tất cả các bảo tàng vì 2 lý do chính sau: một số bảo tàng không liên quan tới sự kiện này vì sẽ đóng cửa vào 5 giờ chiều, không đủ thời gian trong 7 tiếng để đi thăm tất cả các bảo tàng.

Cho một danh sách các bảo tàng tham gia và đêm hội Long Night of Museums, thời gian đủ để đi thăm bên trong mỗi bảo tàng và thời gian để đi từ bảo tàng này sang bảo tàng khác hãy tìm một hành trình sao cho số lượng bảo tàng đi thăm được trong đêm hội là nhiều nhất.

### Input

File input có thể có nhiều test: mỗi test bắt đầu bằng một dòng chứa một số nguyên N chỉ ra số bảo tàng tham gia vào sự kiện văn hóa này (1 ≤ N ≤ 20). Mỗi bảo tàng tương ứng với một số nguyên từ 1 tới N. Dòng thứ hai của mỗi test chứa N số nguyên tương ứng với thời gian (tính bằng phút) cần thiết để đi thăm các bảo tàng từ 1 tới N. Sau đó là N dòng mô tả thời gian đi từ một bảo tàng tới các bảo tàng khác. Dòng thứ i chứa N số nguyên Mk (1 ≤ k ≤ N) biểu diễn thời gian, tính bằng phút để đi từ bảo tàng i tới bảng tàng k, số thứ i trong dòng thứ i theo mô tả này bằng 0. File input kết thúc với giá trị N = 0.

### Output

Với mỗi test cần in ra số lượng bảo tàng đi thăm lớn nhất có thể trên một dòng.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **500 500**  **0 120**  **200 0**  **2**  **220 220**  **0 30**  **20 0**  **2**  **150 150**  **0 120**  **200 0**  **0** | **0**  **1**  **2** |

## Bài 17: Repeatless Numbers

Một số không lặp là một số nguyên dương mà các chữ số của nó đều là khác nhau. Chẳng hạn 25 số không lặp đầu tiên là:

1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 23, 24, 25, 26, 27, …

Cho một số nguyên dương N hãy tìm số không lặp thứ N (N ≤ 1000000), trường hợp N = 0 sẽ không xử lý

### Input

Dữ liệu input của chương trình được cho trong một file text, gồm nhiều test, mỗi test là một số nguyên dương ghi trên một dòng. Kết thúc file input là một số 0.

### Output

Với mỗi test kết quả tìm được ghi trên 1 dòng của file output.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **25**  **10000**  **0** | **27**  **26057** |

## Bài 18: Transportation

Công ty Trans Inc mới đầu tư một chuyến tàu chở khách từ thành phố A tới thành phố B với M ga đỗ khác nhau. Các ga được đánh số bắt đầu từ 0 (thành phố A) cho tới M (thành phố B). Con tàu có thể chở tối đa N hành khách. Giá của vé đi tàu bằng với số ga đỗ giữa ga bắt đầu và ga kết thúc chuyến đi (bao gồm cả ga kết thúc chuyến đi). Trước khi con tàu xuất phát từ thành phố A các đơn đặt hàng vé đã được gửi về cho trung tâm thông tin của công ty xử lý. Đơn đặt hàng từ ga S có nghĩa là tất cả các vé đặt trước từ ga S tới một ga cố định nào đó. Trong trường hợp công ty không đáp ứng được tất cả các đơn đặt hàng vì hạn chế về khả năng chuyên chở thì biện pháp giải quyết sẽ là chấp nhận hoặc từ chối toàn bộ đơn đặt hàng đi từ một ga nào đó.

Hãy viết một chương trình xác định lợi nhuận lớn nhất mà công ty Trans Inc có thể thu được với một danh sách các đơn đặt hàng cho trước. Lợi nhuận thu được từ một đơn đặt hàng là tích của số hành khách nhân với giá của vé họ mua. Tổng lợi nhuận là tổng của tất cả các đơn hàng.

### Input

Dữ liệu của chương trình được cho trong một file text và có thể gồm nhiều test. Dòng đầu tiên của mỗi test là 3 số nguyên tương ứng với số người mà đoàn tàu có thể chở, số hiệu ga của thành phố B và số đơn đặt hàng từ các ga trên đường tàu chạy. Các dòng tiếp theo chứa các đơn đặt hàng. Mỗi đơn đặt hàng gồm 3 số nguyên: ga lên tàu, ga xuống tàu và số lượng hành khách. Số đơn đặt hàng tối đa là 22. Số ga trên hành trình chạy tàu tối đa là 7. Kết thúc file là một dòng ghi 3 số 0.

### Output

Với mỗi test ghi lợi nhuận lớn nhất mà công ty thu được trên 1 dòng của file output.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **10 3 4**  **0 2 1**  **1 3 5**  **1 2 7**  **2 3 10**  **10 5 4**  **3 5 10**  **2 4 9**  **0 2 5**  **2 5 8**  **0 0 0** | **19**  **34** |

## Bài 19: WordGrid

Trong trò chơi đoán chữ người chơi sẽ có một bảng hình chữ nhật mà mỗi ô là một chữ cái. Họ sẽ đi tìm các từ gồm các chữ cái nằm ở các ô liên tiếp theo hàng ngang, dọc hoặc chéo (theo cả hai chiều tiến và lùi) trong bảng. Tuy nhiên một số chữ cái trong bảng đã bị mờ, hãy viết chương trình khôi phục lại các chữ cái mờ này sao cho tất cả các từ trong danh sách các từ cho trước đều có thể tìm thấy trong bảng.

### Input

Dữ liệu của chương trình được cho trong 1 file text như sau: dòng đầu của file input là 3 số nguyên, hai số đầu là kích thước của bảng trò chơi, số thứ ba là số từ xuất hiện trong bảng. Sau đó là một ma trận gồm các ký tự viết liền nhau, ký tự ‘.’ có nghĩa là ô bị mờ cần khôi phục. Và cuối cùng là danh sách các từ, mỗi từ được viết trên 1 dòng.

### Output

Hãy đưa ra bảng trò chơi sau khi đã khôi phục các ký tự bị mờ.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4 4 2**  **ABCD**  **E..H**  **I.KL**  **MNOP**  **AFK**  **DGJM** | **ABCD**  **EFGH**  **IJKL**  **MNOP** |

## Bài 20: Hotel Floor (not available)

Cho bản đồ của một tầng của khách sạn ShangriLa được mô tả bởi các ký hiệu sau:

* ‘#’ có nghĩa là tường
* ‘-‘ có nghĩa là phòng trống
* ‘\*’ có nghĩa là phòng đã có người

Hãy viết chương trình tính số người trung bình trong một phòng của khách sạn.

### Input

Dữ liệu của chương trình cho trong một file text, có thể có nhiều test, dòng đầu tiên của file input là một số nguyên tương ứng với số test trong file (ít hơn 10 test). Mỗi test được cho như sau: dòng đầu là 2 số nguyên M, N tương ứng là kích thước của 1 tầng trong khách sạn (1 ≤ M, N ≤ 100). Sau đó là M dòng mỗi dòng gồm N ký tự mô tả về các phòng trong khách sạn.

### Output

Với mỗi test ghi kết quả lên 1 dòng của file output.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **5 5**  **#####**  **#\*\*##**  **###\*#**  **#\*\*##**  **#####**  **6 10**  **##########**  **#---\*--\*##**  **###-\*----#**  **#\*\*#######**  **##\*\*\*---##**  **##########** | **1.67**  **4.00** |

## Bài 21: Colored Cubes

### Input

### Output

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **2 4 1**  **3 1 2 4**  **1 2**  **4** | **Co the truy cap**  **1 2 4**  **Khong the truy cap**  **3** |

Bài 22. Chia kẹo http://laptrinh.vn/showthread.php?t=390

## Bài toán chia phần thưởng

**Cần chia hết m phần thưởng cho n học sinh sắp theo thứ tự từ giỏi trở xuống sao cho mỗi bạn nhận được phần thưởng không ít hơn phần thưởng của bạn xếp sau mình (có thể số phần thưởng = 0), 1<=m,n<= 70. Tính số cách chia phần thưởng.**  
***Cách phát biểu khác của bài toán:*** *Có* ***m phần thưởng*** *được chia cho* ***n học sinh*** *giỏi được xếp hạng thừ 1 đến n. Tính số cách chia phần thưởng sao cho thỏa các điều kiện sau:*

* *Số phần thưởng của học sinh hạng i phải lớn hơn hoặc bằng số phần thưởng của học sinh hạng j nếu j>i.*
* *Tất cả phần thưởng đều phải được thưởng hết cho học sinh.*

**Ví dụ:** Có 7 phần thưởng chia cho 4 học sinh sẽ có 11 cách chia sau:
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**1. Phương pháp quy hoạch động:**

Gọi ***C[i,j]*** là số các chia i phần thưởng cho j học sinh, ta có một số nhận xét sau:

* **Có i phần thưởng mà chia cho 0 học sinh** thì có 0 cách chia (vì không thỏa điều kiện: ***Tất cả phần thưởng đều phải được thưởng hết cho học sinh****). Vậy với mọi i,* ***C[i,0]=0****.*
* **Có 0 phần thưởng mà chia cho j học sinh** thì có 1 cách chia (không ai có phần thưởng cả). *Vậy với mọi j,* ***C[0,j]=1****.*
* **Nếu số phần thưởng (i) ít hơn số học sinh (j)** thì những học sinh thứ i+1 đến j sẽ không có phần thưởng, do đó số cách ***chia i phần thưởng cho j*** người sẽ bằng số cách ***chia i phần thưởng cho i người*** . *Vậy với mọi* ***i<j, C[i,j]=C[i,i].***
* **Nếu số phần thưởng (i) nhiều hơn hoặc bằng số học sinh (j)** thì có 2 trường hợp:  
  **+ TH1**: người cuối cùng không có phần thưởng, tức là chỉ chia i phần thưởng cho j-1 người, trường hợp này số cách chia là ***C[ i ][ j-1 ].*  
  + TH2:** người cuối cùng chắc chắn có phần thưởng, khi đó ta sẽ lấy j phần thưởng chia cho j người, mỗi người sẽ có được 1 phần thưởng trước, lúc này **còn lại i-j** phần thưởng, tiếp tục lấy số còn lại này chia cho j người, trường hợp này số cách chia là ***C[i-j][j]***.  
  *Như vậy với mọi* ***i>=j, C[ i ] [ j ] = C[ i ][ j-1 ] + C[ i-j ][ j ].***

**2. Phương pháp vét cạn:**

# II. Graph

## Bài 1: Turn of lights

Dàn đèn chiếu sáng cho một sân vận động có 16 bóng đèn trên một bảng hình vuông kích thước 4x4 được điều khiển bằng một bảng điều khiển kích thước 4x4. Bảng điều khiển gồm 16 nút điều khiển được bố trí tương ứng với các bóng đèn và được đánh số từ 1 tới 16. Mỗi thao tác nhấn nút trên bảng điều khiển sẽ làm thay đổi trạng thái của bóng đèn tương ứng và 4 bóng đèn bên trái, phải, trên, dưới của nó. Thao tác nhấn nút và giữ trong 3 giây sẽ chỉ làm thay đổi trạng thái của bóng đèn tương ứng mà không ảnh hưởng tới các bóng đèn bên cạnh nó và được tính là hai thao tác.

Hãy viết chương trình tính xem cần thực hiện ít nhất bao nhiêu thao tác nhấn nút để có thể tắt được tất cả các bóng đèn.

### Input

Dữ liệu của chương trình được cho trong 1 file text, có thể gồm nhiều test. Mỗi test của chương trình gồm 4 dòng, mỗi dòng gồm 4 ký tự hoặc 0 (tương ứng với bóng đèn ở trạng thái tắt) hoặc 1 (tương ứng với bóng đèn ở trạng thái bật).

### Output

Với mỗi test hãy in ra số lượng ít nhất bao nhiêu thao tác để tắt hết các bóngd đèn.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **1100**  **1000**  **0000**  **0000**  **0100**  **1110**  **0100**  **0000**  **1100**  **1000**  **0000**  **0001** | **1**  **1**  **3** |

## Bài 2: A bug’s Life

Giáo sư Hopper đang nghiên cứu về giới tính của một loài bọ khá đặc biệt mới được ngành sinh học quan tâm gần đây. Ông đặt một giả thiết là loại bọ này được chia thành hai loại có giới tính khác nhau và chúng chỉ kết đôi với các con cùng loài nhưng khác giới. Trong quá trình quan sát ông ghi lại các cặp kết đôi vào một quyển sổ dựa trên số hiệu của các con bọ được ghi trên lưng chúng. Giáo sư cũng giả thiết rằng loài bọ này không có con nào là lưỡng tính. Hãy viết chương trình dựa trên các số liệu ghi chép của giáo sư Hopper để xác định xem giả thiết của ông có đúng với kết quả ghi chép hay không.

### Input

Dữ liệu của chương trình được cho trong 1 file text. Dòng đầu của file input chứa một số nguyên là số test trong file input. Mỗi test bắt đầu bằng một dòng có 2 số nguyên là số con bọ (có thể lên tới 2000) và số lượng các lần ghép đôi ghi chép lại (có thể lên tới 1000000). Tiếp đó là các lần ghép đôi, mỗi lần được ghi trên 1 dòng với số hiệu của 2 con bọ tham gia vào lần ghép đôi đó.

### Output

Với mỗi test trong file input cần ghi kết quả gồm có 2 dòng: một dòng ghi số thứ tự của test, dòng còn lại ghi kết quả là “Khong tim thay dau hieu nghi ngo” nếu như không có bằng chứng chứng tỏ có thể có con bọ đồng tính hoặc “Co dau hieu nghi ngo” nếu như ngược lại.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **3 3**  **1 2**  **2 3**  **1 3**  **4 2**  **1 2**  **3 4** | **Test 1:**  **Co dau hieu nghi ngo**  **Test 2:**  **Khong tim thay dau hieu nghi ngo** |

## Bài 3: Robot Testing

Một con robot đứng tại 1 ô trong một bảng hình vuông kích thước NxN. Robot hoạt động theo một chương trình gồm các lệnh được viết trước. Các lệnh của chương trình dành cho con robot gồm có U (lên), D (xuống), L (sang trái) và R (sang phải) 1 ô của bảng và chương trình này là lặp lại, có nghĩa là sau khi chạy xong lệnh cuối cùng của chương trình robot sẽ thực hiện lại lệnh đầu tiên. Robot chỉ dừng khi nó chạy ra ngoài bảng hoặc đã thực hiện quá 50000 lệnh.

Hãy viết chương trình xác định số lượng các lệnh trung bình mà robot phải thực hiện trước khi nó dừng lại. Có thể giả sử tất cả các vị trí của bảng đều có thể là vị trí bắt đầu của robot.

### Input

Dữ liệu của chương trình được cho trong 1 file text, có thể gồm nhiều test. Mỗi test được ghi trên 2 dòng như sau: dòng đầu là kích thước của bảng, N (1 ≤ N ≤ 1000), dòng thứ hai là một xâu tương ứng với chương trình của robot (độ dài không quá 50). Các lệnh của chương trình là các ký tự U, D, L, R được viết liền nhau.

### Output

Kết quả mỗi test lấy tới 3 chữ số sau dấu phẩy.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **LURD**  **4**  **LDLDLDRRR**  **29**  **RRULDD**  **697**  **LLLLLDRRRRR** | **1.5**  **12501.0**  **3.375**  **53.236**  **3806.517** |

## Bài 4: Những tên Gangster ở Chicago

Thành phố Chicago vào những năm 1920 là một chiến trường của các tên gangster đường phố. Nếu như hai tên gangster đã gặp nhau chúng có thể trở thành bạn bè thân thiết hoặc những kẻ tử thù (mortal enemies) của nhau. Quan hệ của các tên gangster đường phố tuân theo qui luật sau:

1. Bạn của bạn cũng là bạn của mình
2. Kẻ thủ của bạn cũng là kẻ thù của mình

Hai tên gangster sẽ thuộc cùng một nhóm nếu chúng là bạn của nhau. Phòng cảnh sát Chicago đã thuê bạn viết một chương trình để xác định xem có tối đa bao nhiêu nhóm gangster khác nhau để có thể xác định mối quan hệ giữa các nhóm này nhằm nắm vững thông tin trong việc quản lý địa bàn.

### Input

Dữ liệu input của chương trình được cho trong một file text như sau: dòng đầu là một số N (2 ≤ N ≤ 1000) là số tên gangster. Các tên gangster được đánh số từ 1 tới N. Dòng thứ hai là một số nguyên M (1 ≤ M ≤ 5000) tương ứng với mối quan hệ ghi nhận được về các tên gangster. Tiếp theo là M dòng mỗi dòng gồm 1 ký tự và 2 số nguyên là số thứ tự của các tên gangster mô tả về một quan hệ ghi nhận được (ở dạng C p q) nếu C = ‘E’ có nghĩa là p, q là kẻ thù còn nếu C = ‘F’ thì p và q là bạn. Tất nhiên các ghi nhận này không có mâu thuẫn, nghĩa là hai tên gangster không thể vừa là bạn vừa là kẻ thù.

### Output

Hãy đưa ra số lượng lớn nhất các nhóm gangster trong thành phố.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **6**  **4**  **E 1 4**  **F 3 5**  **F 4 6**  **E 1 2** | **3** |

## Bài 5: Asteroids

Hãy tưởng tượng ban đang ở một vị trí trong vũ trụ và muốn tìm đường về nhà. Xung quanh bạn là các tiểu hành tinh (Asteroids) và bạn không muốn va vào chúng. Hãy viết chương trình tìm đường đi ngắn nhất từ 1 điểm tới nhà của bạn.

### Input

Dữ liệu input của chương trình được cho trong một file text có thể lên tới 100 test. Mỗi test được cho theo định dạng sau:

Dữ liệu của mỗi test gồm 5 phần:

1. Một dòng bắt đầu có dạng “START N” trong đó 1 ≤ N ≤ 10.
2. Tiếp đến là N lát cắt ngang mô tả vũ trụ. Mỗi lát cắt là một ma trận NxN mô tả một lát cắt ngang của vũ trụ. Mỗi phần tử của ma trận hoặc là ký tự ‘O’ (ô trống) hoặc là ký tự ‘X’ (một tiểu hành tinh).
3. Vị trí bắt đầu gồm 3 số nguyên ngăn cách nhau bằng 1 dấu cách là vị trí ban đẩu của bạn trong vũ trụ.
4. Vị trí kết thúc gồm 3 số nguyên ngăn cách nhau bằng 1 dấu cách là vị trí nhà của bạn.
5. Dòng kết thúc với môt xâu “END”

Các vị trí cột trái, hàng trên cùng, và lát cắt đầu tiên được đánh số từ 0.

### Output

Với mỗi test kết quả cần đưa ra gồm 2 số X, Y ghi trên 1 dòng nếu có thể tìm ra đường đi trong đó X là số N tương ứng với test còn Y là số thao tác di chuyển ít nhất để về tới nhà. Ngược lại nếu không thể tìm ra đường về nhà hãy in kết quả là xâu “Khong co duong di”. Tại mỗi bước chúng ta có thể di chuyển sang ô ngay bên trái, phải, lên xuống, trước sau (6 khả năng).

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **START 1**  **O**  **0 0 0**  **0 0 0**  **END**  **START 3**  **XXX**  **XXX**  **XXX**  **OOO**  **OOO**  **OOO**  **XXX**  **XXX**  **XXX**  **0 0 1**  **2 2 1**  **END**  **START 5**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **XXXXX**  **XXXXX**  **XXXXX**  **XXXXX**  **XXXXX**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **OOOOO**  **0 0 0**  **4 4 4** | **1 0**  **3 4**  **Khong co duong di** |

## Bài 6: Servicing stations

Một công ty buôn bán máy tính cung cấp máy tính cho N thị trấn (3 ≤ N ≤ 35). Các thị trấn được đánh số từ 1 tới N. Có các con đường trực tiếp nối giữa M cặp thị trấn trong số N thị trấn này. Công ty quyết định mở một số trạm bảo hành tại một số thị trấn để sao cho bất cứ một thị trấn nào cũng có một trạm bảo hành hoặc tại một thị trấn nào đó ngay cạnh nó (có đường đi trực tiếp tới thị trấn cạnh đó).

Hãy viết một chương trình giúp công ty xác định xem số lượng tối thiểu các trạm bảo hành cần xây dựng là bao nhiêu.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: Dòng đầu của file là 2 số nguyên N, M. Tiếp theo là M dòng mỗi dòng gồm 2 số nguyên là số thứ tự của hai thị trấn có đường đi trực tiếp.

### Output

Kết quả xử lý của chương trình cần đưa ra là số nhỏ nhất các trạm bảo hành cần xây dựng.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **8 12 1 2 1 6 1 8 2 3 2 6 3 4 3 5 4 5 4 7 5 6 6 7 6 8** | **2** |

## Bài 7: Web

Trên World Wild Web một trang web có thể chứa các siêu liên kết tới các trang khác. Một quản trị viên web muốn xác định các trang có thể truy cập tới qua việc truy cập vào trang chủ cũng như các trang không thể truy cập tới từ trang chủ. Hãy viết chương trình giúp anh ta thực hiện việc này.

### Input

Dòng đầu tiên của file input là một số nguyên N là số trang web. Sau đó là N nhóm dữ liệu mô tả về các siêu liên kết của các trang web này. Mỗi nhóm mô tả bắt đầu bằng một số nguyên từ 1 tới N tương ứng với một trang web, sau đó là danh sách các trang có thể truy cập tới từ trang này (N ≤ 20). Chú ý là chúng ta có thể chuyển tới trang X từ trang Y nhưng ngược lại thì chưa chắc.

### Output

Giả sử trang chủ là trang số 1. Hãy xác định các trang không thể truy cập và có thể truy cập từ trang chủ.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **2 4 1**  **3 1 2 4**  **1 2**  **4** | **Co the truy cap**  **1 2 4**  **Khong the truy cap**  **3** |

## Bài 8: Critical Network Lines

Một mạng truyền thông gồm một tập các nút mạng và các đường nối hai chiều trực tiếp giữa hai nút mạng. Một số nút của mạng cung cấp dịch vụ loại A cho tất cả các nút mạng khác (bao gồm cả bản thân nó), trong khi một số nút khác lại cung cấp dịch vụ loại B cho tất cả các nút khác (bao gồm cả bản thân nó). Một nút cũng có thể cung cấp cả hai loại dịch vụ. Tất cả các nút đều phải có khả năng truy cập vào cả hai loại dịch vụ này.

Nếu như một đường kết nối trực tiếp nào đó bị ngắt khỏi mạng thì một nút nào đó trong mạng có thể không truy cập được vào một dịch vụ trong mạng, các đường kết nối đó được gọi là các đường kết nối trực tiếp quan trọng và cần phải có kế hoạch xây dựng đường dự trữ cũng như các biện pháp bảo đảm an toàn.

Hãy viết một chương trình xác định số lượng các đường kết nối quan trọng và các điểm đầu nút của các đường này biết rằng luôn có một đường truyền (gián tiếp hoặc trực tiếp) giữa hai nút mạng bất kỳ.

### Input

Dòng đầu tiên của file input chứa 4 số nguyên N, M, K và L (1 ≤ N ≤ 1000). N là số lượng các nút trong mạng, M (1 ≤ M ≤ 10000) là số các đường nối trực tiếp trong mạng, K (1 ≤ K ≤ N) là số các nút mạng cung cấp dịch vụ A và L (1 ≤ L ≤ N) là số các nút cung cấp dịch vụ B. Dòng thứ hai của file input chứa K số nguyên là các nút mạng cung cấp dịch vụ A, dòng thứ 3 chứa L số nguyên là các nút cung cấp dịch vụ B. Tiếp theo là M dòng, mỗi dòng gồm 2 số nguyên p, q (1 ≤ p, q ≤ N, p ≠ q) là các đường nối trực tiếp trong mạng. Có nhiều nhất một đường nối trực tiếp giữa 2 nút bất kỳ trong mạng.

### Output

Dòng đầu tiên của file output chứa số lượng các đường nối trực tiếp quan trọng S, sau đó là S dòng, mỗi dòng gồm 2 số nguyên mô tả các đường nối đó.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **9 10 3 4**  **2 4 5**  **4 9 8 3**  **1 2**  **4 1**  **2 3**  **4 2**  **1 5**  **5 6**  **6 7**  **6 8**  **7 9**  **8 7** | **3**  **3 2**  **5 6**  **7 9** |

## Bài 9: Doorman

Mr Magi là một quản gia (butler) trong một tòa nhà (mansion: tòa nhà lớn, lâu đài) lớn. Tòa nhà này có rất nhiều phòng và được đánh số bằng các số nguyên từ 0. Ông chủ của Mr Magi là một người rất đãng trí và thường xuyên không đóng cửa của tất cả các căn phòng trong một tầng cụ thể nào đó của khu nhà. Trải qua nhiều năm làm việc Mr Magi đã quen với đi qua các phòng bị mở cửa theo một con đường đi duy nhất trong tòa nhà và đóng các cửa sau khi đi qua. Hãy viết một chương trình giúp Mr Magi xác định xem có tồn tại một con đường đi qua tất cả các phòng bị mở cửa để đóng chúng lại thỏa mãn:

1. Luôn đóng cửa sau khi đi qua phòng đó
2. Không bao giờ mở các cửa bị đóng
3. Kết thúc công việc với tất cả các cửa đã đóng phòng làm việc của Mr Magi.

### Input

Dữ liệu của chương trình được cho trong một file text, có thể gồm nhiều test (tối đa là 100 test). Mỗi bộ test gồm 3 phần được cho theo định dạng sau:

1. Dòng đầu tiên có dạng “START M N” trong đó M là số hiệu phòng của Mr Magi và N là số các phòng trong tòa nhà (1 ≤ N ≤ 20).
2. Danh sách các phòng được cho trên N dòng. Mỗi dòng là mô tả các cửa mở của phòng đó thông sang các phòng có số hiệu lớn hơn. Chẳng hạn phòng số 3 có các cửa mở thông sang các phòng 1, 5, và 7 thì mô tả về phòng số 3 sẽ là một dòng gồm 2 số “5 7”. Dòng đầu tiên trong phần này là mô tả cho phòng số 0, dòng thứ 2 là mô tả cho phòng số 1, vân vân. Một dòng mô tả có thể là dòng trống nếu như nó không có cửa mở chẳng hạn như dòng cuối cùng là một dòng trống vì nó là mô tả cho phòng cuối cùng. Các mô tả đều tuân theo thứ tự tăng dần của số hiệu các phòng. Một phòng cũng có thể nối với nhiều phòng khác.
3. Dòng cuối cùng của mỗi test là một dòng có 1 xâu “END”.

Sau test cuối cùng là dòng có ghi xâu “ENDOFINPUT”. Chú ý là số các cửa trong mỗi test ít hơn 100.

### Output

Nếu có tồn tại một con đường như vậy hãy đưa ra thông báo kết quả là “Yes X” trong đó X là số các cửa sẽ đóng lại trên đường đi còn nếu không hãy đưa ra thông báo là “No”.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **START 1 2**  **1**  **END**  **START 0 5**  **1 2 2 3 3 4 4**  **END**  **START 0 10**  **1 9**  **23456789**  **END**  **ENDOFINPUT** | **YES 1**  **NO**  **YES 10** |

## Bài 10: Walkabout

Trên một bảng kích thước NxN tại các ô có các ký tự + hoặc -. Các hàng được đánh số từ 1 tới N và từ đáy của bảng tới hàng đầu tiên, các cột được đánh số từ 1 tới N từ trái qua phải. Biết rằng tại mỗi bước đi chuyển có thể đi qua một trong các ô bên trái, phải, trên dưới của ô hiện tại và không thể đi qua các ô chứa ký tự -, hãy viết chương trình xác định xem có tồn tại một đường đi từ bên trái của bảng qua bên phải hay không.

### Input

File input có thể có nhiều test, mỗi test bắt đầu bằng một dòng ghi kích thước của bảng (là một số nguyên) sau đó là các ô tương ứng với các hàng và cột như hình vẽ sau của bảng:

(1, n) (2, n) . . . (n, n)

...

...

...

(1, 2) (2, 2) . . . (n, 2)

(1, 1) (2, 1) . . . (n, 1)

### Output

Nếu tồn tại con đường đi hãy in ra tọa độ các ô trên đường đi đó theo thứ tự, còn nếu không hãy in ra thông báo là “Không tồn tại đường đi”.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5**  **+-+++**  **--+--**  **+-++-**  **++-+-**  **-+++-**  **6**  **++++-+**  **+-+--+**  **-+-+++**  **-+++-+**  **-+-+-+**  **-+++-+** | **Mot duong di:**  **(1,2)**  **(2,2)**  **(2,1)**  **(3,1)**  **(4,1)**  **(4,2)**  **(4,3)**  **(3,3)**  **(3,4)**  **(3,5)**  **(4,5)**  **(5,5)**  **Khong ton tai duong di** |

## Bài 11: Sói và cừu (Koze)

Mr Mickey có nuôi một đàn cừu trong sân sau nhà mình Backyard (sân sau). Trong khi Mr Mickey đang ngủ say các con sói đói ăn đã vào và tấn công các chú cừu. Sân sau nhà Mr Mickey là một hình chữ nhật gồm các ô hình vuông được mô tả như sau: nếu ô chứa ký tự “.” thì đó là một ô trống, ‘#’ có nghĩa là một bức rào chắn, ‘k’ có nghĩa là một con cừa và ‘v’ là một con chó sói.

Chúng ta gọi 2 ô là cùng thuộc về một vùng nếu như chúng ta có thể di chuyển từ một ô này sang 1 ô khác bằng một con đường gồm các thao tác dịch chuyển ngang, dọc trên các ô không có các rào ngăn cách. Các ô mà từ đó chúng ta có thể di chuyển ra bên ngoài sân không được xem là một phần của bất cứ vùng nào.

Thật may mắn là các chú cừu đã được Mr Mickey huấn luyện võ Karate và có thể chiến đấu và đánh thắng bọn sói trong một vùng nếu như số lượng cừu trong vùng đó đông hơn số lượng sói. Ngược lại sói sẽ ăn thịt tất cả các chú cừu trong vùng nó chiếm số lượng đông hơn.

Ban đầu tất cả các chú cừu và sói đều nằm trong các vùng của sân.

Hãy viết chương trình đếm xem số lượng cừu và sói còn sống vào buổi sáng ngày hôm sau.

### Input

Dòng đầu tiên của file input chứa hai số nguyên R và C (3 ≤ R, C ≤ 250) là số hàng và cột của sân nhà Mr Mickey.

Tiếp đến là R dòng, mỗi dòng chứa C ký tự mô tả sân.

### Output

Đưa ra số lượng cừu và sói còn sống vào buổi sáng ngày hôm sau.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **6 6**  **...#..**  **.##v#.**  **#v.#.#**  **#.k#.#**  **.###.#**  **...###** | **0 2** |
| **8 8**  **.######.**  **#..k...#**  **#.####.#**  **#.#v.#.#**  **#.#.k#k#**  **#k.##..#**  **#.v..v.#**  **.######.** | **3 1** |
| **9 12**  **.###.#####..**  **#.kk#...#v#.**  **#..k#.#.#.#.**  **#..##k#...#.**  **#.#v#k###.#.**  **#..#v#....#.**  **#...v#v####.**  **.####.#vv.k#**  **.......####.** | **3 5** |

## Bài 12: Heavy Transportation

Cho bản đồ của thành phố gồm các con đường (và trọng tải cho phép) giữa các điểm ngã ba, ngã tư, vân vân được đánh số từ 1 tới N. Hãy tìm tải trọng lớn nhất có thể vận chuyển từ ngã rẽ 1 tới ngã rẽ N. Biểt rằng hệ thống đường của thành phố là hai chiều và có ít nhất 1 con đường đi từ ngã rẽ 1 tới ngã rẽ N.

### Input

Dòng đầu tiên của file input chứa số test trong file. Mỗi test bắt đầu bằng một dòng ghi 2 số N (1 ≤ N ≤ 1000) và M (là số con đường nối giữa các ngã rẽ). Tiếp theo là m dòng, mỗi dòng chứa 3 số nguyên là số hiệu hai ngã rẽ và tải trọng cho phép của con đường nối giữa chúng (tải trọng là các số nguyên nhỏ hơn 10000). Có nhiều nhất 1 con phố trực tiếp nối giữa hai ngã rẽ bất kỳ.

### Output

Với mỗi test cần in ra số hiệu test (bắt đầu là 1) sau đó in ra tải trọng lớn nhất có thể có.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **1**  **3 3**  **1 2 3**  **1 3 4**  **2 3 5** | **1**  **4** |

## Bài 13: System Failure

Cho một hệ thống gồm một mảng hình chữ nhật các phần tử. Một số phần tử có thể đã hỏng và hệ thống có tính dư thừa. Hệ thống vẫn hoạt động tốt miễn là nó có ít nhất n phần tử vẫn hoạt động tốt và được kết nối với nhau. Hai phần tử được xem là kết nối với nhau nếu như giữa chúng có một đường đi qua các phần tử liên tiếp ở cạnh nhau (theo chiều ngang, dọc hoặc chéo). Một tập các phần tử được gọi là có kết nối với nhau nếu như hai phần tử bất kỳ trong chúng là có kết nối với nhau.

Chúng ta cần xác định các phần tử quan trọng của hệ thống mà nếu nó hỏng sẽ làm cho hệ thống không thể hoạt động được nữa để có kế hoạch dự phòng, thay thế. Hãy viết chương trình đếm xem hệ thống có bao nhiêu phần tử quan trọng, trong trường hợp hệ thống đã không hoạt động được từ đầu thì kết quả là -1.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu số N tương ứng với số phần tử còn hoạt động (1 ≤ N ≤ 1000) để đảm bảo hệ thống làm việc được. Sau đó là mô tả hệ thống gồm 1 ma trận các phần tử 0, 1 trong đó 1 tương ứng với phần tử còn làm việc được và 0 tương ứng với phần tử đã hỏng của hệ thống (kích thước của ma trận nhỏ hơn 50).

### Output

Với mỗi test hãy đưa ra số phần tử quan trọng của hệ thống.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **00000**  **00000**  **11111** | **3** |
| **6**  **01010**  **10001**  **11011**  **10001**  **01010** | **0** |
| **2**  **101** | **-1** |

## Bài 14: All Disc Considered

Các hệ điều hành là các phần mềm lớn gồm rất nhiều gói phần mềm khác nhau và thường được phân phối trên các phương tiện lưu trữ khác nhau. Chúng ta có thể nhớ lại thời kỳ mà các hệ điều hành được lưu trữ và bán cho người dùng trên 12 đĩa mềm trong những năm đầu thập kỷ 90 hoặc 6 đĩa CD trong những năm cuối thập kỷ 90 của thế kỷ trước. Ngày nay hầu hết các hệ điều hành đều được phân phối trên các đĩa DVD, mỗi đĩa có hàng ngàn package khác nhau.

Việc cài đặt một gói phần mềm cụ thể nào đó thường đỏi hỏi một số gói khác phải được cài trước đó. Vì thế nếu như các gói phần mềm được phân phối trên các phương tiện lưu trữ một cách không thích hợp thì việc cài đặt sẽ đòi hỏi chúng ta thay đổi các đĩa cài đặt trong quá trình cài đặt do hệ thống chỉ có 1 ổ đĩa DVD. Vì thế chúng ta cần phải tiến hành quá trình cài đặt theo cách thức nào đó để quá trình thay đổi đĩa này diễn ra với số lần ít nhất.

Cho một danh sách các đĩa cài đặt và sự phụ thuộc giữa các gói phần mềm hãy tính số thao tác thay đĩa ít nhất để có thể cài đặt tất cả các gói phần mềm, giả sử hệ điều hành được lưu trên đúng 2 đĩa DVD.

### Input

File input có thể chứa nhiều test. Mỗi test bắt đầu với 3 số nguyên N1, N2, D (1 ≤ N1, N2 ≤ 50000, 0 ≤ D ≤ 100000). File DVD thứ nhất chứa N1 gói phần mềm được đánh số từ 1 tới N1. Đĩa DVD thứ hai chứa đúng N2 gói được đánh số từ N1 + 1 tới N1 + N2. Sau đó là D mô tả về sự phụ thuộc giữa các gói phần mềm này, mỗi sự phụ thuộc gồm 2 số nguyên xi và yi (1 ≤ xi, yi ≤ N1 + N2) với ý nghĩa là gói phần mềm xi đỏi hỏi phải có gói phần mềm yi cài đặt trước đó. Kết thúc file input là một dòng ghi 3 số 0.

### Output

Với mỗi test cần đưa ra số thao tác thay đổi đĩa ít nhất để cài đặt tất cả các phần mềm. Ban đầu ổ đĩa DVD là trống nên thao tác đưa đĩa vào sẽ được tính là 1 thao tác và cuối cùng sau khi cài xong cần phải bỏ đĩa ra và đây cũng được tính là 1 thao tác.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3 2 1**  **1 2**  **2 2 2**  **1 3**  **4 2**  **2 1 1**  **1 3**  **0 0 0** | **3**  **4**  **3** |

## Bài 15: CrazySwitch

Hãy tưởng tượng bạn đang ở trong một ngôi nhà mà đèn chiếu sáng tại mỗi phòng được điều khiển bởi một công tắc bật có thể đặt ở một phòng khác. Ban đầu đèn trong phòng đầu tiên ở trạng thái bật và đèn ở tất cả các phòng khác đều tắt.

Giả sử bạn đang ở phòng đầu tiên và mục đích của bạn là đi đến phòng cuối cùng với đèn ở tất cả các phòng đều tắt trừ phòng cuối cùng. Bạn có thể di chuyển trực tiếp từ 1 phòng bất kỳ sang 1 phòng bất kỳ khác và có thể bật tắt bất cứ công tắc nào trong căn phòng bạn đang ở. Tuy nhiên bạn không được đi vào một phòng tắt đèn hoặc tắt đèn ở phòng hiện tại.

### Input

Các phòng và các công tắc bật đèn tương ứng được đánh số từ 0. Dữ liệu input của chương trình được cho dưới dạng một mảng các số mô tả vị trí của các công tắc bật đèn, công tắc của phòng thứ i được đặt tại phòng có số thứ tự bằng phần tử thứ i của mảng input. Số phòng của ngôi nhà nhỏ hơn 17.

### Output

Hãy đưa ra số lần di chuyển ít nhất để hoàn thành công việc. Nếu không thể thì kết quả bằng -1. Mỗi thao tác di chuyển từ phòng này sang phòng khác được tính là 1 thao tác (thao tác bật đèn không tính).

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **1 0** | **1** |
| **0 1** | **-1** |
| **1 2 0** | **3** |
| **4 4 3 0 5 2** | **7** |
| **7 11 1 12 6 3 0 2 6 0 0 5 9** | **15** |

## Bài 16: Mother's Milk

John có ba bình sữa có dung tích là A, B và C lít (A, B, C ≤ 20). Ban đầu các bình A, B là rỗng và bình C chứa đầy sữa. John có thể đổ sữa từ bình này sang bình khác, thao tác này thực hiện cho tới khi bình thứ nhất (bình đổ sang bình khác) hết sữa hoặc bình thứ hai (chứa sữa) đầy. Hãy viết chương trình xác định lượng sữa có thể còn lại trong bình C sau khi John đã thực hiện một số thao tác.

### Input

Dữ liệu input của chương trình gồm 3 số nguyên được ghi trên 1 dòng.

### Output

Dung tích sữa có thể có ở bình C.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **8 9 10** | **1 2 8 9 10** |
| **2 5 10** | **5 6 7 8 9 10** |

## Bài 17: Agri-Net

Anh nông dân John đã trúng cử trong cuộc bầu cử ở địa phương và trở thành thị trưởng của thành phố. Một trong những lời hứa khi vận động tranh cử của John là sẽ lắp đặt đường truyền Internet để kết nối tất cả các trang trại trong phạm vi thành phố. Để thực hiện lời hứa này John cần sự giúp đỡ của bạn.

John đã lắp đặt một đường truyền Internet tốc độ cao cho trang trại của mình và muốn chia sẻ với các trang trại khác. Để giảm thiểu chi phí anh ta muốn sử dụng tối thiểu số cáp quang cần thiết để kết nối với tất cả các trang trại khác.

Cho một danh sách số cáp quang cần thiết để kết nối giữa các cặp trang trại hãy tìm độ dài cáp quang nhỏ nhất để kết nối tất cả các trang trại với nhau.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu là số trang trại N (3 ≤ N ≤ 100). Sau đó là N dòng, mỗi dòng gồm N số nguyên ngăn cách với nhau bằng một dấu cách là ma trận độ dài cáp quang tương ứng cần thiết để nối giữa các cặp trang trại.

### Output

Ghi kết quả tìm được vào file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **0 4 9 21**  **4 0 8 17**  **9 8 0 16**  **21 17 16 0** | **28** |

## Bài 18: Depot (Kho chứa hàng)

Một công ty có N cửa hàng bán M loại hàng hóa khác nhau trong mỗi cửa hàng. Công ty có một kho hàng lớn tại đó công việc đóng gói hàng hóa sẽ được thực hiện trước khi được chuyển tới các cửa hàng. Mỗi cửa hàng nhận các loại hàng với số lượng như nhau. Vì thế công ty có thể đóng gói một lượng cụ thể một loại sản phẩm nào đó vào một container và gán nhãn cho container đó bằng số thứ tự của sản phẩm. Các sản phẩm được đánh số từ 1 tới M. Do đó khi đóng gói xong chúng ta sẽ có N\*M container trong kho và có đúng N container được đánh số giống nhau bằng số thứ tự của một loại sản phẩm. Vì kho hàng là một tòa nhà khá hẹp nên các container được xếp theo một hàng duy nhất. Đê tăng tốc độ quá trình phân phối hàng quản lý của nhà kho muốn sắp xếp lại các container. Vì các sản phẩm được chuyển tới cho các cửa hàng bằng cách sử dụng chỉ 1 xe tải cho một cửa hàng nên mỗi xe tải sẽ chuyên chở một container của một sản phẩm và một cách sắp xếp hợp lý là như sau: M container đầu tiên sẽ chứa N loại hàng khác nhau, M container tiếp theo sẽ chứa N loại hàng khác nhau, vân vân.

Thật không may là chỉ có một chỗ trống duy nhất ở cuối hàng nên việc sắp xếp lại các container này chỉ có thể thực hiện theo cách là di chuyển container tới vị trí trống. Sau khi quá trình sắp xếp này hoàn thành chỗ trống phải nằm ở cuối hàng.

Hãy viết chương trình đưa ra số thao tác cần thực hiện ít nhất.

### Input

Dòng đầu tiên của file input chứa hai số nguyên N và M (1 ≤ M, N ≤ 400). Dòng thứ hai chứa N\*M số nguyên là nhãn của các container. Mỗi sản phẩm chiếm đúng N container.

### Output

Dòng đầu tiên của file output chứa số S, là số thao tác ít nhất cần thực hiện để nhận được vị trí các container như mong muốn. Sau đó là S dòng mô tả về các bước chuyển bằng hai số x y với ý nghĩa là chuyển container ở vị trí x tới vị trí y. Các vị trí được đánh số từ 1 tới N\*M + 1, vị trí trống ban đầu là N\*M+1. Di chuyển x tới y là hợp lệ nếu y là trống, sau khi di chuyển x sẽ trống. Nếu bài toán có nhiều nghiệm chỉ cần đưa ra một nghiệm.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5 6**  **4 1 3 1 6 5 2 3 2 3 5 6 2 1 4 5 6 4 1 3 2 4 5 5 1 2 3 4 6 6** | **8**  **9 31**  **18 9**  **10 18**  **4 10**  **31 4**  **30 31**  **24 30**  **31 24** |

## Bài 19: Cycle Detection

Giả sử chúng ta có một mạng máy tính mỗi máy tính kết nối với các máy tính khác trong mạng bằng cáp mạng. Mỗi đoạn cáp chỉ kết nối trực tiếp giữa hai máy tính và hai máy tính có thể kết nối với nhau chỉ bằng một đoạn cáp. Hãy xác định tất cả các đoạn cáp nằm trong một chu trình. Với mỗi đoạn cáp tham gia vào chu trình hãy xác định số lượng chu trình mà nó tham gia vào. Một chu trình là một dãy các dây cáp bắt đầu từ một máy tính A và cuối cùng lại kết thúc tại A. Tuy nhiên mỗi máy tính trừ A chỉ tham gia vào chu trình 1 lần duy nhất.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu của file chứa một số nguyên N (N ≤ 20) là số máy tính trong mạng. Tiếp theo ma trận mô tả các kết nối trong mạng gồm N dòng, mỗi dòng gồm N số nguyên ngăn cách với nhau bằng một dấu cách.

### Output

Dữ liệu output của chương trình ghi vào một file text theo định dạng sau: dòng đầu là một số nguyên M tương ứng với số đoạn cáp mạng tham gia vào ít nhất một chu trình trong mạng, sau đó là dòng ghi M số nguyên sắp theo thứ tự tăng dần là số chu trình mà mỗi đoạn cáp tham gia vào. Nếu mạng không có chu trình thì kết quả là “No cycle”.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **6**  **0 1 1 0 0 0**  **1 0 1 1 0 0**  **1 1 0 0 0 1**  **0 1 0 0 1 0**  **0 0 0 1 0 1**  **0 0 1 0 1 0** | **7**  **2 2 2 2 2 2 2** |
| **4**  **0 1 0 0**  **1 0 1 0**  **0 1 0 1**  **0 0 1 0** | **NO CYCLE** |

## Bài 20: FewestFactors

Cho một mảng các chữ số nhận các giá trị từ 0 tới 9 (không quá 5 chữ số). Hãy xây dựng một số nguyên từ các chữ số đó sao cho mỗi chữ số trong mảng xuất hiện một lần duy nhất và số ước số của số đó là ít nhất có thể được. Chú ý là chúng ta có thể sử dụng số 0 ở đầu, khi đó số 0 coi như bỏ.

### Input

Dữ liệu của chương trình được nhập từ 1 file text như sau: dòng đầu là số chữ số trong xâu (không vượt quá 5). Dòng thứ hai là số chữ số trong mảng.

### Output

Ghi kết quả xử lý vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **1 2** | **21** |
| **2**  **6 0** | **6** |
| **3**  **4 7 4** | **447** |
| **4**  **1 3 7 9** | **1973** |
| **5**  **7 5 4 3 6** | **36457** |

## Bài 21: PlayingCubes

Các khối hình hộp sử dụng trong một trò chơi dành cho trẻ em có các mặt được gán các nhãn là các chữ cái viết hoa. Mục đích của trò chơi là tạo thành các từ sử dụng các hình hộp như vậy. Chẳng hạn nếu chúng ta muốn xây dựng từ “DOG” chúng ta cần phải tìm 3 hình hộp một chứa chữ cái ‘D’, một chứa chữ cái ‘O’ và một chứa chữ cái ‘G’, sau đó xoay các hình này để các mặt chứa các chữ cái này đều là mặt trên của hình hộp.

Cho một danh sách các hình hộp có cùng thứ tự các mặt và danh sách các từ, hãy đưa ra số thứ tự của các từ có thể tạo thành theo nguyên tắc trên (các từ được đánh số từ 0).

### Input

Dữ liệu input của chương trình được cho trong một file text như sau: dòng đầu là 2 số N, M (2 ≤ N ≤ 8, 1 ≤ M ≤ 50) tương ứng là số hình hộp và số từ. Sau đó là N dòng ghi các mặt của N hình hộp và M dòng tiếp theo ghi các từ cần tìm (các từ đều có số ký tự nhỏ hơn 9).

### Output

Đưa ra danh sách thứ tự các từ tìm thấy.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5 3**  **ABCDEF**  **DEFGHI**  **OPQRST**  **ZZZZZZ**  **YYYYYY**  **CAT**  **DOG**  **PIZZA** | **1** |
| **4 5**  **AAAAAA**  **AAAAAA**  **AAAAAA**  **AAAAAA**  **AA**  **AAA**  **AAAA**  **AAAAA**  **AAAAAA** | **0 1 2** |

## Bài 22: Bicritical routing

Hệ thống các đường cao tốc trả tiền ở Byteland đang phát triển rất nhanh chóng nên việc lựa chọn một hành trình (route) tốt nhất không phải là một công việc dễ dàng. Hệ thống đường cao tốc bao gồm các đường hai chiều kết nối giữa các thành phố. Mỗi con đường như vậy được mô hình hóa bằng thời gian di chuyển giữa chúng và chi phí phải trả khi đi trên đường.

Mỗi hành trình (đường đi) bao gồm một số đường cao tốc nối trực tiếp giữa các thành phố. Tổng thời gian cần thiết để đi hết 1 con đường là tổng số thời gian đi trên các đường cao tốc nối trực tiếp giữa các thành phố, tương tự chúng ta có định nghĩa về tổng chi phí cho mỗi con đường. Đường nào càng nhanh và có chi phí càng thấp thì càng được đánh giá tốt hơn. Một cách chặt chẽ hơn chúng ta có thể định nghĩa một đường đi là tốt hơn một đường đi khác nếu như có thể đi nhanh hơn và không phải trả nhiều hơn hay chúng ta sẽ trả ít hơn và đi không chậm hơn. Một đường đi tối ưu giữa hai thành phố là con đường tốt nhất nối giữa hai thành phố đó. Thật không may là không phải luôn tồn tại những con đường tối ưu như vậy – có thể có một số con đường nhưng chúng ta không thể so sánh chúng với nhau hoặc có thể không có con đường nào cả.

Hình vẽ sau là một minh họa hệ thống đường cao tốc giữa bốn thành phố, các trọng số trên các đường cao tốc này là chi phí và thời gian của các con đường.
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Chúng ta có 4 con đường để đi từ 1 tới 4: 1-2-4 (chi phí 4, thời gian 5), 1-3-4 (chi phí 4, thời gian 5), 1-2-3-4 (chi phí 6, thời gian 4) và 1-3-2-4 (chi phí 4, thời gian 10).

Các đường đi 1-3-4 và 1-2-4 tốt hơn so với 1-3-2-4. Có các đường đi tối ưu sau: 1-2-4 và 1-3-4, có chi phí 4 thời gian 5 và đường đi 1-2-3-4 với chi phí 6 thời gian 4. Khi cần lựa chọn chúng ta sẽ căn cứ vào yêu cầu muốn đi theo đường đi có chi phí nhỏ hơn hay thời gian nhanh hơn.

Hãy viết chương trình tính xem có bao nhiêu đường đi tối ưu như vậy trong một hệ thống đường cao tốc. Các đường đi tối ưu có chi phí, thời gian giống nhau được tính là 1 đường đi.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu của file là 4 số nguyên n, m, s, e (1 ≤ n ≤ 100, 0 ≤ m ≤ 300, 1≤ s, e ≤ n) trong đó n là số thành phố, m là số con đường, s và e là thành phố bắt đầu và kết thúc. Sau đó là m dòng mỗi dòng là một mô tả về một con đường cao tốc gồm 4 số nguyên là thành phố bắt đầu, kết thúc, chi phí và thời gian tương ứng với con đường cao tốc đó (chi phí và thời gian là các số tự nhiên nhỏ hơn 100).

### Output

Kết quả xử lý của chương trình ghi vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4 5 1 4**  **2 1 2 1**  **3 4 3 1**  **2 3 1 2**  **3 1 1 4**  **2 4 2 4** | **2** |

## Bài 23: A Fast Journey

Hệ thống các thành phố được nối với nhau bằng các con đường một chiều. Các thành phố được đánh số từ 1 tới N (N ≤ 100). Vào những ngày lẻ các phương tiện di chuyển theo các hướng bình thường của các con đường và vào các ngày chẵn thì theo hướng ngược lại. Độ dài của các con đường được đo bằng một số nguyên là thời gian đi trên con đường đó và không phụ thuộc vào hướng di chuyển.

Hãy viết một chương trình tìm đường đi nhanh nhất từ một thành phố A tới thành phố B.

Ngày đầu tiên của hành trình là ngày lẻ, một ngày đi đường không quá 12 tiếng và đêm phải nghỉ tại một thành phố, hành trình sẽ được tiếp tục vào ngày hôm sau.

### Input

Dữ liệu input của chương trình được cho trong một file text như sau: dòng đầu tiên là hai số nguyên tương ứng với số thứ tự của A và B, dòng thứ hai là hai số nguyên tương ứng với số thành phố và số con đường một chiều (k) nối giữa các thành phố đó (số thành phố nhỏ hơn 1000). Tiếp theo là k dòng môt tả về các con đường, mỗi dòng gồm 3 số là thành phố bắt đầu, kết thúc và thời gian để đi hết con đường.

### Output

Kết quả xử lý của chương trình ghi vào một file text theo các dòng là mô tả về các con đường một chiều trên hành trình từ A tới B, mỗi mô tả gồm 4 số nguyên tương ứng là thành phố bắt đầu, thành phố đến, ngày đi và thời gian đi hết con đường đó.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **1 3**  **6 7**  **1 2 9**  **1 6 2**  **1 5 10**  **5 4 1**  **4 6 2**  **4 3 4**  **2 3 5** | **1 5 1 10**  **5 4 1 1**  **4 3 3 4** |
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Hình vẽ minh họa:

## Bài 24: Speed Limits

Trong công việc hàng ngày chúng ta có thể không quan tâm tới các con đường ngắn nhất mà thường là những con đường có thời gian ngắn nhất. Khi lái xe thì vấn đề giới hạn tốc độ trên các con đường là rất quan trọng đặc biệt là khi bộ giao thông vận tải trang bị cho các chú cảnh sát giao thông các súng bắn tốc độ. Tuy nhiên đôi khi vẫn có các biển báo tốc độ bị mờ mà chúng ta lại không thể nhớ hết tất cả các giới hạn tốc độ tại các con đường. Chúng ta chỉ có thể giả sử rằng khi rẽ vào một đường khác tốc độ hiện tại sẽ không bị giảm. Hãy viết chương trình tìm đường đi nhanh nhất dựa việc tận dụng các con đường mất biển báo tốc độ.

Chúng ta giả sử tất cả các con đường đều là một chiều, hệ thống đường gồm các ngã rẽ và các đường nối, một đường chỉ nối giữa hai ngã rẽ, mỗi con đường đều có nhiều nhất là một biển báo tốc độ ở đầu đường

### Input

Dòng đầu tiên của file input chứa 3 số nguyên N, M và D (2 ≤ N ≤ 150) là số các ngã rẽ đánh số từ 0 tới N-1, M là số con đường và D là ngã rẽ cần đi đến. Tiếp theo là M dòng, mỗi dòng mô tả về 1 con đường gồm 4 số A, B, V và L trong đó A là điểm xuất phát B là đích, giới hạn tốc độ là V và độ dài L. Nếu như V bằng 0 nghĩa là biển báo tốc độ bị mờ. Điểm xuất phát là ngã rẽ 0 với tốc độ hiện tại là 70.

### Output

Kết quả xử lý của chương trình là số thứ tự của các ngã rẽ trên đường đi nhanh nhất tìm được. Giả sử chúng ta không bao giờ có 2 đường nhanh nhất có cùng thời gian.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **6 15 1**  **0 1 25 68**  **0 2 30 50**  **0 5 0 101**  **1 2 70 77**  **1 3 35 42**  **2 0 0 22**  **2 1 40 86**  **2 3 0 23**  **2 4 45 40**  **3 1 64 14**  **3 5 0 23**  **4 1 95 8**  **5 1 0 84**  **5 2 90 64**  **5 3 36 40** | **0 5 2 3 1** |

## Bài 25: MoneyExchange

Bạn có một số tiền loại type1 và muốn đổi sang tiền loại type2. Tuy nhiên tại cửa khẩu đôi khi không thể đổi trực tiếp từ loại tiền này sang loại tiền khác nên đôi khi chúng ta cần phải tiến hành đổi một số lần qua các loại tiền trung gian khác. Tất nhiên các nhân viên đổi tiền đủ thông minh để không cho phép chúng ta đổi quay vòng nhiều lần cùng một loại tiền để thu được lợi nhuận.

Hãy viết chương trình xác định xem chúng ta có thể nhận được tối đa bao nhiêu tiền type2 nếu có 1 đơn vị tiền type1. Nếu không thể đổi được thì kết quả la -1.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu là số tỉ giá đổi tiền N (0 ≤ N ≤ 50), sau đó là N dòng mỗi dòng ghi tỉ giá đổi tiền theo dạng t1 m1 t2 m2 với ý nghĩa là m1 đồng tiền t1 đổi được m2 đồng tiền t2. Tên các loại tiền là các xâu viết hoa không vượt quá 50 ký tự. Cuối cùng là hai dòng ghi tên type1 và type2.

### Output

Ghi kết quả xử lý của chương trình vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **1**  **EUR 0008 USD 0010**  **USD**  **EUR** | **1.25** |
| **3**  **EUR 8 USD 10**  **EUR 1 GOODBUY 2**  **GOODBUY 1 USD 2**  **EUR**  **USD** | **4.0** |
| **5**  **A 1 B 2**  **A 1 C 3**  **B 2 D 3**  **C 9 D 10**  **D 7 E 2**  **A**  **E** | **0.952** |

## Bài 26: 106 miles from Chicago

Hai điệp vụ đang làm nhiệm vụ cho chính phủ và họ cần chuyển một tài liệu về Chicago. Các cơ quan tình báo nước ngoài cũng đang tìm cách lấy tài liệu này và họ đã giăng lưới trên các con đường dấn tới Chicago để đón lõng hai điệp vụ. Hãy viết chương trình tìm con đường an toàn nhất cho hai điệp vụ.

### Input

Dữ liệu input của chương trình được cho trong một file text và có thể có nhiều test. Mỗi test được cho như sau: dòng đầu là hai số nguyên n, m (2 ≤ n ≤ 100, 1 ≤ m ≤ (n-1)\*n/2) trong đó m là số ngã rẽ và m là số con đường nối giữa các ngã rẽ. Tiếp theo mà m dòng mô tả về các con đường, mỗi dòng gồm 3 số nguyên a, b, p trong đó a là ngã rẽ bắt đầu, b là kết thúc và p là sác xuất không bị bắt của hai điệp vụ nếu đi trên con đường đó. Các ngã rẽ được đánh số từ 1.

### Output

Với mỗi test hãy tìm con đường an toàn nhất đi từ ngã rẽ 1 tới ngã rẽ N. Ghi kết quả là sác xuất an toàn của con đường vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5 7**  **5 2 100**  **3 5 80**  **2 3 70**  **2 1 50**  **3 4 90**  **4 1 85**  **3 1 70**  **0** | **61.200** |

## Bài 27: LongBlob

Các bức ảnh chụp từ vệ tinh bao gồm các hình vuông kích thước 1x1 tạo thành môt bảng hình chữ nhật, mỗi hình vuông có giá trị bằng 0 hoặc 1. Các hình vuông chứa số 0 có chung cạnh tạo thành một vùng gọi là một blob. Độ dài của một blob là khoảng cách lớn nhất giữa hai tâm của bất cứ cặp các ô vuông chứa số 0 nào trong blob đó. Chẳng hạn bức ảnh sau:

**0010**

**1001**

**0011**

**0111**

Có 2 blob và độ dài của blob lớn hơn là sqrt(1 + 9) là khoảng cách giữa ô vuông đầu tiên của hàng cuối cùng với số 0 ở hàng đầu tiên cột thứ hai.

Vấn đề là các bức ảnh có thể có nhiễu nên một số hình có giá trị 1 thực sự phải mang giá trị 0. Chúng ta không quan tâm tới việc phục hồi chính xác mà quan tâm tới việc nếu như đổi 4 ô mang giá trị 1 thành các ô mang giá trị 0 thì vùng lớn nhất sẽ có độ dài là bao nhiêu.

### Input

Dữ liệu input của chương trình được cho như sau: dòng đầu chứa 2 số nguyên N, M là kích thước của bước ảnh (1 ≤ N, M ≤ 25). Sau đó là N dòng, mỗi dòng chứa M số hoặc 0 hoặc 1.

### Output

Ghi kết quả tìm được vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4 4**  **0010**  **1001**  **0011**  **0111** | **4.2426** |
| **1 9**  **101010101** | **7.0** |

## Bài 28: Fence Loops

Các hàng rào bao quanh các khu chăn thả của Mr Brown được tạo thành từ các đoạn rào thẳng ngắn hơn có độ dài từ 1 tới 200 feet và chỉ nối với nhau tại các điểm đầu và cuối của chúng (có thể có nhiều đoạn rào nối với nhau tại một điểm đầu cuối). Kết quả là có một mạng các hàng rào tạo thành từ các đoạn rào bao quanh các khu chăn thả. Mr Brown muốn điểu chỉnh lại các đoạn chắn này cho phù hợp và ông ta muốn biết phần nào của khu chăn thả có chu vi nhỏ nhất (Mỗi khu chăn thả bị bao quanh bởi 1 số các đoạn chắn).

Các đoạn chắn được đánh số bắt đầu từ 1 tới N (N là tổng số các đoạn chắn), với mỗi đoạn chắn Mr Brown biết các thông tin sau:

* Độ dài của đoạn chắn
* Các đoạn chắn khác nối với hai đầu của nó
* Không có đoạn chắn nào tự nối với chính nó

Cho một danh sách các đoạn chắn bao quanh các khu chăn thả hãy viết chương trình giúp Mr Brown tính xem khu chăn thả nào có chu vi nhỏ nhất.

Chẳng hạn đối với khu chăn thả như hình vẽ sau;

**1**

**+---------------+**

**|\ /|**

**2| \7 / |**

**| \ / |**

**+---+ / |6**

**| 8 \ /10 |**

**3| \9 / |**

**| \ / |**

**+-------+-------+**

**4 5**

Thì khu chăn thả có chu vi nhỏ nhất chính là khu chăn thả tạo thành từ 3 đoạn chắn có số thứ tự là 2, 7 và 8.

### Input

Dữ liệu của chương trình được cho trong một file text có định dạng như sau:

Dòng 1: là một số nguyên N tương ứng với số test trong file (1 ≤ N ≤ 100)

Tiếp đến là N bộ ba dòng mô tả về các đoạn chắn như sau: dòng đầu là 4 số nguyên s (1 ≤ s ≤ N) là số hiệu của đoạn chắn, Ls (1 ≤ Ls ≤ 255) là độ dài đoạn chắn, N1s (1 ≤ N1s ≤ 8) là số phần tử trên dòng thứ hai, N2s (1 ≤ N2s ≤ 8) là số phần tử trên dòng thứ ba. Dòng thứ hai chứa N1s số nguyên là các đoạn chắn có nối với đoạn chắn hiện tại ở một đầu. Dòng thứ 3 chứa N2s số nguyên là các đoạn chắn có nối với đoạn chắn hiện tại ở đầu kia.

### Output

Với mỗi test hãy in ra chu vi của các đoạn chắn bao quanh vùng chăn thả nhỏ nhất.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **10**  **1 16 2 2**  **2 7**  **10 6**  **2 3 2 2**  **1 7**  **8 3**  **3 3 2 1**  **8 2**  **4**  **4 8 1 3**  **3**  **9 10 5**  **5 8 3 1**  **9 10 4**  **6**  **6 6 1 2**  **5**  **1 10**  **7 5 2 2**  **1 2**  **8 9**  **8 4 2 2**  **2 3**  **7 9**  **9 5 2 3**  **7 8**  **4 5 10**  **10 10 2 3**  **1 6**  **4 9 5** | **12** |

## Bài 29: Nagibni

Hệ thống đường sắt của mỗi quốc gia thường bao gồm một số tuyến đường sắt nhất định. Mỗi tuyến đường sắt thường nối giữa hai thành phố khác nhau và giữa hai thành phố chỉ có một tuyến đường sắt trực tiếp nối giữa chúng. Gần đây các nhà quản lý hệ thống đường sắt đã quyết định thay thế hệ thống đường sắt cũ kỹ của họ bằng một hệ thống đường ray mới, nhanh và hiện đại hơn được nhập khẩu từ Nhật Bản.

Một hành trình sẽ đi qua ít nhất 2 thành phố, các thành phố liền kề nhau trên mỗi hành trình sẽ được nối với nhau bằng một tuyến đường sắt. Độ dài của hành trình tính bằng tổng độ dài của các tuyến đường trên hành trình đó. Vì tốc độ của các đoàn tàu giờ đây đã rất nhanh nên không cho phép hai hành trình cùng đi qua một thành phố.

Hãy viết một chương trình xác định các hành trình chạy tàu của hệ thống đường sắt mới với các điều kiện sau: chỉ có một hành trình đi qua mỗi thành phố và tổng độ dài của tất cả các hành trình là lớn nhất có thể được.

### Input

Dòng đầu của file input chứa một số nguyên N (1 ≤ N ≤ 2000) là số lượng các thành phố. Các thành phố được đánh số từ 1 tới N.

Tiếp theo là N – 1 dòng chứa mô tả về các tuyến đường nối giữa các thành phố. Mỗi dòng chứa 3 số nguyên A, B, C với ý nghĩa là tuyến đường nối thành phố A với thành phố B có độ dài là C (1 ≤ C ≤ 1000000).

Chú ý: Dữ liệu input của bài toán luôn đảm bảo tồn tại 1 nghiệm.

### Output

Ghi vào file input tổng độ dài lớn nhất tìm được.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5**  **1 2 10**  **1 3 10**  **1 4 10**  **4 5 1** | **21** |
| **6**  **1 2 1**  **1 3 3**  **1 4 7**  **2 5 4**  **2 6 6** | **20** |
| **9**  **1 2 1**  **2 4 2**  **3 4 1**  **4 5 5**  **6 5 1**  **5 7 2**  **7 8 1**  **8 9 2** | **11** |

## Bài 30: Water Jugs

Vợ của Mr John, Mrs Martha cần một lượng nước để làm nước chanh. Tuy nhiên Msr Martha cần một lượng nước chính xác vì nếu không có thể làm cho nước chanh không ngon. Msr Martha có một vài bình đựng nước và có thể đong được lượng nước cần thiết bằng các thao tác sau đây:

1. Đổ đầy nước vào một bình (nước được lấy từ 1 bể chứa)
2. Đổ nước từ bình 1 sang bình 2 cho tới khi bình 1 đầy hoặc bình 2 hết.
3. Đổ hết nước ra khỏi 1 bình nào đó (đổ ra cống thoát nước).

Hãy viết chương trình giúp Msr Martha tính xem cần ít nhất bao nhiêu thao tác để có thể có được lượng nước mong muốn trong một bình nào đó. Nếu có nhiều giải pháp hãy đưa ra giải pháp sử dụng ít lượng nước nhất (lượng nước lấy từ bể).

Chẳng hạn nếu Mrs Martha có 3 bình lần lượt có dung tích là 6, 7, và 10 và cần 8 lit nước thì có thể tiến hành như sau:

1. Đổ đầy bình 7 lit
2. Đổ hết bình 7 lit dang bình 10 lit
3. Đổ đầy bình 7 lit
4. Đổ nước từ bình 7 lit sang bình 6 lit, bình 7 lit sẽ còn lại 1 lit
5. Đổ 1 lit từ bình 7 lit sang bình 10 lit.

### Input

Dòng đầu của file input chứa hai số nguyên N và L trong đó N là số lượng các bình và L là số lượng nước cần lấy. Dòng thứ hai chứa đúng N số nguyên là dung tích của N bình đựng nước mà Mrs Martha có. (1 ≤ N ≤ 6, 1 ≤ K ≤ 11).

### Output

Dòng đầu tiên của file output chứa hai số nguyên O và W trong đó O là số thao tác và W là số nước cần dùng. Tiếp theo là O dòng, mỗi dòng chứa hai số nguyên S và D mô tả các thao tác thực hiện, trong đó S và D là số hiệu của các bình nước trong thao tác tương ứng (các bình nước được đánh số từ 0 tới N – 1). Nếu như đó là một thao tác đổ đầy bình thì S sẽ bằng -1 còn nếu đó là thao tác đổ hết nước khỏi bình (đổ ra cống thoát) thì D sẽ bằng -1.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3 8**  **6 7 10** | **5 14**  **-1 1**  **1 2**  **-1 1**  **1 0**  **1 2** |

## Bài 31: Labudovi

Hai con thiên nga cùng sống trong một hồ nước nhưng bị ngăn cách với nhau bởi các tảng băng trên mặt hồ. Hồ nước có hình dạng một hình chữ nhật được chia thành R hàng và C cột, với mỗi ô là nước hoặc băng.

Mùa hè đang đến và băng trên hồ dần tan. Sau mỗi ngày các phần băng tiếp xúc với nước sẽ bị bốc hơi (các ô chứa băng tiếp xúc với các ô chứa nước sẽ bị tan chảy). Hai ô được gọi là tiếp xúc với nhau nếu như chúng có chung cạnh.

Chẳng hạn băng trên hồ (ký hiệu là các chữ ‘x’) sẽ tan như các hình vẽ sau:
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Các chú thiên nga chỉ có thể di chuyển trên mặt hồ qua các ô chứa nước chung cạnh.

Hãy viết chương trình tính xem sau bao nhiêu ngày thì hai chú thiên nga có thể gặp nhau.

### Input

Dòng đầu tiên của file input chứa hai số nguyên R và C, 1≤ R, C ≤ 1500. Tiếp theo là R dòng, mỗi dòng chứa C ký tự hoặc ‘**.**’ có nghĩa là nước, ‘X’ có nghĩa là băng và ‘L’ có nghĩa là vị trí của thiên nga.

### Output

Hãy đưa ra số ngày mà sau đó các chú thiên nga có thể gặp nhau.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **10 2**  **.L**  **..**  **XX**  **XX**  **XX**  **XX**  **XX**  **XX**  **..**  **.L** | **3** |
| **4 11**  **..XXX...X..**  **.X.XXX...L.**  **....XXX..X.**  **X.L..XXX...** | **2** |
| **8 17**  **...XXXXXX..XX.XXX**  **....XXXXXXXXX.XXX**  **...XXXXXXXXXXXX..**  **..XXXXX.LXXXXXX..**  **.XXXXXX..XXXXXX..**  **XXXXXXX...XXXX...**  **..XXXXX...XXX....**  **....XXXXX.XXXL...** | **2** |

## Bài 32: Teleport

Nhà phù thủy đại tài Byter đã tạo ra hai hòn đảo trên biển Baltic: Bornholm và Gotland. Trên mỗi hòn đảo này có một số máy truyền tín hiệu đặc biệt (teleport). Mỗi máy truyền tín hiệu này có thể hoạt động ở 1 trong 2 chế độ sau:

* Nhận tín hiệu từ một máy khác truyền tới nó
* Gửi tín hiệu tới một máy khác (ở khác đảo với nó) miễn là máy đó đang làm việc ở chế độ nhận tín hiệu.

Một lần Byter đã đưa ra yêu cầu sau cho các môn đệ của mình: họ phải đặt chế độ làm việc cho các máy truyền tín hiệu sao cho không có máy nào không được sử dụng, mỗi máy làm việc ở chế độ nhận sẽ có ít nhất 1 máy truyền tín hiệu tới cho nó và ngược lại với mỗi máy truyền tín hiệu, máy nhận tín hiệu từ nó cũng phải làm việc ở chế độ nhận.

Hãy viết chương trình xác định chế độ hoạt động của các máy truyền tín hiệu ở trên hai hòn đảo theo yêu cầu của Mr Byter. Nếu bài toán có nhiều nghiệm chỉ cần đưa ra một nghiệm.

### Input

Dòng đầu của file input chứa hai số nguyên m và n (1 ≤ m, n ≤ 50000) trong đó m là số máy truyền tín hiệu trên đảo Bornholm và n là số máy trên đảo Gotland. Các máy trên các đảo được đánh số từ 1 tới m và từ 1 tới n tương ứng. Dòng thứ hai chứa m số nguyên không lớn hơn n trong đó số thứ k tương ứng là số hiệu của các máy nhận tín hiệu trên đảo Gotland của máy thứ k trên đảo Bornholm. Dòng thứ 3 chứa n số nguyên không lớn hơn m tương ứng là số thứ tự của các máy nhận tín hiệu trên đảo Bornholm của các máy trên đảo Gotland.

### Output

Kết quả xử lý của chương trình cần đưa ra là chế độ làm việc của các máy truyền tín hiệu trên 2 đảo bằng 2 xâu bít ghi trên 2 dòng của file output. Trong đó máy thứ k trên mỗi đảo sẽ được cho bằng số 0 nếu hoạt động ở chế độ nhận tín hiệu còn 1 nghĩa là gửi tín hiệu.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4 5**  **3 5 2 5**  **4 4 4 1 3** | **0110**  **10110** |

### Hình minh họa

![tel1](data:image/png;base64,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) ![tel2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANsAAADIAQMAAABbDwY2AAAABlBMVEVcXF3///8aEaLkAAAAAnRSTlP/AOW3MEoAAAABYktHRACIBR1IAAAADGNtUFBKQ21wMDcxMgAAAAdPbbelAAAErUlEQVRYw+2YS4vkVBTH0/RguxCzmKUwQVy4FQacEYS7cT0fQVBB14PQKiVzSxSyLGFWvco3sWtosDZt1ycYJm3Gro04SQXtlF5zvO97TpK6SINutBb1+nFP/ueZU5XA/keZzBnAGlbk2y6FCqAqk42GGwKbNbQA7TSsXsBsL9y86A28uv9WsiyfJxzD/tZrt146LJPy7smDiwdXn1D42+ze259Ks3dPLkZQbGfXxwo+lvD9AZxvZ/le+PN2dk/D22Oz7S/b2WfHe67ZXHw8e/P4Ixk+8fCb9z5Yfpgh2LP04Ns3vi6TaOD/h/8E/DMGmxuf/I/AZzXfDwuInGQRKODvwXYE2wDPRrCKnVzHYBGBPYtBHoEdROAuBjcxuIjBAsGlSUJ4MAS9HeqJg18RKIDAJcewobBMMaworA8xXFHYEVjEIKOwP5rwxBfYAYIdDODLCO6G8Dvk6GYIIYtBFN3ChdBDdBvURjqOYOOZ8UTdOT30+kGMYe/Coj2pU8AwyFVFk2Q9gWuUky7hPRYUqkw61R1oDQF6uUwnaUeg4METWRjtKYZOrgrNMoVrAl0Apfn+DoOSqHWVI4WJR3wIG++SmxEI7jxMx9CWDoOOTUBmn2vAsERypbs5gefmfWWu3PEp2BhPvFUDRYiN9DafhFrRwjtioSsRle8sWDXQZUvlm58NoGtWFVZk1UBXs9JCJ9gArkO+20sYwIsQwCofwqVr9ALO2RCCc3wDr8MYWklVfzgBbaKJVg9dAD+HCeimy+EktHE5moQmot30SdNGl48noVH06rvTkCuxd77kU1AHsN7hcTQYNWlF93kPZar6bOPzTueQ/FDLxPqJ0zI8arj0tfD9TSEUvR4vXhGBC8HVsWIStmf6gq7YBCejJtf1W01CwfSpbtJszXSJerkE5mujlNmIYShYa/p+7Q0FWENjJoZJ+zMSvhzEF0a1jldGAp9B/05Iu5kLDtbgyl5f+YykTDXXytlwQ9J1dipfTgxcOatuSAll676viRpVwrm2Kh4Z/3e+6Wzz5lqmyWVnHfFz6FRfeWXlummjYW2vZUfOIh/DtWvE7zMgZq1/zAdkCJmrrpLAc1cXWpG6cYwg2AISjMCleteCLaBLP9HC1FSndLrz4eLiyqPQVdiM4MLUg3KkG0FmbeejHcx9sTOZzQbQmBK840BTBuDnfJY75Rjaz4vUWifQOl7zIICOGp8RvBl7TwBe4cFpD60hF/Q1gbYILu2ZlkDTJ7INVvbSaDfpb5uXzPor8OJil0IZHht0hgaGSK1V50WBmtfMb13pRhH8PoRCnbJlsA2wTq1Vn4GrAEudwTTkjkD9NUNxRa48CUG3ZYBg7p+cIgQL54iPq1JuIQ9W0WKJVp4n9tXPTQxT9yYbw7B2rAhUvzXD7Sa803BHrA5W9cYFHbyLAf4q5wxeOzIMf5Ii8NqxwPAHuQozBKsh5AiSzn4KgtzmXYzsNKE7gFt1bRBK/JNEKjoNsIM5XS2qLMAa5oRBkw6zghUdRaDdmaZhdxCDScxsDMKcR2DNIlBkEWjGyb/9z5Jq1v2QR+AfMbPXN4ax/2pgG1MLN4abGPyR3VStepR/ARPclx+IO/zPAAAAAElFTkSuQmCC)

**Input Output**

## Bài 33: Hamming Numbers

Các số Hamming lần đầu tiên được đưa ra trong một bài tập của Richard W. Hamming, người đã phát minh ra các mã Hamming. Theo định nghĩa một số Hamming là một số nguyên dương có thể phân tích thành tích của một số các thừa số được chọn ngẫu nhiên nào đó. Chẳng hạn nếu tập các thừa số là {2, 3, 5} thì 90 = 2\*3\*3\*5 là một số Hamming nhưng 70 = 2\*5\*7 lại không phải là một số Hamming vì nó còn chia hết cho 7 (không nằm trong tập các thừa số). Số 1 luôn được xem là một số Hamming cho dù các thừa số được chọn như thế nào đi chăng nữa.

Hãy viết chương trình xác định số Hamming thứ n với một tập các thừa số cho trước.

### Input

Dòng đầu của file input là một tập các thừa số ngăn cách với nhau bằng 1 dấu cách, số các thừa số không vượt quá 50, một thừa số có giá trị lớn hơn 1 và nhỏ hơn 300. Dòng thứ hai là số N (1 ≤ N ≤ 100000).

### Output

Đưa ra kết quả là số Hamming thứ N.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2 3 5**  **15** | **24** |
| **2 2 2 4 4 4 8 8 8**  **11** | **1024** |
| **7 9 14 6**  **52** | **4802** |

## Bài 34: The Mysterious X network

Một trong những lý do mà trường Bách khoa Ecole có ảnh hưởng lớn trong xã hội Pháp là sự nổi tiếng của hệ thống mạng các camarades – các sinh viên cũ của trường. Khi một camarades muốn giúp đỡ (về mặt tiền bạc, công việc) họ có thể nhận được sự hỗ trợ từ mạng này. Trên thực tế khi muốn gặp một camarades nào đó họ có thể tiến hành qua các camarades trung gian để nhận được sự giúp đỡ.

Hãy viết chương trình xác định số các camarades trung gian ít nhất khi một người nào đó cần giúp đỡ.

### Input

Dữ liệu chương trình được cho như sau: dòng đầu của file input là một số nguyên N (1 ≤ N ≤ 105). Các camarades được đánh số từ 0 tới N-1. Tiếp sau đó là N dòng mỗi dòng bắt đầu bằng số thứ tự của camarades tương ứng (C) sau đó là số các camarades mà người đó quen biết (NC), tiếp đến là NC số hiệu của các camarades quen C. Dòng cuối cùng là 2 số C1 và C2 trong đó C1 là người gặp khó khăn và C2 là người sẵn sàng giúp anh ta.

### Output

In ra 3 số C1, C2 và số người trung gian ít nhất để C1 có thể gặp C2.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **0 3 1 2 3**  **1 1 0**  **2 2 0 3**  **3 2 0 2**  **1 2** | **1 2 1** |

## Bài 35: FILL

Có 3 bình đựng nước có dung tích là a, b và c lít (là các số nguyên không lớn hơn 200). Bình đầu tiên và bình thứ 2 trống trong khi bình thứ 3 đầy nước. Có thể đổ nước từ bình này sang bình khác cho tới khi bình thứ nhất cạn hoặc bình thứ 2 đầy.

Hãy viết chương trình xác định số lượng nước cần rót ít nhất để sao cho có ít nhất 1 bình nào đó chứa đúng d lít nước (d là một số nguyên dương nhỏ hơn 200). Nếu như không thể đong được chính xác d lít nước, chương trình cần đưa ra dung tích nhỏ hơn và gần với d nhất có thể được (gọi là d’) và số lit nước rót nhỏ nhất để đạt được kết quả đó.

### Input

File input được cho như sau: dòng đầu tiên là một số nguyên T tương ứng với số test trong file. Tiếp theo là T dòng mỗi dòng mô tả một test gồm 4 số nguyên a, b, c, d.

### Output

Kết quả mỗi test ghi trên 1 dòng gồm 2 số: số đầu là d hoặc d’ số thứ hai là số lít nước cần rót.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **2 3 4 2**  **96 97 199 62**  **2 5 5 5**  **8 7 6 7** | **2 2**  **9859 62**  **0 5**  **0 6** |

## Bài 36: The Domino Train

Một dãy domino được xếp từ các quân domino mà các quân domino liên tiếp nhau cần tuân thủ điều kiện là các số ở 2 đầu tiếp xúc nhau của chúng phải bằng nhau. Dãy xếp được coi là tốt nhất nếu như tổng các số trên các quân domino là lớn nhất. Cho T quân domino hãy viết chương trình xác định tổng lớn nhất có thể được khi xếp một dãy domino từ các quân domino cho trước với điều kiện số các quân domino tham gia vào dãy không vượt quá N.

### Input

Dữ liệu của chương trình được cho trong một file text: dòng đầu là 2 số T, N (1 ≤ T, N ≤ 150) sau đó là T dòng mô tả về các quân domino, mỗi quân được mô tả trên 1 dòng gồm 2 số nguyên tương ứng ở hai đầu của quân domino.

### Output

Đưa ra tổng lớn nhất có thể được.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4 6 5 1 5 4 3 2 6 4** | **25**  **(1|5 5|4 4|6)** |

## Bài 37: Tennis Club (not available)

Một câu lạc bộ Tennis muốn tổ chức một tuần lễ quảng cáo thu hút những người chơi mới gia nhập vào câu lạc bộ bằng cách mời một số ngôi sao quần vợt về đánh biểu diễn. Mỗi ngôi sao sẽ cho biết họ số trận mà họ sẵn sàng tham gia. Các nhà tổ chức muốn cho các trận đấu hấp dẫn hơn nên không muốn có trường hợp 2 ngôi sao gặp nhau nhiều hơn 1 lần.

Hãy viết chương trình sắp xếp các ngôi sao tham gia các trận đấu sao cho mỗi ngôi sao đều tham dự đúng số trận mà họ thích đồng thời không có cặp nào gặp nhau nhiều hơn 1 lần.

### Input

Dòng đầu tiên của file input là số nguyên N (2 ≤ N ≤ 1000) và sau đó là N dòng, mỗi dòng là số trận tương ứng mà một ngôi sao muốn chơi.

### Output

Dòng đầu tiên của file output sẽ là thông báo có nghiệm hoặc vô nghiệm, nếu có nghiệm thì sau dó là N dòng, mỗi dòng là danh sách các đấu thủ mà một ngôi sao sẽ đấu.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3**  **1**  **2**  **1** | **Co nghiem**  **2**  **1 3**  **2** |
| **3**  **2**  **2**  **1** | **Vo nghiem** |

## Bài 38: Excursion (not available)

Một nhóm sinh viên quyết định chung tiền để đi du lịch tới một số thành phố. Mỗi sinh viên sẽ đưa ra 2 mong muốn, mong muốn thứ nhất là thành phố mà họ muốn đến, mong muốn thứ hai là thành phố mà họ không muốn đến (hai thành phố này có thể trùng nhau).

Hãy viết chương trình đưa ra danh sách các thành phố sẽ đến thăm của cả nhóm (có thể là rỗng) sao cho ít nhất một mong muốn của mỗi sinh viên đều được thỏa mãn. Nếu bài toán có nhiều nghiệm có thể đưa ra bất cứ nghiệm nào.

### Input

Dòng đầu của file input chứa hai số nguyên n và m (1 ≤ n ≤ 20000, 1 ≤ m ≤ 8000) trong đó n là số sinh viên, m là số thành phố. Các sinh viên được đánh số từ 1 tới n và các thành phố được đánh số từ 1 tới m. Tiếp theo là n dòng, mỗi dòng chứa hai số nguyên khác 0 ngăn cách với nhau bằng một dấu cách. Dòng thứ i + 1 chứa wi và wi’ thể hiện mong muốn của sinh viên thứ i trong đó –m ≤ wi, wi’ ≤ m, wi, wi’ ≠ 0. Một số nguyên dương có nghĩa là sinh viên đó muốn đến thăm thành phố tương ứng còn một số âm có nghĩa là sinh viên đó không muốn đến thăm thành phố bằng trị tuyệt đối của số đó.

### Output

Kết quả chương trình ghi vào một file text gồm có: dòng đầu là số thành phố của hành trình M, dòng thứ 2 là M số tương ứng với các thành phố trong hành trình. Nếu bài toán không có nghiệm thì kết quả là “Vo nghiem”.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3 4**  **1 -2**  **2 4**  **3 1** | **4**  **1 2 3 4** |

## Bài 39:

### Input

### Output

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **2 4 1**  **3 1 2 4**  **1 2**  **4** | **Co the truy cap**  **1 2 4**  **Khong the truy cap**  **3** |

# III. Dynamic Programming

## Bài 1: BikeLock

Các loại cặp số thường sử dụng một loại khóa số gồm một số vòng với các số từ 0 tới 9. Để mở khóa chúng ta cần xoay các vòng số này khớp với mã bí mật được thiết lập trước. Mỗi thao tác xoay có thể xoay vòng hiện tại theo chiều kim đồng hồ hoặc ngược chiều kim đồng hồ tới một số bất kỳ của vòng số cách nó nhiều nhất 3 đơn vị, một thao tác xoay cũng có thể áp dụng cho tối đa 3 vòng số liên tiếp nhau đồng thời xoay theo cùng chiều. Ví dụ nếu khóa bí mật là 363 và hiện tại các vòng là 555 chúng ta có thể tiến hành mở khóa bằng cách xoay vòng 1 về 3 bằng 1 thao tác xoay cùng chiều kim đồng hồ, sau đó xoay vòng 2 ngược chiều kim đồng hồ về 6, cuối cùng là xoay vòng 3 cùng chiều kim đồng hồ về số 3. Tuy nhiên cũng có thể dùng một cách khác là xoay cả 3 vòng về 333 sau đó xoay vòng 2 về 6.

Hãy viết chương trình xác định số thao tác ít nhất cần thiết để mở một khóa như vậy.

### Input

Dữ liệu của chương trình cho trong 1 file text gồm 2 dòng ghi các số của trạng thái hiện tại của khóa và mã số bí mật.

### Output

Đưa ra số thao tác ít nhất cần thiết để mở khóa.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **555**  **464** | **2** |
| **1234**  **3456** | **2** |
| **123456789**  **567412490** | **5** |

## Bài 2: BadSubstrings

Các xâu được thành lập từ các ký tự A, B và C. Một xâu được gọi là xâu con của xâu khác nếu nó xuất hiện (không nhất thiết có độ dài nhỏ hơn) hoàn toàn trong một xâu khác. Chẳng hạn xâu “AB” là xâu con của xâu “ABC” nhưng không phải là xâu con của xâu “ACB”. Hãy tìm số các xâu có độ dài N nhưng không có xâu con nào là xâu b1 và xâu b2 trong đó b1 và b2 là các xâu cho trước.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu là số N (1 ≤ N ≤ 39), sau đó là hai dòng ghi hai xâu b1 và b2.

### Output

Ghi số lượng các xâu thỏa mãn yêu cầu của bài toán.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3**  **AB**  **BA** | **17** |
| **2**  **A**  **BB** | **3** |
| **5**  **ABC**  **ABB** | **189** |

## Bài 3: IntegerSequence

Với một dãy các số nguyên từ đó chúng ta cần tạo ra một dãy con có độ dài lớn nhất thỏa mãn điều kiện sau: nó có thể cắt thành hai phần có chung một phần tử là phần tử cuối của phần thứ nhất và phần tử đầu của phần thứ hai sao cho phần thứ nhất được sắp tăng dần và phần thứ hai được sắp giảm dần. Chẳng hạn dãy {1, 4, 6, 5, 2, 1} có thể cắt thành hai dãy {1, 4, 6} và {6, 5, 2, 1} thỏa mãn yêu cầu trên.

Hãy viết chương trình xác định xem số lượng ít nhất các phần tử của một dãy cho trước cần bỏ đi là bao nhiêu để nhận được kết quả là một dãy thỏa mãn yêu cầu trên.

### Input

Dữ liệu của chương trình được cho trong 1 file text như sau: dòng đầu là một số nguyên N ( 1 ≤ N ≤ 50). Sau đó là N số trên dòng thứ hai, mỗi số ngăn cách với nhau bằng 1 dấu cách.

### Output

Kết quả chương trình ghi vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **6**  **1 4 6 5 2 1** | **0** |
| **9**  **1 2 1 2 3 2 1 2 1** | **4** |
| **5**  **2 2 2 2 2** | **4** |

## Bài 4: Beef McNuggets

Các loại rau quả trong tương lai sẽ được đóng gói vào các hộp chia theo đơn vị calo mà lượng rau cung cấp (là các số nguyên). Tuy nhiên cách đóng gói này cũng có sự bất tiện của nó. Chẳng hạn nếu chúng ta chỉ bán các gói có lượng calo cung cấp là 3, 6, 10 chẳng hạn chúng ta sẽ không thể bán cho những người có nhu cầu mua 1, 2, 4, 5, 7, 8, 11, 14, 17 calo.

Hãy viết chương trình tính xem với các gói rau xanh có lượng calo cố định như vậy thì lượng calo lớn nhất người dùng yêu cầu mà chúng ta không thể đáp ứng được là bao nhiêu.

### Input

Dữ liệu của chương trình được cho trong 1 file text như sau: dòng đầu là một số N (1 ≤ N ≤ 10) là số các loại hộp rau quả. Sau đó là N dòng mỗi dòng ghi một số nguyên dương là lượng calo của loại hộp tương ứng.

### Output

Ghi kết quả xử lý của chương trình vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3**  **3**  **6**  **10** | **17** |

## Bài 5: Bugs Integrated, Inc

Vtel là một công ty sản xuất chip hàng đầu của Uland, họ sử dụng các mainboard là các bảng hình chữ nhật được chia nhỏ thành các ô vuông kích thước 1x1. Trên các ô vuông này có thể đã có các chip tích hợp khác và Vtel muốn đặt càng nhiều chíp của họ lên mainboard càng tốt. Chip của Vtel có dạng hình chữ nhật kích thước bằng 2x3 ô vuông của mainboard và tất nhiên chúng ta có thể đặt ngang hoặc dọc theo các chiều của mainboard.

Hãy viết chương trình giúp công ty Vtel tính xem trên một mainboard có thể đặt bao nhiêu chip của họ.

### Input

Dữ liệu của chương trình được cho trong 1 file text như sau: dòng đầu là một số nguyên D tương ứng với số test trong file (1 ≤ D ≤ 5). Mỗi test bắt đầu bằng một dòng ghi 3 số N, M và K (1 ≤ N ≤ 150, 1 ≤ M ≤ 10, 1 ≤ K ≤ M\*N) trong đó N, M là kích thước của mainboard và K là số ô đã có các chip khác của mainboard. Tiếp theo là K dòng mỗi dòng là vị trí của một ô đã có chip của mainboard (các hàng và các cột của mainboard đánh số từ 1).

### Output

Ghi kết quả xử lý của chương trình vào một file text, mỗi test trên 1 dòng riêng biệt.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **6 6 5**  **1 4**  **4 6**  **2 2**  **3 6**  **6 4**  **6 5 4**  **3 3**  **6 1**  **6 2**  **6 4** | **3**  **4** |

## Bài 6: Buy low, buy lower

Mr Momus là một người rất ham mê chơi cổ phiếu trên thị trường chứng khoán và chiến thuật mà ông ta thực hiện là mua càng nhiều cổ phiếu càng tốt nhưng lần sau mua phải rẻ hơn lần trước.

Cho biết giá cổ phiếu niêm yết vào các ngày liên tiếp khác nhau trong một khoảng thời gian, hãy viết chương trình giúp Mr Momus tính xem có thể mua vào những ngày nào để có thể thực hiện phương châm mua ngày càng rẻ hơn của mình.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: Dòng đầu tiên là số ngày niêm yết cổ phiếu N (1 ≤ N ≤ 5000). Dòng thứ hai là N số nguyên tương ứng với giá cổ phiếu vào các ngày từ 1 tới N.

### Output

Ghi kết quả xử lý của chương trình là số các ngày có thể mua cổ phiếu và số các nghiệm thỏa mãn yêu cầu đề bài. Các nghiệm gồm các ngày tạo thành một dãy ký tự giống nhau được xem là một nghiệm.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **12**  **68 69 54 64 68 64 70 67 78 62 98 87** | **4 2** |

## Bài 7: CompanyMessages

Trong các công ty các nhân viên hay gửi các thông điệp cho nhau bằng các phần mềm chat trên mạng chẳng hạn như Yahoo, Messenger. Việc gửi thông điệp này được mô tả bằng một ma trận vuông với phần tử ở hàng i cột j tương ứng với số thông điệp mà nhân viên thứ i gửi cho nhân viên thứ j trong công ty. Hãy viết chương trình xếp thứ hạng cho các nhân viên trong công ty dựa vào số thông điệp gửi đi của họ. Việc xếp hạng này cần tiến hành sao cho số lượng thông điệp gửi từ người có thứ hạng thấp hơn cho người có thứ hạng cao hơn là nhỏ nhất. Nếu có nhiều nghiệm hãy đưa ra nghiệm có phần tử đầu tiên nhỏ nhất, nếu hai nghiệm có chu phần tử đầu tiên thì đưa ra nghiệm có phần tử thứ hai nhỏ nhất, vân vân.

### Input

Dữ liệu của chương trình được cho trong một file text, dòng đầu tiên là số nguyên ghi kích thước của ma trận (nhỏ hơn 15), tiếp theo là các hàng ghi các số của ma trận. Các phần tử của ma trận được viết liền nhau và chỉ nhận các giá trị từ 0 tới 9.

### Output

Ghi bảng xếp hạng của công ty vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3**  **000**  **100**  **010** | **2 1 0** |
| **6**  **012105**  **601745**  **830479**  **043086**  **349904**  **649810** | **4 2 1 5 0 3** |

## Bài 8: Distincter

Cho một dãy các số nguyên. Với mỗi thao tác chúng ta có thể tăng hoặc giảm một phần tử đi một đơn vị. Hãy viết chương trình tính xem cần tối thiểu thực hiện bao nhiêu thao tác để dãy có ít nhất K phần tử khác nhau.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: Dòng đầu là 2 số nguyên N, K trong đó N là số phần tử của dãy (1 ≤ N ≤ 50, 1 ≤ K ≤ N). Sau đó là dòng ghi N số nguyên (mỗi số đều nhỏ hơn 1000).

### Output

Kết quả xử lý của chương trình ghi vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3 2**  **5 1 3** | **0** |
| **7 5**  **1 1 1 1 1 1 1** | **6** |
| **7 6**  **1 1 1 1 1 2 3** | **6** |

## Bài 9: DivisiblePermutations

Chúng ta định nghĩa một hoán vị của một số nguyên N là một số nguyên chứa các chữ số giống như N nhưng theo một thứ tự khác. Hai hoán vị của N được xem là khác nhau nếu như số mà chúng biểu diễn là khác nhau. Chẳng hạn đối với số N = 313 chúng ta có các hoán vị của N là {133, 313, 331}.

Hãy viết chương trình xác định xem với hai số nguyên N (có tối đa 15 chữ số), M (1 ≤ M ≤ 50) cho trước có bao nhiêu hoán vị của N chia hết cho M.

### Input

Dữ liệu của chương trình được cho trong một file text, có thể gồm nhiều test, mỗi test gồm 2 số nguyên được ghi trên 2 dòng riêng biệt.

### Output

Với mỗi test hãy ghi kết quả xử lý của chương trình vào một dòng của file output.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **133**  **7** | **1** |
| **2753**  **5** | **6** |
| **1112225**  **5** | **20** |
| **123456789**  **17** | **21271** |

## Bài 10: Weights and Measures

Đoàn xiếc MagicX có một tiếc mục cân bằng với các nghệ sĩ rùa xếp chồng lên mai nhau. Các chú rùa có trọng lượng khác nhau và cũng có khả năng chịu đựng khác nhau nên không thể xếp đặt các chú lên nhau một cách cẩu thả.

Hãy viết một chương trình xác định xem có thể xếp tối đa bao nhiêu chú rùa biểu diễn tiết mục cân bằng.

### Input

Dữ liệu của chương trình được cho trong file text gồm các mô tả về các chú rùa, mỗi chú trên 1 dòng với 2 số nguyên tượng ứng là trọng lượng và khả năng chịu đựng tính theo gram.

### Output

Hãy ghi kết quả tìm được vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **300 1000**  **1000 1200**  **200 600**  **100 101** | **3** |

## Bài 11: Autoput

Hãy tưởng tượng một con đường trên một hệ trục tọa độ đi từ trái qua phải, trong khoảng 1 ô vuông của trục tọa độ (coi như có đơn vị đo là 1) con đường có thể:

1. giữ nguyên khoảng cách
2. đi xuống hoặc đi lên 1 ô.

Ô tô đi theo con đườngtừ trái qua phải, qua mỗi ô thời gian đi của ô tô sẽ là A giây nếu như con đường có kiến trúc như trường hợp a và B giây nếu là trường hợp b.

Tuy nhiên chúng ta có thể xây một đường hầm đi qua núi hoặc một cầu vượt qua các thung lũng. Các cầu vượt và hầm ngầm này buộc phải là đường ngang (song song với trục hoành) và thời gian đi qua mỗi ô trên đường hầm hoặc cầu vượt là C giây.

Hãy viết chương trình xác định thời gian ngắn nhất để đi hết con đường với điều kiện cho phép xây không quá K cầu vượt và đường hầm.
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Trên đây là minh họa cho giải pháp không xây quá 2 cầu vượt và đường hầm.

### Input

Dòng đầu tiên của file input chứa 3 số nguyên A, B, C (1 ≤ A, B, C ≤ 100). Dòng thứ hai chứa hai số nguyên N và K (1 ≤ N ≤ 100000, 1 ≤ K ≤ 300). Dòng thứ 3 của file input chứa một dãy N ký tự mô tả về con đường từ trái qua phải trong đó các ký tự có thể là:

‘D’: có nghĩa là ô tiếp theo sẽ đi xuống

‘R’: có nghĩa là ô tiếp theo sẽ giữ nguyên độ cao

‘G’: nghĩa là ô tiếp theo sẽ đi lên

### Output

Ghi kết quả vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3 2 1**  **9 1**  **GGDGGDDRR** | **16** |
| **3 5 4**  **10 10**  **RGDRDRRRRG** | **36** |
| **10 20 15**  **16 2**  **RGRDGGDDRRDDRDGG** | **235** |

## Bài 12: StringReplacement

Cho một xâu ký tự chỉ gồm 1 ký tự. Sau mỗi giây tất cả các ký tự ‘a’ của xâu sẽ được thay thế bằng chuỗi “acb”, tất cả các ký tự ‘b’ sẽ được thay bằng xâu “bba”, tất cả các ký tự ‘c’ sẽ được thay bằng xâu “bcb”. Việc thay thế này diễn ra đồng thời với tất cả các ký tự trong xâu. Chẳng hạn nếu ban đầu xâu là “a” thì sau 2 giây sẽ chuyển thành “acbbcbbaa” và giữa hai vị trí 2 và 6 sẽ là 0 ký tự a, 4 ký tự b và 1 ký tự c. Hãy viết chương trình tính xem sau N giây thì giữa 2 vị trí left và right sẽ có bao nhiêu ký tự a, bao nhiêu ký tự b và bao nhiêu ký tự c (các ký tự trong xâu được đánh số từ 0).

### Input

Dữ liệu của bài toán được cho trong một file text như sau: dòng đầu là xâu khởi tạo với 1 ký tự. 3 dòng sau là các số nguyên left, right và N. (0 ≤ N ≤ 20, 0 ≤ right ≤ 3N, 0 ≤ left ≤ right).

### Output

Kết quả của chương trình ghi vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **A**  **2**  **6**  **2** | **0 4 1** |
| **A**  **0**  **2**  **1** | **1 1 1** |
| **C**  **1**  **4**  **2** | **2 1 1** |

## Bài 13: FibonacciSum

Hãy xem các phần tử của dãy Fibonacci:

1, 1, 2, 3, 5, 8, 13, 21, 34, …

Tất cả các số này đều là tổng của hai số đứng ngay trước nó trong dãy. Người ta đã chứng minh được rằng một số nguyên dương bất kỳ luôn là tổng của một số các số thuộc dãy Fibonacci (các số này không nhất thiết khác nhau). Hãy viết chương trình xác định số ít nhất các số của dãy Fibonacci có tổng bằng N.

### Input

Dữ liệu input là một số nguyên N (1 ≤ N ≤ 1000000).

### Output

Đưa ra số ít nhất các số có tổng bằng N.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **1** | **1** |
| **7** | **2** |
| **70** | **3** |
| **107** | **3** |

## Bài 14: FallingBall

Trong trò chơi thả bóng một quả bóng rơi từ đỉnh của một hình tam giác xuống đáy. Hình tam giác được chia thành các ô và có n hàng. Quả bóng sẽ rơi xuống theo từng hàng cho tới khi nó chạm vào hàng cuối cùng. Trên mỗi hàng quả bóng có thể rơi sang trái hoặc sang phải. Hàng đầu tiên chỉ có 1 ô, hàng thứ hai có 2 ô, vân vân. Có thể hình dung qua hình vẽ sau (các chổ trống chính là các ô).

![FallingBall](data:image/png;base64,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)

Các hàng được đánh số từ đỉnh tới đáy và bắt đầu từ 0, trên các cột các ô được đánh số bằng đầu từ 0 từ trái qua phải. Chú ý là hàng i sẽ có i+1 ô được đánh số từ 0 tới i và nếu quả bóng nằm trên ô k của hàng i nó sẽ rơi xuống ô k ở hàng i+1 nếu sang trái và ô k+1 trên hàng i+1 nếu rơi sang phải.

Cho một danh sách các ô (không quá 50) và kích thước của bảng trò chơi là N (1 ≤ N ≤ 30) hãy tính xem có bao nhiêu cách quả bóng có thể rơi từ trên đỉnh xuống hàng dưới cùng của bảng trò chơi đi qua các ô trong danh sách.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: ban đầu là danh sách các ô được cho bởi 2 số nguyên/1 ô trên mỗi dòng, sau đó là một dòng chỉ chứa số nguyên N.

### Output

Ghi kết quả xử lý của chương trình vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3 2**  **5 2**  **7** | **6** |
| **0 0**  **0 9**  **30** | **536870912** |
| **0 0**  **29 0**  **30** | **1** |
| **10 0**  **10 1**  **15** | **0** |

## Bài 15: FixedSizeSums

Cho hai số nguyên sum và count. Có nhiều cách để biểu diễn sum dưới dạng tổng của count số nguyên dương. Hai cách sẽ được xem là một nếu như cách này là một hoán vị của cách kia. Chẳng hạn ta có các cách sau 8 = 3 + 2 + 1 + 1 + 1, 8 = 1 + 3 + 2 + 1 + 1 được tính là một cách nhưng 8 = 3 + 2 + 2 + 1 lại là một cách khác. Trong các cách biểu diễn khác nhau đó chún ta chỉ quan tâm tới cách biểu diễn mà các số tham gia vào biểu diễn đó tạo thành một dãy không tăng.

Chẳng hạn với sum = 8 và count = 3 chúng ta sẽ có các cách biểu diễn sau:

8 = 6+1+1

8 = 3+3+2

8 = 4+2+2

8 = 4+3+1

8 = 5+2+1

Chúng ta có thể sắp thứ tự cách các biểu diễn này bằng cách so sánh các biểu diễn từ trái qua phải gặp phần tử đầu tiên khác nhau của hai biểu diễn, nếu số của biểu diễn nào lớn hơn thì sẽ đứng trước. Chẳng hạn với cách đánh thứ tự như vậy các dãy biểu diễn trên sẽ xuất hiện theo thứ tự sau:

8 = 6+1+1

8 = 5+2+1

8 = 4+3+1

8 = 4+2+2

8 = 3+3+2

Viết chương trình nhập vào 3 số nguyên sum, count và index hãy đưa ra biểu diễn thứ index của sum với count số nguyên theo cách tính thứ tự như trên (1 ≤ sum, count ≤ 150, index < 2000000000).

### Input

Dữ liệu của chương trình được cho trong 1 file text với 3 số ghi trên 3 dòng riêng biệt.

### Output

Ghi kết quả xử lý vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **8**  **3**  **2** | **8 = 4 + 3 + 1** |
| **13**  **1**  **0** | **13** |
| **5**  **5**  **0** | **5 = 1 + 1 + 1 + 1 + 1** |
| **7**  **10**  **0** |  |

## Bài 16: Home on the Range

Mr John chăn thả đàn súc vật của anh trên trên một cánh đồng hình vuông rộng lớn có độ dài các cạnh là N dặm và vì một số lý do nào đó đàn gia súc của John chỉ ăn cỏ trên các vùng đất hình vuông. Cánh đồng được chia nhỏ thành các ô vuông kích thước 1 dặm và có một số ô không có cỏ. Hãy viết chương trình giúp Mr John tính xem diện tích của các khu còn lại (không tính các khu có diện tích là 1x1) có thể chăn thả là bao nhiêu (tìm các khu vực hình vuông chứa cỏ), và với mỗi diện tích đó thì có bao nhiêu khu vực như vậy (tất nhiên các khu vực này có thể chồng lên nhau).

### Input

Dữ liệu của chương trình được cho như sau: dòng đầu chứa số nguyên N ( 2 ≤ N ≤ 250) là kích thước của cánh đồng. Sau đó là N dòng mỗi dòng gồm N số nguyên hoặc 0 hoặc 1 viết liền nhau, 0 có nghĩa là không có cỏ còn 1 có nghĩa là có cỏ.

### Output

Kết quả cần sắp theo thứ tự tăng dần của các diện tích của các khu vực tìm được và ghi vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **6**  **101111**  **001111**  **111111**  **001111**  **101101**  **111001** | **2 10**  **3 4**  **4 1** |

## Bài 17: NumberSplit

Bắt đầu trò chơi chia số người ta chia các chữ số của một số nguyên thành ít nhất 2 phần (là các số nguyên) sau đó lấy các phần đó nhân lại với nhau để tạo thành một số mới, lặp lại quá trình đó với số mới cho tới khi số mới thu được chỉ có một chữ số. Chẳng hạn đối với số 234 chúng ta có thể có các cách chia như sau:

 23 \* 4 = 92,

 2 \* 34 = 68 và

 2 \* 3 \* 4 = 24.

Nếu chúng ta chọn cách chia thứ 2 thì số 68 sẽ là số tiếp theo và sẽ chia thành 6\*8 = 48, 4\*8 = 32, 3\*2 = 6. Theo cách này chúng ta tạo thành một dãy có 5 phần tử (234, 68, 48, 32, 6). Theo hai cách còn lại chúng ta có thể tạo thành các dãy (234, 92, 18, 8) và (234, 24, 8) đều có ít phần tử hơn theo cách thứ 2 ban đầu.

Hãy viết chương trình tính xem có thể tạo thành một dãy dài nhất là bao nhiêu số với một số ban đầu theo qui luật chia trên.

### Input

Dữ liệu input là một số nguyên không quá 100000. Chú ý là bài toán luôn có nghiệm và chúng ta có thể bỏ qua các số không đứng đầu trong quá trình chia chẳng hạn 3021 = 3\*021 = 63.

### Output

Ghi kết quả tìm được vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **2 4 1**  **3 1 2 4**  **1 2**  **4** | **Co the truy cap**  **1 2 4**  **Khong the truy cap**  **3** |

## Bài 18: Money Systems

Cho V loại tiền với các mệnh giá khác nhau hãy viết chương trình tính xem có bao nhiêu cách đổi N đồng tiền thành các đồng tiền khác trong số V loại tiền đã cho.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu là 2 số nguyên V, N (1 ≤ V ≤ 25, 1 ≤ N ≤ 10,000). Dòng thứ hai là V số nguyên tương ứng với các mệnh giá của V loại tiền.

### Output

Kết quả xử lý của chương trình ghi vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3 10**  **1 2 5** | **10** |

## Bài 19: New Album

Nhóm nhạc Symphony X đã quyết định tung ra thị trường một album nhạc Rock mới của họ, Album này có N bài hát. Tất cả các bài hát đều có thời gian bằng nhau là L giây. Một đĩa CD hiện nay có thể ghi được C giây. Hai bài hát liền nhau đòi hỏi mất 1 giây cho đoạn chuyển tiếp từ bài này sang bài khác. Giám đốc sản xuất cho nhóm là một người rất mê tín và ông ta quyết định không có đĩa CD nào chứa số bài hát chia hết cho 13. Hãy viết chương trình tính xem cần sử dụng ít nhất bao nhiêu đĩa CD trắng để ghi hết số bài hát trong album.

### Input

Dữ liệu của chương trình được cho trong một file text gồm 3 số nguyên ghi trên 3 dòng riêng biệt. Đầu tiên là N (1 ≤ N ≤ 100), dòng thứ hai là C (1 ≤ C ≤ 10000) và dòng thứ ba là L (1 ≤ L ≤ C).

### Output

Kết quả của chương trình ghi vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **7**  **2**  **6** | **4** |
| **20**  **1**  **100** | **1** |
| **26**  **1**  **100** | **2** |
| **26**  **3**  **51** | **3** |

## Bài 20: Nule

Cho một bảng trò chơi hình vuông gồm NxN ô vuông, mỗi ô chứa một số nguyên không âm. Khi bắt đầu trò chơi một mảnh nhựa nhỏ được đặt tại ô (1, 1) của bảng trò chơi và nhiệm vụ của người chơi là phải di chuyển nó tới ô (N, N). Mỗi thao tác di chuyển chỉ có thể di chuyển xuống dưới hoặc sang phải 1 ô và không được di chuyển vào ô chứa số 0. Chúng ta định nghĩa chi phí của một con đường đi từ ô đầu tiên tới ô cuối cùng của trò chơi là tích của tất cả các số trên các ô đã đi qua. Và một con đường sẽ được coi là tối ưu nếu như số lượng các số không ở cuối chi phí của nó là nhỏ nhất.

Hãy viết chương trình xác định số lượng số không của đường đi tối ưu của trò chơi.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu là một số nguyên N (1 ≤ N ≤ 1000). Sau đó là N dòng, mỗi dòng gồm N số. Các số trong bảng trò chơi không quá 1000000. Chú ý là bài toán luôn có nghiệm

### Output

Kết quả xử lý của chương trình ghi vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **3**  **1 2 3**  **4 5 6**  **7 8 9** | **0** |
| **3**  **5 7 6**  **4 0 1**  **3 2 5** | **1** |
| **4**  **1 3 0 0**  **0 8 2 25**  **6 5 0 3**  **0 15 7 4** | **2** |

## Bài 21: Palindromist

Một xâu ảnh gương là một xâu đối xứng và có kết quả như nhau dù chúng ta đọc xuôi hay ngược xâu. Cho một nửa xâu của một xâu ảnh gương, hãy đưa ra xâu ảnh gương đầy đủ được ghép bằng các từ liên tiếp lấy từ một tập các từ cho trước. Xâu kết quả phải được tách thành các từ riêng biệt. Chú ý là với mỗi nửa xâu chúng ta có thể có 2 xâu ảnh gương có thể là kết quả của bài toán, ví dụ nửa xâu cho là “ABC” thì xâu kết qủa có thể là “ABCCBA” hoặc “ABCBA”. Nửa xâu ban đầu được cho dưới dạng một xâu liền không có dấu cách giữa các ký tự.

### Input

Dữ liệu của bài toán được cho trong một file text như sau: dòng đầu là nửa xâu của xâu ảnh gương cần tìm, sau dòng thứ hai là danh sách các từ cho trước, mỗi từ cách nhau một dấu cách.

### Output

Kết quả xử lý của chương trình ghi vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **AMANAPLANAC**  **A CANAL MAN PANAMA PLAN** | **A MAN A PLAN A CANAL PANAMA** |
| **AAAAA**  **AA A AAA** | **A A A A A A A A A** |
| **RACEFAST**  **AR CAR FAST RACE SAFE CEFA ACE STTS AFEC** | **RACE FAST SAFE CAR** |

## Bài 22: Pascal’s Travel

Trên các ô của một bảng vuông kích thước NxN người ta đặt các số nguyên không âm. Mục đích của trò chơi là xuất phát từ ô góc trên bên trái (1, 1) của bảng xuống tới vị trí của ô phía dưới bên phải (N, N). Số nguyên trong mỗi ô là khoảng cách di chuyển từ ô đó tới vị trí tiếp theo theo hướng sang trái hoặc đi xuống. Số 0 được đặt ở ô đích.

Chúng ta có thể xem 2 hình minh họa sau:

![Original board](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAACTCAMAAAC9O9snAAAAGXRFWHRTb2Z0d2FyZQBNaWNyb3NvZnQgT2ZmaWNlf+01cQAAAGBQTFRFgYGBAAAA////AQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDAQIDSmA5qgAAAAF0Uk5TAEDm2GYAAAAJcEhZcwAAAEAAAABAAGJDY1sAAAAMY21QUEpDbXAwNzEyAAAAA0gAc7wAAAR5SURBVHhe7VzblsIgDNT9/49eW6ACmZAxpaaeg29bKUyHXKe4j+fdPo/H4/lnf746BmDaaetgRmI64HS44jB19FR/hmGSCx9XgjAJG9pMqlyMwaStmq4vTDk+6UTs30TwNFpz+y4YkwiZEhMIqhI3HCRiMXjYZ4rj1Tc5+dVxvB2wOSOxHh7UQlCeTWJKIaC+ucOUDEyGjmY9ZZCLp3zTCFOi0MCkDPptTCCpdBsxSDuH5SFz7asgnidrxaeIBSgRiVnAoAsxQceT69l1GHy23e/kE7acoxGMjc/E1K8HMIFggOxJztQ9LRUzQXbrYybp5yhi8PbUbZ64EeY7qmafxROyLrgvRB8xCVNavp5M2Tsr9qAa54O9qzavNKDvFbd5mvSXclkPqb2SnslyaJChXjfl/u64+eiJR5iIWuVM7VB6TmAwGZXCiqBpXt139MEaqGxeEsJ475Tx+qNX+3JrTNDcgvu7sStRnM/a30ZXuaFesIfKjOs2ukpJrnaNgbZp2v7eVadbeqbpnSXfWQOn2Yq10OZnd7UnBvs3xyyeuHpm8bR4gqWOsz6G74CsuRjtEKlmfSMz1A4rEHRPYvRJ9DyyrvfwlDoZsze3NCplGphbqLnA1lA9rmRF8u3gKU9ymqdSQfYwUQ62eCq9KJBfmum5eUCP7+Cp7o9rEJ6907XDlj3u+Zz6RL8U0v7dPBm6yu6ZVpyD7uvyu30lr84M/E7suZcnggOKJxRTnJhQfe6xccS4MxbAliEWU9akOhBeTFNippQ8k9l3k1v2pEiewO/s95NA8gSY2HlAvFj1+KrHL67HpdXFnHlAOEZ1yKW4l9/9tt8tPdNyp6UdsnF1xYLfjgWmJ6x8t94jkDbg6jkZPZPQDjVNQWAi5sr5UfRlTcF1AreHJ0LPVLVKpgd0YGK1Q+YM5yxN7I6YinZo6ZnmeSTaxkl9zXu26SJ7KjwN/S6fnjbGDM9ktW4MdAWp+dlXrLPTs/eO0DPd7z8csQCKTbiG9L1rcGJi9Ey0NZRu5sNE6ZnfxcTpmWg7L+OJ0DNVrdIVn1gdcvxOUTme2R8shsXDqjP9dealehfTI60+ePXBrGay7ImzFZanpWeaTK3cgt6Fgt9dBcbxN5q2xojbO9SVJ1OLw6S3YkGYcD1fhIgQe4KQjuwUw5OGKdCedEhJSvNoh1qfLwQL5oxU63/bHQIT/XswU+eAwmh/xOX1dwMKYTqlQ3I8VbByF1gD3UBCvwPxnukVnZj6IicUU3n0/idRmCdT77LOEaUkAW38fRFhUvaOWY8ZY54DhDy9fh8tecI9/Dx7es/EY0KS38dnwAZ758M04Ry2jkmEAhGhlHzn0yGpWGBhUuunCzE1P4/OSbf1z+/z1P7fFBEy1Dg+5cwzcSaYyy2ndEjKnppB23KiMOj37pQO2WKCU+15vxqHioeIOnNcZQb1LR/XmbJW230DX26Ngx7zSz1Cfj8R0ksphIb2d2NjiPA7nFCqUi9w70A2TuVEIKaU6xT96YZ65ouq9bEZ+AcSr5tFOOiZLQAAAABJRU5ErkJggg==)

Hình1: Bảng trò chơi

![Three solution boards](data:image/png;base64,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)

Hình 2: Các cách di chuyển

Hãy viết chương trình tính xem có bao nhiêu con đường có thể có.

### Input

Dữ liệu của chương trình được cho trong một file text, có thể gồm nhiều test. Mỗi test bắt đầu bằng một dòng ghi 1 số nguyên là kích thước của bảng trò chơi N ( 4 ≤ N ≤ 34) sau đó là N dòng, mỗi dòng gồm N số nguyên không âm nhỏ hơn 10 viết liên tiếp nhau. Số test trong file nhiều nhất là 13 test. Kết thúc file input là một dòng ghi số -1

### Output

Kết quả mỗi test ghi trên 1 dòng.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4 2331 1213 1231 3110 4 3332 1213 1232 2120 5 11101 01111 11111 11101 11101 -1** | **3 0 7** |

## Bài 23: PieSharing

Có 3N chiếc bánh trên bàn xếp thành một vòng tròn. Tom và Jerry sẽ ăn hết bánh theo qui luật sau: Tom có thể chọn bất cứ chiếc bánh nào để ăn nhưng sau đó Jerry sẽ ăn hai chiếc bánh kề ngay bên cạnh chiếc bánh Tom đã ăn. Sau N lần số bánh sẽ được ăn hết. Kích thước của các chiếc bánh là khác nhau. Hãy viết chương trình giúp Tom tính xem có thể ăn được tối đa số bánh (tính theo tổng kích thước của các bánh đã ăn) là bao nhiêu.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: kích thước của các chiếc bánh là các số nguyên từ 1 tới 100 được ghi trên 1 dòng ngăn cách với nhau bằng một dấu cách. Số bánh luôn là một số nguyên chia hết cho 3 và không quá 48.

### Output

Kết quả xử lý của chương trình ghi vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **33 33 34** | **34** |
| **5 17 22 34 18 4** | **51** |
| **11 1 1 85 1 1** | **96** |
| **6 13 14 4 14 10 1 20 18** | **48** |

## Bài 24: Pimp My Ride

Có N công việc được đánh số từ 1 tới N. Mỗi công việc sẽ phải trả p USD và với mỗi cặp công việc (i, j) (i ≠ j) cần phải trả thêm s đồng nếu chúng ta tiến hành công việc j trước i. Hãy viết chương trình tính xem tổng số tiền cần trả ít nhất là bao nhiêu để hoàn thành N công việc.

### Input

Dữ liệu input của chương trình được cho trong file text như sau: dòng đầu tiên là số test trong file, sau đó mỗi test sẽ bắt đầu bằng một dòng ghi số công việc N ( 1 ≤ N ≤ 14), tiếp đến là N dòng, mỗi dòng gồm N số nguyên trong đó số nguyên ở cột i, hàng i là giá cho công việc i còn các số khác chính là số tiền phải trả thêm nếu công việc j tiến hành trước công việc i. Các số nguyên tương ứng với số tiền phải trả nằm trong khoảng từ 1 tới 100000.

### Output

Với mỗi test cần in số hiệu test và số tiền phải trả ít nhất.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **2**  **10 10**  **9000 10**  **3**  **14 23 0**  **0 14 0**  **1000 9500 14** | **Test 1: 30**  **Test 2: 42** |

## Bài 25: Score Inflation

Trong một cuộc thi lập trình online người ta không hạn chế số lượng bài làm nhưng khống chế trong một khoảng thời gian nhất định. Các bài tập được chia thành N nhóm, mỗi nhóm với số lượng không hạn chế. Mỗi bài trong một nhóm chỉ được làm trong một khoảng thời gian nhất định. Hãy viết chương trình tính xem một lập trình viên tham gia cuộc thi có thể đạt được tối đa bao nhiêu điểm.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu là hai số nguyên M, N (1 ≤ M, N ≤ 10000) trong đó M là thời gian hạn chế của cuộc thi còn N là số nhóm bài thi. Tiếp theo là N dòng, mỗi dòng gồm 2 số tương ứng là điểm và thời gian hạn chế của các bài trong N nhóm bài thi tương ứng.

### Output

Kết quả xử lý của chương trình ghi vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **300 4**  **100 60**  **250 120**  **120 100**  **35 20** | **605**  **(Làm 2 bài thi nhóm 2 và 3 bài thi nhóm 4)** |

## Bài 26: ShortTaps

Giả sử chúng ta cần gửi một số thông điệp có độ dài khác nhau (tính về mặt thời gian) và không muốn số thông điệp bị chặn lại vượt quá 3. Một thông điệp sẽ được xem là bị chặn lại nếu như một người xấu bụng nào đó khóa kết nối trong suốt thời gian mà đáng lẽ thông điệp phải được gửi đi (việc khóa cục bộ không làm thông điệp bị chặn lại). Giả sử kết nối bị khóa lại trong khoảng thời gian liên tiếp **interceptTime** phút, thì thời gian ngắn nhất cần thiết để chúng ta gửi tất cả các thông điệp đi mà số thông điệp bị chặn lại không vượt quá 3 sẽ là bao nhiêu.

Mỗi thông điệp được gửi đi trong một truyền thông liên tiếp cho phép gửi các thông điệp khác một cách song song. Chúng ta chỉ có thể bắt đầu gửi một thông điệp tại thời điểm bắt đầu của 1 phút. Các thông điệp có thể gửi theo bất cứ thứ tự nào.

### Input

Dữ liệu của chương trình được cho trong một file text như sau: dòng đầu là thời gian đường truyền sẽ bị khóa **interceptTime** (1 ≤ **interceptTime** ≤ 100), dòng thứ hai là các số nguyên tương ứng với thời gian gửi (độ dài thời gian) các thông điệp cách nhau bởi 1 dấu cách (thời gian gửi 1 thông điệp không quá 50 phút).

### Output

Kết quả xử lý của chương trình ghi vào 1 file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **10**  **2 3 4 5 6 7 8** | **14** |
| **20**  **14 2 9 14 17 1 3 10 5 9 25 8 11 7** | **43** |
| **40**  **30 40 50 60 70 80 90 100** | **100** |

Chú ý: nghiệm đầu tiên của bài toán tương ứng với đáp án sau:

**Time Message length**

**---------------------**

**0 2 min, 3 min, 6 min**

**3 8 min**

**6 5 min**

**7 4 min, 7 min**

## Bài 27: Trip

Tom và Jerry đều muốn đi du lịch nhân dịp ngày nghỉ lễ. Cả hai đều có kế hoạch riêng gồm các thành phố sẽ đi thăm trên đường du lịch theo một thứ tự nhất định.

Tuy nhiên nếu đi một mình thì cũng không thú vị lắm nên cả hai quyết định sẽ đi cùng nhau trên cùng một hành trình. Mặc dù đi chung nhưng cả hai đều không muốn thay đổi thứ tự của các thành phố sẽ đến nên chỉ có 1 giải pháp là bỏ đi một số thành phố trong hành trình của mỗi người sao cho hành trình chung sẽ càng dài càng tốt.

Hãy viết chương trình giúp Tom và Jerry tìm tất cả các hành trình dài nhất có thể được để hai người có thể lựa chọn.

### Input

Tên các thành phố là các chữ cái thường từ a tới z. Dữ liệu input của bài toán được cho trong một file text gồm 2 dòng tương ứng là hành trình hai bên đã lựa chọn trước. Mỗi hành trình là danh sách tên các thành phố viết liên tiếp nhau. Mỗi danh sách không nhiều hơn 80 thành phố.

### Output

Kết quả của chương trình ghi vào một file text, mỗi hành trình trên một dòng riêng biệt. Chú ý là bài toán luôn có ít nhất 1 nghiệm và không có nhiều hơn 1000 nghiệm.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **2 4 1**  **3 1 2 4**  **1 2**  **4** | **Co the truy cap**  **1 2 4**  **Khong the truy cap**  **3** |

## Bài 28: Sum of Consecutive Prime Numbers

Một số số nguyên có thể biểu diễn dưới dạng tổng của một hoặc nhiều số nguyên tố liên tiếp. Chẳng hạn 53 có thể biểu diễn thành 5 + 7 + 11 + 13 + 17 hoặc 53. 41 có 3 cách biểu diễn khác nhau là: 2 + 3 + 5 + 7 + 11 + 13 = 11 + 13 + 17 = 41. Chú ý là các biểu diễn trên sử dụng các số nguyên tố liên tiếp và không lặp lại.

Hãy viết chương trình tính xem một số nguyên bất kỳ có thể có bao nhiêu cách biểu diễn như trên.

### Input

Dữ liệu của chương trình cho trong một file text gồm các số nguyên (nhỏ hơn 10000 và lớn hơn 1) viết trên các dòng riêng biệt, kết thúc file input là 1 dòng ghi số 0.

### Output

Với mỗi số nguyên trong file input hãy đưa ra số cách biểu diễn tương ứng trên 1 dòng của file output.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **2**  **3**  **17**  **41**  **20**  **666**  **12**  **53**  **0** | **1**  **1**  **2**  **3**  **0**  **0**  **1**  **2** |

## Bài 29: Stringsobits

Nhập vào 3 số nguyên dương N L và I. Hãy in ra xâu bit thứ I trong dãy các xâu bit có độ dài N (N bit) mà số bit 1 trong các xâu bít này không vượt quá L.

### Input

Dữ liệu của chương trình được cho trong một file text gồm 3 số nguyên N L I trên 1 dòng ( 1 ≤ N ≤ 31 1 ≤ L ≤ N 1 ≤ I ≤ sizeof(tập các xâu N bit thỏa mãn điều kiện đầu bài)).

### Output

Ghi kết quả xử lý của chương trình vào một file text.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5 3 19** | **10011** |

## Bài 30: Spreading Gossip

Tại một ngôi làng ở một vùng xa xôi hẻo lánh có N hộ gia đình (N ≤ 20) h0, h1, …, hN và một số đường liên lạc điện thoại nối giữa các ngôi nhà là hàng xóm của nhau (chính xác là có một đường liên lạc giữa mỗi cặp 2 nhà là hàng xóm của nhau). Giữa hai căn hộ hi và hj bất kỳ luôn có ít nhất 1 đường điện thoại (có thể xem như đây là một đồ thị vô hướng liên thông với đỉnh là các căn hộ và các cạnh là các đường điện thoại).

Các câu chuyện phiếm có thể được lan truyền qua hệ thống điện thoại. Mỗi căn hộ có thể gọi tới nhiều nhất 1 căn hộ hàng xóng tại một thời điểm. Mỗi lần gọi điện chỉ có thể thực hiện vào thời điểm bắt đầu của một tiếng (chẳng hạn như 9 am, 1 pm, 6 pm vân vân và kéo dài chính xác trong 1 tiếng.

Hệ thống viễn thông tính cước các cuộc gọi cục bộ dựa trên mỗi lần gọi nhưng có một điểm lợi là tất cả các cuộc gọi được tiến hành đồng thời chỉ được tính cước bằng 1 cuộc gọi.

Hãy tìm chi phí nhỏ nhất (số lượng thời gian nhỏ nhất) để phổ biến một câu chuyện từ căn hộ h0 tới tất cả các căn hộ khác.

### Input

File input có thể gồm nhiều test. Mỗi test bắt đầu bằng một dòng ghi số N, sau đó là N dòng, mỗi dòng ghi chỉ số của các căn hộ tương ứng là hàng xóm của căn hộ hi (tương ứng với dòng thứ i sau dòng đầu tiên) và các chỉ số này không tuân theo một thứ tự nhất định nào. Kết thúc file input là test có N = 0.

### Output

Kết quả mỗi test cần ghi trên 1 dòng riêng biệt của file output.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **4**  **1 2**  **0 3**  **3 0**  **1 2**  **7**  **1 2 3**  **0 2**  **0 1 3 4**  **0 2**  **6 2 5**  **4 6**  **4 5**  **0** | **Test 1: 2**  **Test 2: 4** |

## Bài 31: Mobile sevice

Một công ty cung cấp các dịch vụ cho các đối tác có trụ sở tại các thành phố khác nhau. Công ty có 3 nhân viên hỗ trợ dịch vụ di chuyển để phục vụ các khách hàng. Nếu như có một yêu cầu tại một thành phố nào đó một nhân viên sẽ phải di chuyển từ vị trí hiện tại tới nơi khách hàng yêu cầu (trong trường hợp không có nhân viên nào đang ở đó). Chỉ có một nhân viên có thể thực hiện việc di chuyển trong một thời điểm bất kỳ. Các nhân viên chỉ di chuyển vì công việc và không được phép ở cùng một vị trí. Việc di chuyển từ vị trí p tới vị trí q sẽ đòi hỏi một chi phí bằng C(p, q). Chi phí không nhất thiết là đối xứng và tất nhiên không thể bằng 0. Nguyên tắc phục vụ của công ty đối với các yêu cầu của khách hàng là first-come, first-service. Mục đích của công ty là giảm thiểu chi phí cho việc đáp ứng các yêu cầu của khách hàng.

Hãy viết chương trình tính xem đối với một danh sách các yêu cầu phục vụ cho trước công ty cần phải trả tối thiểu bao nhiêu tiền cho việc di chuyển của các nhân viên của mình.

### Input

Dòng đầu tiên của file input chứa hai số nguyên L và N (3 ≤ L ≤ 200, 1 ≤ N ≤ 1000) trong đó L là số thành phố và N là số yêu cầu phục vụ. Các thành phố được đánh số từ 1 tới L. Tiếp theo là L dòng, mỗi dòng chứa L số nguyên không âm trong đó số thứ j trên dòng thứ i+1 là chi phí C(i, j) (C(i, j) ≤ 2000). Dòng cuối cùng chứa N số nguyên là danh sách các yêu cầu. Mỗi yêu cầu là tên thành phố tương ứng nơi nhân viên cần đến phục vụ. Tại thời điểm ban đầu ba nhân viên của công ty đang ở tại các thành phố 1, 2 và 3.

### Output

Dòng đầu của file output chứa tổng chi phí nhỏ nhất công ty cần trả M, dòng thứ hai là N số nguyên tương ứng với thứ tự phục vụ của các yêu cầu, mỗi phục vụ hoặc là 1, 2 hoặc 3 có nghĩa là nhân viên 1, 2 hoặc 3 sẽ đáp ứng yêu cầu phục vụ đó.

### Ví dụ

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5 9**  **0 1 1 1 1**  **1 0 2 3 2**  **1 1 0 4 1**  **2 1 5 0 1**  **4 2 3 4 0**  **4 2 4 1 5 4 3 2 1** | **5**  **1 2 1 2 2 1 3 1 3** |

# IV. Greedy

# V. Other