Goertzel Algorithm

# Introduction

The Goertzel Algorithm is a digital signal processing algorithm used for efficient computation of individual discrete Fourier transform (DFT) bins. It is particularly useful for detecting the presence of specific frequencies in a signal. The algorithm provides an efficient alternative to the fast Fourier transform (FFT) for applications that require only a few frequency components.

# Scope

The Goertzel Filter design and implementation on an FPGA platform for frequency detection are included in the project's scope. The goal is to provide a Goertzel algorithm implementation that is effective, optimized, and satisfies the required specifications. The project's primary components will comprise the following:

* Design of a Goertzel filter: A Goertzel filter will be created using the information provided. The Goertzel algorithm for frequency detection will be implemented in the filter, which is created to run on an FPGA platform.
* Goertzel Filter VHDL Implementation: VHDL will be used to implement the Goertzel Filter design. The Goertzel algorithm computations will be precisely carried out by the VHDL code, which will also interface with the required peripherals.
* Development of a Test Bench: To confirm the efficiency and accuracy of the Goertzel Filter implementation, a VHDL test bench will be created. Through the use of Matlab, which replicates the anticipated input signals, the testbench will produce stimulus data. To verify the accuracy of the design, the Goertzel Filter's output results will be compared to those that were anticipated.
* Test Cases: A number of test cases will be developed to assess the resilience and performance of the Goertzel Filter.

# Theory

Every Nth sample, the actual tone detection takes place. You deal with blocks of samples, just as the FFT. Prior to doing the real Goertzel, we perform the following calculations:

1. Choose a sample rate.
2. Select the N (number of samples in the dataset) block size.
3. Precalculate a sine term and a cosine term.
4. Determine one coefficient in advance.

**Sampling Rate**

The standard Nyquist guidelines should be followed when determining the sample rate: the sampling rate must be at least twice as high as the highest frequency of interest. Every detected frequency must be an integer component of the sampling rate. According to our project, the sample frequency is 1MHz and the frequency to be detected is 50 kHz which are adequate values.

**Number of samples**

Number of samples, in other words, Goertzel block size N controls the frequency resolution (also known as bin width). This would lead us to strive for the highest N possible in order to achieve the highest frequency resolution. The problem is that when N increases, it takes longer to identify each tone since you have to wait longer for all of the samples to arrive. For instance, 400 samples will be gathered in 100ms at 4kHz sampling. We must use compatible values of N if you want to be able to identify short-duration tones. The correlation between the sample rate and the target frequencies also affects our decision on N. The frequencies should ideally be in the middle of their respective bins. The desired frequencies should therefore be integer multiples of f /N. According to our project, number of samples in dataset N is 100 which perfectly fits the requirements.

**Constants**

The computation of the constants can be performed once we know our sample rate and block size:

To break down the formula, let's examine each component:

* "N" is the total number of samples or data points in the input sequence.
* The constant k stands for the frequency index or bin that you want to use to calculate the Goertzel constants or coefficients for. "k" has a value between 0 and N-1. In the DFT output, each value of "k" corresponds to a particular frequency bin. To determine the Goertzel coefficients or constants for each frequency bin of interest, we typically loop through various values of "k". We can extract frequency-domain data from the input signal and target other frequency bins by changing the value of "k".
* The coefficients C is used to determine the signal's real and imaginary components at a given frequency bin. In each iteration, the algorithm multiplies the input samples by the complex exponential term to extract the amplitude and phase details of that frequency component. It's vital to keep in mind that the coefficient "C" does not change when the Goertzel algorithm is run because it only depends on the frequency bin "k" that is selected and the overall number of samples ("N").
* Ci is used to determine the signal's real and imaginary components at a given frequency bin. In each iteration, the algorithm multiplies the input samples by the complex exponential term to extract the amplitude and phase details of that frequency component.

# Implementation
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# Simulation

We have used simulation tools like VHDL test benches to validate the Goertzel Filter design. To guarantee proper functionality, test benches produce stimulus data and compare the filter's output with anticipated outcomes. A typical method for verification involves creating stimulation data in Matlab and saving it in files that the VHDL testbench can read.
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# Conclusion
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