TASK 1;

#include<iostream>

#include<string>

using namespace std;

struct ListNode

{

char nodeName;

ListNode\* next = NULL;

ListNode(char des)

{

nodeName = des;

}

};

struct ListHead

{

char Data;

bool visited = 0;

ListNode\* Head = NULL;

ListNode\* Tail = NULL;

};

struct node

{

int data;

node\* next = NULL;

};

class Queue

{

node\* head = NULL, \* Tail = NULL;

public:

void EnQueue(int X)

{

this->ADDnode(X);

}

void ADDnode(int x)

{

node\* newnode = NULL;

newnode = new node;

if (this->Overflow(newnode))

{

return;

}

newnode->data = x;

if (head == NULL)

{

head = Tail = newnode;

return;

}

Tail->next = newnode;

Tail = newnode;

return;

}

void Deletenode()

{

node\* temp = head;

head = head->next;

delete temp;

}

int DeQueue()

{

if (this->UnderFlow())

{

return 0;

}

int x = head->data;

Deletenode();

return x;

}

bool UnderFlow()

{

if (head == NULL)

{

cout << "Queue is underflowed\n";

return 1;

}

return 0;

}

bool Overflow(node\* temp)

{

if (temp == NULL)

{

cout << "Queue is Overflowed\n";

return 1;

}

return 0;

}

void Dispaly()

{

if (this->UnderFlow())

{

cout << "There is no Element in the Queue\n";

return;

}

node\* temp = head;

while (temp != NULL)

{

cout << temp->data << "\t";

temp = temp->next;

}

cout << endl;

}

};

class Graph

{

ListHead\* G = NULL;

int NoOfVertices = 0;

int\* Parent = NULL;

bool findornot = 0;

public:

Graph(int NoOfVertices = 0)

{

this->NoOfVertices = NoOfVertices;

G = new ListHead[this->NoOfVertices];

for (int i = 0; i < NoOfVertices; i++)

{

G[i].Data = i + 65;

}

Parent = new int[NoOfVertices];

}

void FindIndex(char node)

{

int i = static\_cast<int>(node) - 65;

}

void Insert(char src, char Des)

{

ListNode\* t = new ListNode(Des);

if (G[src - 65].Head == NULL)

{

G[src - 65].Head = G[src - 65].Tail = t;

}

else

{

G[src - 65].Tail->next = t;

G[src - 65].Tail = t;

}

t = new ListNode(src);

if (G[Des - 65].Head == NULL)

{

G[Des - 65].Head = G[Des - 65].Tail = t;

return;

}

G[Des - 65].Tail->next = t;

G[Des - 65].Tail = t;

return;

}

void Print()

{

ListNode\* temp = NULL;

for (int i = 0; i < this->NoOfVertices; i++)

{

temp = G[i].Head;

cout << "Vertex = " << G[i].Data << " =>";

while (temp != NULL)

{

cout << temp->nodeName << " -->";

temp = temp->next;

}

cout << "NULL" << endl;

}

}

void DFS(int vertex, int des)

{

ListNode\* adjList = G[vertex].Head;

ListNode\* temp = adjList;

G[vertex].visited = 1;

if (vertex == des)

{

findornot = 1;

return;

}

while (temp != NULL)

{

int connectedVertex = temp->nodeName - 65;

if (G[connectedVertex].visited == 0)

{

Parent[connectedVertex] = vertex;

DFS(connectedVertex, des);

}

if (findornot == 0)

{

temp = temp->next;

}

else

{

break;

}

}

}

void DisplayParent(int src, int des)

{

if (findornot == 0)

{

return;

}

cout << "End\t" << static\_cast<char>(des + 65) << "<-";

while (1)

{

if (des == src)

{

break;

}

cout << static\_cast<char>(Parent[des] + 65) << "<-";

des = Parent[des];

}

cout << "\tStart" << endl;

for (int i = 0; i < this->NoOfVertices; i++)

{

G[i].visited = 0;

}

}

};

int main()

{

Graph G(13);

char ArrEdes[12][2] = { { 'A','B' },{ 'A','C' },{ 'B','D' },{ 'B','E' },{ 'C','F' },{ 'D','G' },{ 'D','H' },{ 'E','I' },{ 'F','J' },{ 'G','K' },{ 'G','L' },{ 'I','M' } };

for (int i = 0; i < 12; i++)

{

G.Insert(ArrEdes[i][0], ArrEdes[i][1]);

}

G.Print();

cout << "\n\nUsing DFS\n\n";

G.DFS('A' - 65, 'G' - 65);

G.DisplayParent('A' - 65, 'G' - 65);

system("pause");

}

![](data:image/png;base64,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)

TASK 2:

#include<iostream>

#include<string>

using namespace std;

struct ListNode

{

char nodeName;

ListNode\* next = NULL;

ListNode(char des)

{

nodeName = des;

}

};

struct ListHead

{

char Data;

bool visited = 0;

ListNode\* Head = NULL;

ListNode\* Tail = NULL;

};

struct node

{

int data;

node\* next = NULL;

};

class Queue

{

node\* head = NULL, \* Tail = NULL;

public:

void EnQueue(int X)

{

this->ADDnode(X);

}

void ADDnode(int x)

{

node\* newnode = NULL;

newnode = new node;

if (this->Overflow(newnode))

{

return;

}

newnode->data = x;

if (head == NULL)

{

head = Tail = newnode;

return;

}

Tail->next = newnode;

Tail = newnode;

return;

}

void Deletenode()

{

node\* temp = head;

head = head->next;

delete temp;

}

int DeQueue()

{

if (this->UnderFlow())

{

return 0;

}

int x = head->data;

Deletenode();

return x;

}

bool UnderFlow()

{

if (head == NULL)

{

cout << "Queue is underflowed\n";

return 1;

}

return 0;

}

bool Overflow(node\* temp)

{

if (temp == NULL)

{

cout << "Queue is Overflowed\n";

return 1;

}

return 0;

}

void Dispaly()

{

if (this->UnderFlow())

{

cout << "There is no Element in the Queue\n";

return;

}

node\* temp = head;

while (temp != NULL)

{

cout << temp->data << "\t";

temp = temp->next;

}

cout << endl;

}

};

class Graph

{

ListHead\* G = NULL;

int NoOfVertices = 0;

public:

Graph(int NoOfVertices = 0)

{

this->NoOfVertices = NoOfVertices;

G = new ListHead[this->NoOfVertices];

for (int i = 0; i < NoOfVertices; i++)

{

G[i].Data = i + 65;

}

}

void Insert(int src, int Des)

{

ListNode\* t = new ListNode(Des + 65);

if (G[src].Head == NULL)

{

G[src].Head = G[src].Tail = t;

}

else

{

G[src].Tail->next = t;

G[src].Tail = t;

}

t = new ListNode(src + 65);

if (G[Des].Head == NULL)

{

G[Des].Head = G[Des].Tail = t;

return;

}

G[Des].Tail->next = t;

G[Des].Tail = t;

return;

}

void Print()

{

ListNode\* temp = NULL;

for (int i = 0; i < this->NoOfVertices; i++)

{

temp = G[i].Head;

cout << "Vertex = " << G[i].Data << " =>";

while (temp != NULL)

{

cout << temp->nodeName << " -->";

temp = temp->next;

}

cout << "NULL" << endl;

}

}

void BFS(int startVertex, int key)

{

Queue q;

int\* Parent = new int[NoOfVertices];

for (int i = 0; i < NoOfVertices; i++)

{

Parent[i] = -1;

}

this->G[startVertex].visited = 1;

q.EnQueue(startVertex);

while (!q.UnderFlow())

{

int currentVertex = q.DeQueue();

if (Parent[currentVertex] == -1)

{

Parent[currentVertex] = currentVertex;

}

if (key == currentVertex)

{

break;

}

ListNode\* temp = this->G[currentVertex].Head;

while (temp)

{

int adjVertex = temp->nodeName - 65;

if (G[adjVertex].visited == 0)

{

G[adjVertex].visited = 1;

q.EnQueue(adjVertex);

Parent[adjVertex] = currentVertex;

}

temp = temp->next;

}

}

for (int i = 0; i < NoOfVertices; i++)

{

G[i].visited = 0;

}

int i = key;

cout << static\_cast<char>(i + 65) << "<-";

while (1)

{

if (i == 0)

{

break;

}

cout << static\_cast<char>(Parent[i] + 65) << "<-";

i = Parent[i];

}

}

};

int main()

{

Graph G(13);

char ArrEdes[12][2] = { { 'A','B' },{ 'A','C' },{ 'B','D' },{ 'B','E' },{ 'C','F' },{ 'D','G' },{ 'D','H' },{ 'E','I' },{ 'F','J' },{ 'G','K' },{ 'G','L' },{ 'I','M' } };

for (int i = 0; i < 12; i++)

{

G.Insert(ArrEdes[i][0] - 65, ArrEdes[i][1] - 65);

}

G.Print();

cout << "\n\nUsing Breadth first search\n";

G.BFS('A' - 65, 'G' - 65);

system("pause");

}
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