# Services

Service是一个可以在后台进行长时间呢操作的应用程序组件，无用户界面。可以被另一个应用组件启动，即使切换到另一个app依然可以在后台运行。另外，一个组件可绑定到service上并与之交互甚至可执行进程见通信（IPC）,例如，service可在后台播放音乐，下载文件，执行io操作等

A service can essentially take two forms:

Started

应用程序组件可以调用startService()开启一个服务。一旦开启服务，就不可控了。即使开启服务的组件销毁。通常来说，一个被start的服务只执行一个操作，且不向开启他的组件返回任何结果。一旦操作结束，service应该自行停止。

Bound

调用bindService()也可以开启服务，一个被bound开启的服务提供了一个用户-服务器接口，以允许调和调用它的组件进行互动。发送请求，就收结果甚至夸进程通信。一个被bound的service一旦开启它的组件被销毁，该服务也被销毁。多个徐建可绑定到一个服务上来。，但是如果所有的都unbind了，服务也被销毁。

Although this documentation generally discusses these two types of services separately, your service can work both ways—it can be started (to run indefinitely) and also allow binding. It's simply a matter of whether you implement a couple callback methods: [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) to allow components to start it and [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) to allow binding.

Regardless（不管） of whether your application is started, bound, or both, any application component can use the service (even from a separate application), in the same way that any component can use an activity—by starting it with an[Intent](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html). However, you can declare the service as private, in the manifest file, and block access from other applications. This is discussed more in the section about [Declaring the service in the manifest](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\services.html#Declaring).

**Caution:** （服务运行在主线程中）A service runs in the main thread of its hosting process—the service does **not** create its own thread and does **not** run in a separate process (unless you specify otherwise). This means that, if your service is going to do any CPU intensive work or blocking operations (such as MP3 playback or networking), you should create a new thread within the service to do that work. By using a separate thread, you will reduce the risk of Application Not Responding (ANR) errors and the application's main thread can remain dedicated(专用的) to user interaction with your activities.

## The Basics

To create a service, you must create a subclass of [Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html)(or one of its existing subclasses). In your implementation, you need to override some callback methods that handle key aspects of the service lifecycle and provide a mechanism for components to bind to the service, if appropriate. The most important callback methods you should override are:

[onStartCommand()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int))

The system calls this method when another component, such as an activity, requests that the service be started, by calling [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)). Once this method executes, the service is started and can run in the background indefinitely. If you implement this, it is your responsibility to stop the service when its work is done, by calling [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()) or [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)). (If you only want to provide binding, you don't need to implement this method.)

[onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent))

The system calls this method when another component wants to bind with the service (such as to perform RPC), by calling [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). In your implementation of this method, you must provide an interface that clients use to communicate with the service, by returning an [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html). You must always implement this method, but if you don't want to allow binding, then you should return null.

[onCreate()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onCreate())

The system calls this method when the service is first created, to perform one-time setup procedures (before it calls either [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) or [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent))). If the service is already running, this method is not called.

[onDestroy()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onDestroy())

The system calls this method when the service is no longer used and is being destroyed. Your service should implement this to clean up any resources such as threads, registered listeners, receivers, etc. This is the last call the service receives.

If a component starts the service by calling [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)) (which results in a call to[onStartCommand()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int))), then the service remains running until it stops itself with [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()) or another component stops it by calling [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)).

If a component calls [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)) to create the service (and [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) is not called), then the service runs only as long as the component is bound to it. Once the service is unbound from all clients, the system destroys it.

The Android system will force-stop a service only when memory is low and it must recover system resources for the activity that has user focus. If the service is bound to an activity that has user focus, then it's less likely to be killed, and if the service is declared to [run in the foreground](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\services.html#Foreground)(discussed later), then it will almost never be killed. Otherwise, if the service was started and is long-running, then the system will lower its position in the list of background tasks over time and the service will become highly susceptible to killing—if your service is started, then you must design it to gracefully handle restarts by the system. If the system kills your service, it restarts it as soon as resources become available again (though this also depends on the value you return from [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)), as discussed later). For more information about when the system might destroy a service, see the [Processes and Threading](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\processes-and-threads.html) document.

In the following sections, you'll see how you can create each type of service and how to use it from other application components.

### Declaring a service in the manifest

Like activities (and other components), you must declare all services in your application's manifest file.

To declare your service, add a [<service>](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\manifest\service-element.html) element as a child of the [<application>](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\manifest\application-element.html) element. For example:

<manifest ... >  
  ...  
  <application ... >  
      <service android:name=".ExampleService" />  
      ...  
  </application>  
</manifest>

There are other attributes you can include in the [<service>](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\manifest\service-element.html) element to define properties such as permissions required to start the service and the process in which the service should run. The[android:name](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\manifest\service-element.html#nm) attribute is the only required attribute—it specifies the class name of the service. Once you publish your application, you should not change this name, because if you do, you might break some functionality where explicit intents are used to reference your service (read the blog post, [Things That Cannot Change](http://android-developers.blogspot.com/2011/06/things-that-cannot-change.html)).

See the [<service>](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\manifest\service-element.html) element reference（参考） for more information about declaring your service in the manifest.

Just like an activity, a service can define intent filters that allow other components to invoke the service using implicit intents. By declaring intent filters, components from any application installed on the user's device can potentially start your service if your service declares an intent filter that matches the intent another application passes to [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)).

If you plan on using your service only locally (other applications do not use it), then you don't need to (and should not) supply any intent filters. Without any intent filters, you must start the service using an intent that explicitly names the service class. More information about [starting a service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\services.html#StartingAService) is discussed below.

Additionally, you can ensure that your service is private to your application only if you include the [android:exported](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\guide\\topics\\manifest\\service-element.html" \l "exported) attribute and set it to "false". This is effective even if your service supplies intent filters.

For more information about creating intent filters for your service, see the [Intents and Intent Filters](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\intents-filters.html) document.

## Creating a Started Service

A started service is one that another component starts by calling [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)), resulting in a call to the service's [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) method.

When a service is started, it has a lifecycle that's independent of the component that started it and the service can run in the background indefinitely, even if the component that started it is destroyed. As such, the service should stop itself when its job is done by calling [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()), or another component can stop it by calling [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)).

An application component such as an activity can start the service by calling [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)) and passing an [Intent](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html) that specifies the service and includes any data for the service to use. The service receives this [Intent](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html) in the [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) method.

For instance, suppose an activity needs to save some data to an online database. The activity can start a companion service and deliver it the data to save by passing an intent to [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)). The service receives the intent in [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)), connects to the Internet and performs the database transaction. When the transaction is done, the service stops itself and it is destroyed.

**Caution:** A services runs in the same process as the application in which it is declared and in the main thread of that application, by default. So, if your service performs intensive or blocking operations while the user interacts with an activity from the same application, the service will slow down activity performance. To avoid impacting application performance, you should start a new thread inside the service.

Traditionally, there are two classes you can extend to create a started service:

[Service](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html)

This is the base class for all services. When you extend this class, it's important that you create a new thread in which to do all the service's work, because the service uses your application's main thread, by default, which could slow the performance of any activity your application is running.

[IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html)

This is a subclass of [Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html) that uses a worker thread to handle all start requests, one at a time. This is the best option if you don't require that your service handle multiple requests simultaneously. All you need to do is implement [onHandleIntent()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onHandleIntent(android.content.Intent)), which receives the intent for each start request so you can do the background work.

The following sections describe how you can implement your service using either one for these classes.

### Extending the IntentService class

Because most started services don't need to handle multiple requests simultaneously（同时的） (which can actually be a dangerous multi-threading scenario（方案）), it's probably best if you implement your service using the [IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html) class.

The [IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html) does the following:

* Creates a default worker thread that executes all intents delivered to [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) separate from your application's main thread.
* Creates a work queue that passes one intent at a time to your [onHandleIntent()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onHandleIntent(android.content.Intent)) implementation, so you never have to worry about multi-threading.
* Stops the service after all start requests have been handled, so you never have to call[stopSelf()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#stopSelf()).
* Provides default implementation of [onBind()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\IntentService.html#onBind(android.content.Intent)) that returns null.
* Provides a default implementation of [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onStartCommand(android.content.Intent, int, int)) that sends the intent to the work queue and then to your [onHandleIntent()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onHandleIntent(android.content.Intent)) implementation.

All this adds up to the fact that all you need to do is implement [onHandleIntent()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onHandleIntent(android.content.Intent)) to do the work provided by the client. (Though, you also need to provide a small constructor for the service.)

Here's an example implementation of [IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html):

public class HelloIntentService extends IntentService {  
  
  /\*\*   
   \*   \* constructor with a name for the worker thread.  
   \*/  
  public HelloIntentService() {  
      super("HelloIntentService");  
  }  
  
  /\*\*  
   \* The IntentService calls this method from the default worker thread with  
   \* the intent that started the service. When this method returns, IntentService  
   \* stops the service, as appropriate.  
   \*/  
  @Override  
  protected void onHandleIntent(Intent intent) {  
      // Normally we would do some work here, like download a file.  
      // For our sample, we just sleep for 5 seconds.  
      long endTime = System.currentTimeMillis() + 5\*1000;  
      while (System.currentTimeMillis() < endTime) {  
          synchronized (this) {  
              try {  
                  wait(endTime - System.currentTimeMillis());  
              } catch (Exception e) {  
              }  
          }  
      }  
  }  
}

That's all you need: a constructor and an implementation of [onHandleIntent()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onHandleIntent(android.content.Intent)).

If you decide to also override other callback methods, such as [onCreate()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onCreate()), [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onStartCommand(android.content.Intent, int, int)), or[onDestroy()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\IntentService.html#onDestroy()), be sure to call the super implementation, so that the [IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html) can properly handle the life of the worker thread.

For example, [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onStartCommand(android.content.Intent, int, int)) must return the default implementation (which is how the intent gets delivered to [onHandleIntent()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onHandleIntent(android.content.Intent))):

@Override  
public int onStartCommand(Intent intent, int flags, int startId) {  
    Toast.makeText(this, "service starting", Toast.LENGTH\_SHORT).show();  
    return super.onStartCommand(intent,flags,startId);  
}

Besides [onHandleIntent()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html" \l "onHandleIntent(android.content.Intent)), the only method from which you don't need to call the super class is[onBind()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\IntentService.html#onBind(android.content.Intent)) (but you only need to implement that if your service allows binding).

In the next section, you'll see how the same kind of service is implemented when extending the base[Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html) class, which is a lot more code, but which might be appropriate if you need to handle simultaneous start requests.

### Extending the Service class

As you saw in the previous section, using [IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html) makes your implementation of a started service very simple. If, however, you require your service to perform multi-threading (instead of processing start requests through a work queue), then you can extend the [Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html) class to handle each intent.

For comparison, the following example code is an implementation of the [Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html) class that performs the exact same work as the example above using [IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html). That is, for each start request, it uses a worker thread to perform the job and processes only one request at a time.

public class HelloService extends Service {  
  private Looper mServiceLooper;  
  private ServiceHandler mServiceHandler;  
  
  // Handler that receives messages from the thread  
  private final class ServiceHandler extends Handler {  
      public ServiceHandler(Looper looper) {  
          super(looper);  
      }  
      @Override  
      public void handleMessage(Message msg) {  
          // Normally we would do some work here, like download a file.  
          // For our sample, we just sleep for 5 seconds.  
          long endTime = System.currentTimeMillis() + 5\*1000;  
          while (System.currentTimeMillis() < endTime) {  
              synchronized (this) {  
                  try {  
                      wait(endTime - System.currentTimeMillis());  
                  } catch (Exception e) {  
                  }  
              }  
          }  
          // Stop the service using the startId, so that we don't stop  
          // the service in the middle of handling another job  
          stopSelf(msg.arg1);  
      }  
  }  
  
  @Override  
  public void onCreate() {  
    // Start up the thread running the service.  Note that we create a  
    // separate thread because the service normally runs in the process's  
    // main thread, which we don't want to block.  We also make it  
    // background priority so CPU-intensive work will not disrupt our UI.  
    HandlerThread thread = new HandlerThread("ServiceStartArguments",  
            Process.THREAD\_PRIORITY\_BACKGROUND);  
    thread.start();  
      
    // Get the HandlerThread's Looper and use it for our Handler   
    mServiceLooper = thread.getLooper();  
    mServiceHandler = new ServiceHandler(mServiceLooper);  
  }  
  
  @Override  
  public int onStartCommand(Intent intent, int flags, int startId) {  
      Toast.makeText(this, "service starting", Toast.LENGTH\_SHORT).show();  
  
      // For each start request, send a message to start a job and deliver the  
      // start ID so we know which request we're stopping when we finish the job  
      Message msg = mServiceHandler.obtainMessage();  
      msg.arg1 = startId;  
      mServiceHandler.sendMessage(msg);  
        
      // If we get killed, after returning from here, restart  
      return START\_STICKY;  
  }  
  
  @Override  
  public IBinder onBind(Intent intent) {  
      // We don't provide binding, so return null  
      return null;  
  }  
    
  @Override  
  public void onDestroy() {  
    Toast.makeText(this, "service done", Toast.LENGTH\_SHORT).show();   
  }  
}

As you can see, it's a lot more work than using [IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html).

However, because you handle each call to [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) yourself, you can perform multiple requests simultaneously. That's not what this example does, but if that's what you want, then you can create a new thread for each request and run them right away (instead of waiting for the previous request to finish).

Notice that the [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) method must return an integer. The integer is a value that describes how the system should continue the service in the event that the system kills it (as discussed above, the default implementation for [IntentService](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\IntentService.html) handles this for you, though you are able to modify it). The return value from [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) must be one of the following constants:

[START\_NOT\_STICKY](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "START_NOT_STICKY)

If the system kills the service after [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns, do not recreate the service, unless there are pending（悬而未决） intents to deliver. This is the safest option to avoid running your service when not necessary and when your application can simply restart any unfinished jobs.

[START\_STICKY](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "START_STICKY)

If the system kills the service after [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns, recreate the service and call[onStartCommand()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int)), but do not redeliver the last intent. Instead, the system calls [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int))with a null intent, unless there were pending intents to start the service, in which case, those intents are delivered. This is suitable for media players (or similar services) that are not executing commands, but running indefinitely and waiting for a job.

[START\_REDELIVER\_INTENT](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "START_REDELIVER_INTENT)

If the system kills the service after [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns, recreate the service and call[onStartCommand()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int)) with the last intent that was delivered to the service. Any pending intents are delivered in turn. This is suitable for services that are actively performing a job that should be immediately resumed, such as downloading a file.

For more details about these return values, see the linked reference documentation for each constant.

### Starting a Service

You can start a service from an activity or other application component by passing an [Intent](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html)(specifying the service to start) to [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)). The Android system calls the service's[onStartCommand()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int)) method and passes it the [Intent](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html). (You should never call [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) directly.)

For example, an activity can start the example service in the previous section (HelloSevice) using an explicit intent with [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)):

Intent intent = new Intent(this, HelloService.class);  
startService(intent);

The [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)) method returns immediately and the Android system calls the service's[onStartCommand()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int)) method. If the service is not already running, the system first calls [onCreate()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onCreate()), then calls [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)).

If the service does not also provide binding, the intent delivered with [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)) is the only mode of communication between the application component and the service. However, if you want the service to send a result back, then the client that starts the service can create a [PendingIntent](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\PendingIntent.html)for a broadcast (with [getBroadcast()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\PendingIntent.html" \l "getBroadcast(android.content.Context, int, android.content.Intent, int))) and deliver it to the service in the [Intent](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html) that starts the service. The service can then use the broadcast to deliver a result.

Multiple requests to start the service result in multiple corresponding calls to the service's[onStartCommand()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int)). **However, only one request to stop the service (with [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()) or [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent))) is required to stop it.**

### Stopping a service

A started service must manage its own lifecycle. That is, the system does not stop or destroy the service unless it must recover system memory and the service continues to run after [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int))returns. So, the service must stop itself by calling [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()) or another component can stop it by calling [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)).

Once requested to stop with [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()) or [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)), the system destroys the service as soon as possible.

**However, if your service handles multiple requests to [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) concurrently, then you shouldn't stop the service when you're done processing a start request, because you might have since received a new start request (stopping at the end of the first request would terminate the second one). To avoid this problem, you can use [stopSelf(int)](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf(int)) to ensure that your request to stop the service is always based on the most recent start request. That is, when you call [stopSelf(int)](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf(int)), you pass the ID of the start request (the startId delivered to [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int))) to which your stop request corresponds. Then if the service received a new start request before you were able to call**[**stopSelf(int)**](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#stopSelf(int))**, then the ID will not match and the service will not stop.**

**Caution:** It's important that your application stops its services when it's done working, to avoid wasting system resources and consuming battery power. If necessary, other components can stop the service by calling [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)). Even if you enable binding for the service, you must always stop the service yourself if it ever received a call to [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)).

For more information about the lifecycle of a service, see the section below about [Managing the Lifecycle of a Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\services.html#Lifecycle).

## Creating a Bound Service

A bound service is one that allows application components to bind to it by calling [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)) in order to create a long-standing connection (and generally does not allow components to start it by calling [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent))).

You should create a bound service when you want to interact with the service from activities and other components in your application or to expose some of your application's functionality to other applications, through interprocess communication (IPC).

To create a bound service, you must implement the [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) callback method to return an [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) that defines the interface for communication with the service. Other application components can then call[bindService()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#bindService(android.content.Intent, android.content.ServiceConnection, int)) to retrieve the interface and begin calling methods on the service. The service lives only to serve the application component that is bound to it, so when there are no components bound to the service, the system destroys it (you do not need to stop a bound service in the way you must when the service is started through [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int))).

To create a bound service, the first thing you must do is define the interface that specifies how a client can communicate with the service. This interface between the service and a client must be an implementation of [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) and is what your service must return from the [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) callback method. Once the client receives the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html), it can begin interacting with the service through that interface.

Multiple clients can bind to the service at once. When a client is done interacting with the service, it calls [unbindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "unbindService(android.content.ServiceConnection)) to unbind. Once there are no clients bound to the service, the system destroys the service.

There are multiple ways to implement a bound service and the implementation is more complicated than a started service, so the bound service discussion appears in a separate document about [Bound Services](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\bound-services.html).

## Sending Notifications to the User

Once running, a service can notify the user of events using **[Toast Notifications](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\guide\\topics\\ui\\notifiers\\toasts.html) or**[**Status Bar Notifications**](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\ui\notifiers\notifications.html)**.**

A toast notification is a message that appears on the surface of the current window for a moment then disappears, while a status bar notification provides an icon in the status bar with a message, which the user can select in order to take an action (such as start an activity).

Usually, a status bar notification is the best technique when some background work has completed (such as a file completed downloading) and the user can now act on it. When the user selects the notification from the expanded view, the notification can start an activity (such as to view the downloaded file).

See the [Toast Notifications](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\ui\notifiers\toasts.html) or [Status Bar Notifications](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\ui\notifiers\notifications.html) developer guides for more information.

## Running a Service in the Foreground

A foreground service is a service that's considered to be something the user is actively aware of and thus not a candidate（候补） for the system to kill when low on memory. A foreground service must provide a notification for the status bar, which is placed under the "Ongoing" heading, which means that the notification cannot be dismissed unless the service is either stopped or removed from the foreground.

For example, a music player that plays music from a service should be set to run in the foreground, because the user is explicitly aware of its operation. The notification in the status bar might indicate the current song and allow the user to launch an activity to interact with the music player.

To request that your service run in the foreground, call [startForeground()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "startForeground(int, android.app.Notification)). This method takes two parameters: an integer that uniquely identifies the notification and the [Notification](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Notification.html) for the status bar. For example:

Notification notification = new Notification(R.drawable.icon, getText(R.string.ticker\_text),  
        System.currentTimeMillis());  
Intent notificationIntent = new Intent(this, ExampleActivity.class);  
PendingIntent pendingIntent = PendingIntent.getActivity(this, 0, notificationIntent, 0);  
notification.setLatestEventInfo(this, getText(R.string.notification\_title),  
        getText(R.string.notification\_message), pendingIntent);  
startForeground(ONGOING\_NOTIFICATION\_ID, notification);

**Caution:** The integer ID you give to [startForeground()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "startForeground(int, android.app.Notification)) must not be 0.

To remove the service from the foreground, call [stopForeground()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopForeground(boolean)). This method takes a boolean, indicating whether to remove the status bar notification as well. This method does not stop the service. However, if you stop the service while it's still running in the foreground, then the notification is also removed.

For more information about notifications, see [Creating Status Bar Notifications](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\topics\ui\notifiers\notifications.html).

## Managing the Lifecycle of a Service

The lifecycle of a service is much simpler than that of an activity. However, it's even more important that you pay close attention to how your service is created and destroyed, because a service can run in the background without the user being aware.

The service lifecycle—from when it's created to when it's destroyed—can follow two different paths:

* **A started service**

**The service is created when another component calls [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)). The service then runs indefinitely and must stop itself by calling [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()). Another component can also stop the service by calling [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)). When the service is stopped, the system destroys it.**

* **A bound service**

**The service is created when another component (a client) calls [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). The client then communicates with the service through an [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) interface. The client can close the connection by calling [unbindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "unbindService(android.content.ServiceConnection)). Multiple clients can bind to the same service and when all of them unbind, the system destroys the service. (The service does not need to stop itself.)**

These two paths are not entirely separate. **That is, you can bind to a service that was already started with [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)).** For example, a background music service could be started by calling [startService()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#startService(android.content.Intent)) with an [Intent](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html) that identifies the music to play. Later, possibly when the user wants to exercise some control over the player or get information about the current song, **an activity can bind to the service by calling [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). In cases like this, [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)) or [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()) does not actually stop the service until all clients unbind.**

### Implementing the lifecycle callbacks

Like an activity, a service has lifecycle callback methods that you can implement to monitor changes in the service's state and perform work at the appropriate times. The following skeleton service demonstrates each of the lifecycle methods:

public class ExampleService extends Service {  
    int mStartMode;       // indicates how to behave if the service is killed  
    IBinder mBinder;      // interface for clients that bind  
    boolean mAllowRebind; // indicates whether onRebind should be used  
  
    @Override  
    public void [onCreate](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onCreate())() {  
        // The service is being created  
    }  
    @Override  
    public int [onStartCommand](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int))(Intent intent, int flags, int startId) {  
        **// The service is starting, due to a call to** [**startService()**](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#startService(android.content.Intent)) **return *mStartMode*;**  
    }  
    @Override  
    public IBinder [onBind](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onBind(android.content.Intent))(Intent intent) {  
        // A client is binding to the service with [bindService()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#bindService(android.content.Intent, android.content.ServiceConnection, int))  
        return *mBinder*;  
    }  
    @Override  
    public boolean [onUnbind](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onUnbind(android.content.Intent))(Intent intent) {  
        // All clients have unbound with [unbindService()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#unbindService(android.content.ServiceConnection))  
        return *mAllowRebind*;  
    }  
    @Override  
    public void [onRebind](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onRebind(android.content.Intent))(Intent intent) {  
        // A client is binding to the service with [bindService()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#bindService(android.content.Intent, android.content.ServiceConnection, int)),  
        // after onUnbind() has already been called  
    }  
    @Override  
    public void [onDestroy](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onDestroy())() {  
        // The service is no longer used and is being destroyed  
    }  
}

**Note:** **Unlike the activity lifecycle callback methods, you are not required to call the superclass implementation of these callback methods.**
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**Figure 2.** The service lifecycle. The diagram on the left shows the lifecycle when the service is created with [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)) and the diagram on the right shows the lifecycle when the service is created with[bindService()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#bindService(android.content.Intent, android.content.ServiceConnection, int)).

By implementing these methods, you can monitor two nested loops of the service's lifecycle:

* **The entire lifetime of a service happens between the time [onCreate()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onCreate()) is called and the time**[**onDestroy()**](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onDestroy())**returns. Like an activity, a service does its initial setup in [onCreate()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onCreate()) and releases all remaining resources in [onDestroy()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onDestroy()). For example, a music playback service could create the thread where the music will be played in [onCreate()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onCreate()), then stop the thread in [onDestroy()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onDestroy()).**

The [onCreate()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onCreate()) and [onDestroy()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onDestroy()) methods are called for all services, whether they're created by[startService()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#startService(android.content.Intent)) or [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)).

* **The active lifetime of a service begins with a call to either [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) or [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)). Each method is handed the**[**Intent**](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html)**that was passed to either [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)) or [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)), respectively（各自）.**

**If the service is started, the active lifetime ends the same time that the entire lifetime ends (the service is still active even after [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns). If the service is bound, the active lifetime ends when [onUnbind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onUnbind(android.content.Intent)) returns.**

**Note:** Although a started service is stopped by a call to either [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()) or [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)), there is not a respective（各自的） callback for the service (there's no onStop() callback). So, unless the service is bound to a client, the system destroys it when the service is stopped—[onDestroy()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onDestroy()) is the only callback received.

Figure 2 illustrates the typical callback methods for a service. Although the figure separates services that are created by [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)) from those created by [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)), keep in mind that any service, no matter how it's started, can potentially allow clients to bind to it. So, a service that was initially started with [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) (by a client calling [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent))) can still receive a call to [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) (when a client calls [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int))).

For more information about creating a service that provides binding, see the [Bound Services](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\bound-services.html)document, which includes more information about the [onRebind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onRebind(android.content.Intent)) callback method in the section about[Managing the Lifecycle of a Bound Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\bound-services.html#Lifecycle).

# Bound Services

A bound service is an implementation of the [Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html) class that allows other applications to bind to it and interact with it. **To provide binding for a service, you must implement the [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) callback method. This method returns an [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) object that defines the programming interface that clients can use to interact with the service**.

### Binding to a Started Service

As discussed in the [Services](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\services.html) document, you can create a service that is both started and bound. That is, the service can be started by calling [startService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "startService(android.content.Intent)), which allows the service to run indefinitely, and also allow a client to bind to the service by calling [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)).

If you do allow your service to be started and bound, then when the service has been started, the system does not destroy the service when all clients unbind. Instead, you must explicitly stop the service, by calling [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf())or [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)).

Although you should usually implement either [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) or[onStartCommand()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onStartCommand(android.content.Intent, int, int)), it's sometimes necessary to implement both. For example, a music player might find it useful to allow its service to run indefinitely and also provide binding. This way, an activity can start the service to play some music and the music continues to play even if the user leaves the application. Then, when the user returns to the application, the activity can bind to the service to regain control of playback.

Be sure to read the section about[Managing the Lifecycle of a Bound Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\bound-services.html#Lifecycle), for more information about the service lifecycle when adding binding to a started service.

A client can bind to the service by calling [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). When it does, it must provide an implementation of[ServiceConnection](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\ServiceConnection.html), which monitors the connection with the service. The [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)) method returns immediately without a value, but when the Android system creates the connection between the client and service, it calls [onServiceConnected()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html" \l "onServiceConnected(android.content.ComponentName, android.os.IBinder))on the [ServiceConnection](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html), to deliver the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) that the client can use to communicate with the service.

Multiple clients can connect to the service at once. However, the system calls your service's [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) method to retrieve the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) only when the first client binds. The system then delivers the same [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) to any additional clients that bind, without calling [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) again.

When the last client unbinds from the service, the system destroys the service (unless the service was also started by[startService()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#startService(android.content.Intent))).

When you implement your bound service, the most important part is defining the interface that your [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) callback method returns. There are a few different ways you can define your service's [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) interface and the following section discusses each technique.

## Creating a Bound Service

When creating a service that provides binding, you must provide an [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) that provides the programming interface that clients can use to interact with the service. There are three ways you can define the interface:

[Extending the Binder class](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\guide\\components\\bound-services.html" \l "Binder)

If your service is private to your own application and runs in the same process as the client (which is common), you should create your interface by extending the [Binder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Binder.html) class and returning an instance of it from[onBind()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onBind(android.content.Intent)). The client receives the [Binder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Binder.html) and can use it to directly access public methods available in either the [Binder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Binder.html) implementation or even the [Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html).

This is the preferred（首选的） technique when your service is merely a background worker for your own application. The only reason you would not create your interface this way is because your service is used by other applications or across separate processes.

[Using a Messenger](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\guide\\components\\bound-services.html" \l "Messenger)

If you need your interface to work across different processes, you can create an interface for the service with a [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html). In this manner（习惯、风俗）, the service defines a[Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html) that responds to different types of [Message](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\Message.html)objects. This [Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html) is the basis for a [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) that can then share an [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) with the client, allowing the client to send commands to the service using [Message](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\Message.html)objects. Additionally, the client can define a [Messenger](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\Messenger.html)of its own so the service can send messages back.

This is the simplest way to perform interprocess communication (IPC), because the [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) queues all requests into a single thread so that you don't have to design your service to be thread-safe.

Using AIDL

AIDL (Android Interface Definition Language) performs all the work to decompose objects into primitives that the operating system can understand and marshall them across processes to perform IPC. The previous technique, **using a**[**Messenger**](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html)**, is actually based on AIDL as its underlying structure**. As mentioned above, the [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) creates a queue of all the client requests in a single thread, so the service receives requests one at a time. If, however, you want your service to handle multiple requests simultaneously（同时的）, then you can use AIDL directly. In this case, your service must be capable of multi-threading and be built thread-safe.

To use AIDL directly, you must create an .aidl file that defines the programming interface. The Android SDK tools use this file to generate an abstract class that implements the interface and handles IPC, which you can then extend within your service.

**Note:** Most applications **should not** use AIDL to create a bound service, because it may require multithreading capabilities and can result in a more complicated implementation. As such, AIDL is not suitable for most applications and this document does not discuss how to use it for your service. If you're certain that you need to use AIDL directly, see the [AIDL](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\aidl.html) document.

### Extending the Binder class

If your service is used only by the local application and does not need to work across processes, then you can implement your own [Binder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Binder.html) class that provides your client direct access to public methods in the service.

**Note:** This works only if the client and service are in the same application and process, which is most common. For example, this would work well for a music application that needs to bind an activity to its own service that's playing music in the background.

Here's how to set it up:

1. In your service, create an instance of [Binder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Binder.html) that either:
   * contains public methods that the client can call
   * returns the current [Service](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html) instance, which has public methods the client can call
   * or, returns an instance of another class hosted by the service with public methods the client can call
2. Return this instance of [Binder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Binder.html) from the [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) callback method.
3. In the client, receive the [Binder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Binder.html) from the [onServiceConnected()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html" \l "onServiceConnected(android.content.ComponentName, android.os.IBinder)) callback method and make calls to the bound service using the methods provided.

**Note:** The reason the service and client must be in the same application is so the client can cast the returned object and properly call its APIs. The service and client must also be in the same process, because this technique does not perform any marshalling across processes.

For example, here's a service that provides clients access to methods in the service through a [Binder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Binder.html) implementation:

public class LocalService extends Service {  
    // Binder given to clients  
    private final IBinder mBinder = new LocalBinder();  
    // Random number generator  
    private final Random mGenerator = new Random();  
  
    /\*\*  
     \* Class used for the client Binder.  Because we know this service always  
     \* runs in the same process as its clients, we don't need to deal with IPC.  
     \*/  
    public class LocalBinder extends Binder {  
        LocalService getService() {  
            // Return this instance of LocalService so clients can call public methods  
            return LocalService.this;  
        }  
    }  
  
    @Override  
    public IBinder onBind(Intent intent) {  
        return mBinder;  
    }  
  
    /\*\* method for clients \*/  
    public int getRandomNumber() {  
      return mGenerator.nextInt(100);  
    }  
}

The LocalBinder provides the getService() method for clients to retrieve the current instance of LocalService. This allows clients to call public methods in the service. For example, clients can call getRandomNumber() from the service.

Here's an activity that binds to LocalService and calls getRandomNumber() when a button is clicked:

public class BindingActivity extends Activity {  
    LocalService mService;  
    boolean mBound = false;  
  
    @Override  
    protected void onCreate(Bundle savedInstanceState) {  
        super.onCreate(savedInstanceState);  
        setContentView(R.layout.main);  
    }  
  
    @Override  
    protected void onStart() {  
        super.onStart();  
        // Bind to LocalService  
        Intent intent = new Intent(this, LocalService.class);  
        bindService(intent, mConnection, Context.BIND\_AUTO\_CREATE);  
    }  
  
    @Override  
    protected void onStop() {  
        super.onStop();  
        // Unbind from the service  
        if (mBound) {  
            unbindService(mConnection);  
            mBound = false;  
        }  
    }  
  
    /\*\* Called when a button is clicked (the button in the layout file attaches to  
      \* this method with the android:onClick attribute) \*/  
    public void onButtonClick(View v) {  
        if (mBound) {  
            // Call a method from the LocalService.  
            // However, if this call were something that might hang, then this request should  
            // occur in a separate thread to avoid slowing down the activity performance.  
            int num = mService.getRandomNumber();  
            Toast.makeText(this, "number: " + num, Toast.LENGTH\_SHORT).show();  
        }  
    }  
  
    /\*\* Defines callbacks for service binding, passed to bindService() \*/  
    private ServiceConnection mConnection = new ServiceConnection() {  
  
        @Override  
        public void onServiceConnected(ComponentName className,  
                IBinder service) {  
            // We've bound to LocalService, cast the IBinder and get LocalService instance  
            LocalBinder binder = (LocalBinder) service;  
            mService = binder.getService();  
            mBound = true;  
        }  
  
        @Override  
        public void onServiceDisconnected(ComponentName arg0) {  
            mBound = false;  
        }  
    };  
}

The above sample shows how the client binds to the service using an implementation of[ServiceConnection](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\ServiceConnection.html) and the [onServiceConnected()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html" \l "onServiceConnected(android.content.ComponentName, android.os.IBinder)) callback. The next section provides more information about this process of binding to the service.

**Note:** The example above doesn't explicitly unbind from the service, but all clients should unbind at an appropriate time (such as when the activity pauses).

For more sample code, see the [LocalService.java](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\resources\samples\ApiDemos\src\com\example\android\apis\app\LocalService.html) class and the [LocalServiceActivities.java](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\resources\samples\ApiDemos\src\com\example\android\apis\app\LocalServiceActivities.html) class in[ApiDemos](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\resources\samples\ApiDemos\index.html).

### Using a Messenger

#### Compared to AIDL

When you need to perform IPC, using a [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) for your interface is simpler than implementing it with AIDL, because[Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) queues all calls to the service, whereas, a pure AIDL interface sends simultaneous requests to the service, which must then handle multi-threading.

For most applications, the service doesn't need to perform multi-threading, so using a [Messenger](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\Messenger.html)allows the service to handle one call at a time. If it's important that your service be multi-threaded, then you should use [AIDL](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\guide\\components\\aidl.html)to define your interface.

If you need your service to communicate with remote processes, then you can use a [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) to provide the interface for your service. This technique allows you to perform interprocess communication (IPC) without the need to use AIDL.

Here's a summary of how to use a [Messenger](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\Messenger.html):

* The service implements a [Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html) that receives a callback for each call from a client.
* The [Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html) is used to create a [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) object (which is a reference to the [Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html)).
* The [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) creates an [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) that the service returns to clients from [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)).
* Clients use the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) to instantiate the [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) (that references the service's [Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html)), which the client uses to send [Message](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Message.html) objects to the service.
* The service receives each [Message](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Message.html) in its [Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html)—specifically, in the [handleMessage()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\Handler.html" \l "handleMessage(android.os.Message)) method.

In this way, there are no "methods" for the client to call on the service. Instead, the client delivers "messages" ([Message](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Message.html) objects) that the service receives in its [Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html).

Here's a simple example service that uses a [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) interface:

public class MessengerService extends Service {  
    /\*\* Command to the service to display a message \*/  
    static final int MSG\_SAY\_HELLO = 1;  
  
    /\*\*  
     \* Handler of incoming messages from clients.  
     \*/  
    class IncomingHandler extends Handler {  
        @Override  
        public void handleMessage(Message msg) {  
            switch (msg.what) {  
                case MSG\_SAY\_HELLO:  
                    Toast.makeText(getApplicationContext(), "hello!", Toast.LENGTH\_SHORT).show();  
                    break;  
                default:  
                    super.handleMessage(msg);  
            }  
        }  
    }  
  
    /\*\*  
     \* Target we publish for clients to send messages to IncomingHandler.  
     \*/  
    final Messenger mMessenger = new Messenger(new IncomingHandler());  
  
    /\*\*  
     \* When binding to the service, we return an interface to our messenger  
     \* for sending messages to the service.  
     \*/  
    @Override  
    public IBinder onBind(Intent intent) {  
        Toast.makeText(getApplicationContext(), "binding", Toast.LENGTH\_SHORT).show();  
        return mMessenger.getBinder();  
    }  
}

Notice that the [handleMessage()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\Handler.html" \l "handleMessage(android.os.Message)) method in the [Handler](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Handler.html) is where the service receives the incoming[Message](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Message.html) and decides what to do, based on the [what](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Message.html#what) member.

All that a client needs to do is create a [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) based on the [IBinder](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\IBinder.html) returned by the service and send a message using [send()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html#send(android.os.Message)). For example, here's a simple activity that binds to the service and delivers the MSG\_SAY\_HELLO message to the service:

public class ActivityMessenger extends Activity {  
    /\*\* Messenger for communicating with the service. \*/  
    Messenger mService = null;  
  
    /\*\* Flag indicating whether we have called bind on the service. \*/  
    boolean mBound;  
  
    /\*\*  
     \* Class for interacting with the main interface of the service.  
     \*/  
    private ServiceConnection mConnection = new ServiceConnection() {  
        public void onServiceConnected(ComponentName className, IBinder service) {  
            // This is called when the connection with the service has been  
            // established, giving us the object we can use to  
            // interact with the service.  We are communicating with the  
            // service using a Messenger, so here we get a client-side  
            // representation of that from the raw IBinder object.  
            mService = new Messenger(service);  
            mBound = true;  
        }  
  
        public void onServiceDisconnected(ComponentName className) {  
            // This is called when the connection with the service has been  
            // unexpectedly disconnected -- that is, its process crashed.  
            mService = null;  
            mBound = false;  
        }  
    };  
  
    public void sayHello(View v) {  
        if (!mBound) return;  
        // Create and send a message to the service, using a supported 'what' value  
        Message msg = Message.obtain(null, MessengerService.MSG\_SAY\_HELLO, 0, 0);  
        try {  
            mService.send(msg);  
        } catch (RemoteException e) {  
            e.printStackTrace();  
        }  
    }  
  
    @Override  
    protected void onCreate(Bundle savedInstanceState) {  
        super.onCreate(savedInstanceState);  
        setContentView(R.layout.main);  
    }  
  
    @Override  
    protected void onStart() {  
        super.onStart();  
        // Bind to the service  
        bindService(new Intent(this, MessengerService.class), mConnection,  
            Context.BIND\_AUTO\_CREATE);  
    }  
  
    @Override  
    protected void onStop() {  
        super.onStop();  
        // Unbind from the service  
        if (mBound) {  
            unbindService(mConnection);  
            mBound = false;  
        }  
    }  
}

Notice that this example does not show how the service can respond to the client. If you want the service to respond, then you need to also create a [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) in the client. Then when the client receives the [onServiceConnected()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html" \l "onServiceConnected(android.content.ComponentName, android.os.IBinder)) callback, it sends a [Message](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Message.html) to the service that includes the client's [Messenger](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html) in the [replyTo](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\Message.html" \l "replyTo) parameter of the [send()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\os\Messenger.html#send(android.os.Message)) method.

You can see an example of how to provide two-way messaging in the [MessengerService.java](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\resources\samples\ApiDemos\src\com\example\android\apis\app\MessengerService.html) (service) and[MessengerServiceActivities.java](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\resources\samples\ApiDemos\src\com\example\android\apis\app\MessengerServiceActivities.html) (client) samples.

## Binding to a Service

Application components (clients) can bind to a service by calling [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). The Android system then calls the service's [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) method, which returns an [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) for interacting with the service.

The binding is asynchronous. [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)) returns immediately and does not return the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) to the client. To receive the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html), the client must create an instance of [ServiceConnection](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html) and pass it to [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). The [ServiceConnection](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html) includes a callback method that the system calls to deliver the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html).

**Note:** Only activities, services, and content providers can bind to a service—you **cannot** bind to a service from a broadcast receiver.

So, to bind to a service from your client, you must:

1. Implement [ServiceConnection](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html).

Your implementation must override two callback methods:

[onServiceConnected()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\ServiceConnection.html#onServiceConnected(android.content.ComponentName, android.os.IBinder))

The system calls this to deliver the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) returned by the service's [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent)) method.

[onServiceDisconnected()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\ServiceConnection.html#onServiceDisconnected(android.content.ComponentName))

The Android system calls this when the connection to the service is unexpectedly lost, such as when the service has crashed or has been killed. This is not called when the client unbinds.

1. Call [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)), passing the [ServiceConnection](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html) implementation.
2. When the system calls your [onServiceConnected()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html" \l "onServiceConnected(android.content.ComponentName, android.os.IBinder)) callback method, you can begin making calls to the service, using the methods defined by the interface.
3. To disconnect from the service, call [unbindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "unbindService(android.content.ServiceConnection)).

When your client is destroyed, it will unbind from the service, but you should always unbind when you're done interacting with the service or when your activity pauses so that the service can shutdown while its not being used. (Appropriate times to bind and unbind is discussed more below.)

For example, the following snippet connects the client to the service created above by [extending the Binder class](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\bound-services.html#Binder), so all it must do is cast the returned [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) to the LocalService class and request the LocalService instance:

LocalService mService;  
private ServiceConnection mConnection = new ServiceConnection() {  
    // Called when the connection with the service is established  
    public void onServiceConnected(ComponentName className, IBinder service) {  
        // Because we have bound to an explicit  
        // service that is running in our own process, we can  
        // cast its IBinder to a concrete class and directly access it.  
        LocalBinder binder = (LocalBinder) service;  
        mService = binder.getService();  
        mBound = true;  
    }  
  
    // Called when the connection with the service disconnects unexpectedly  
    public void onServiceDisconnected(ComponentName className) {  
        Log.e(TAG, "onServiceDisconnected");  
        mBound = false;  
    }  
};

With this [ServiceConnection](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html), the client can bind to a service by passing it to [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). For example:

Intent intent = new Intent(this, LocalService.class);  
bindService(intent, mConnection, Context.BIND\_AUTO\_CREATE);

* The first parameter of [bindService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)) is an [Intent](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Intent.html) that explicitly names the service to bind (thought the intent could be implicit).
* The second parameter is the [ServiceConnection](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html) object.
* **The third parameter is a flag indicating options for the binding. It should usually be**[**BIND\_AUTO\_CREATE**](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#BIND_AUTO_CREATE)**in order to create the service if its not already alive.** Other possible values are [BIND\_DEBUG\_UNBIND](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#BIND_DEBUG_UNBIND) and [BIND\_NOT\_FOREGROUND](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\content\Context.html#BIND_NOT_FOREGROUND), or 0 for none.

### Additional notes

Here are some important notes about binding to a service:

* You should always trap（诱捕） [DeadObjectException](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\DeadObjectException.html) exceptions, which are thrown when the connection has broken. This is the only exception thrown by remote methods.
* Objects are reference counted across processes.
* You should usually pair the binding and unbinding during matching bring-up and tear-down moments of the client's lifecycle. For example:
  + If you only need to interact with the service while your activity is visible, you should bind during [onStart()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Activity.html" \l "onStart()) and unbind during [onStop()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Activity.html" \l "onStop()).
  + If you want your activity to receive responses even while it is stopped in the background, then you can bind during [onCreate()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Activity.html" \l "onCreate(android.os.Bundle)) and unbind during [onDestroy()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Activity.html" \l "onDestroy()). Beware that this implies that your activity needs to use the service the entire time it's running (even in the background), so if the service is in another process, then you increase the weight of the process and it becomes more likely that the system will kill it.

**Note:** You should usually **not** bind and unbind during your activity's [onResume()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Activity.html" \l "onResume()) and [onPause()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Activity.html" \l "onPause()), because these callbacks occur at every lifecycle transition and you should keep the processing that occurs at these transitions to a minimum. Also, if multiple activities in your application bind to the same service and there is a transition between two of those activities, the service may be destroyed and recreated as the current activity unbinds (during pause) before the next one binds (during resume). (This activity transition for how activities coordinate their lifecycles is described in the [Activities](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\guide\components\activities.html#CoordinatingActivities) document.)

For more sample code, showing how to bind to a service, see the [RemoteService.java](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\resources\samples\ApiDemos\src\com\example\android\apis\app\RemoteService.html) class in [ApiDemos](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\resources\\samples\\ApiDemos\\index.html).

## Managing the Lifecycle of a Bound Service

**When a service is unbound from all clients, the Android system destroys it (unless it was also started with [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)))**. As such, you don't have to manage the lifecycle of your service if it's purely a bound service—the Android system manages it for you based on whether it is bound to any clients.

However, if you choose to implement the [onStartCommand()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onStartCommand(android.content.Intent, int, int)) callback method, then you must explicitly stop the service, because the service is now considered to be started. In this case, the service runs until the service stops itself with [stopSelf()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "stopSelf()) or another component calls [stopService()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\Context.html" \l "stopService(android.content.Intent)), regardless of whether it is bound to any clients.

Additionally, if your service is started and accepts binding, then when the system calls your[onUnbind()](file:///E:\android\adt-bundle-windows-x86-20131030\sdk\docs\reference\android\app\Service.html#onUnbind(android.content.Intent)) method, you can optionally return true if you would like to receive a call to [onRebind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onRebind(android.content.Intent))the next time a client binds to the service (instead of receiving a call to [onBind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onBind(android.content.Intent))). [onRebind()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\app\\Service.html" \l "onRebind(android.content.Intent))returns void, but the client still receives the [IBinder](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\os\\IBinder.html) in its [onServiceConnected()](file:///E:\\android\\adt-bundle-windows-x86-20131030\\sdk\\docs\\reference\\android\\content\\ServiceConnection.html" \l "onServiceConnected(android.content.ComponentName, android.os.IBinder)) callback. Below, figure 1 illustrates the logic for this kind of lifecycle.

![E:\android\adt-bundle-windows-x86-20131030\sdk\docs\images\fundamentals\service_binding_tree_lifecycle.png](data:image/png;base64,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)