**Experiment No. 07**

**Title:** To implement data handling with JSON

## Batch: A1 Roll No.: 16010422013 Experiment No.:7

**Aim**: To Implement data handling with JSON. **Resources needed: Notepad++, Web Browser Theory:**

JSON stands for **J**ava**S**cript **O**bject **N**otation. JSON is a **text format** for storing and

transporting data. JSON is "self-describing" and easy to understand

* JSON stands for **J**ava**S**cript **O**bject **N**otation
* JSON is a lightweight data-interchange format
* JSON is plain text written in JavaScript object notation
* JSON is used to send data between computers
* JSON is language independent **\* Why Use JSON?**
* The JSON format is syntactically similar to the code for creating JavaScript objects.

Because of this, a JavaScript program can easily convert JSON data into JavaScript objects.

* Since the format is text only, JSON data can easily be sent between computers, and used by any programming language.
* JavaScript has a built in function for converting JSON strings into JavaScript objects:

## JSON.parse()

* JavaScript also has a built in function for converting an object into a JSON string:

## JSON.stringify()

Both JSON and XML can be used to receive data from a web server.

## JSON Example

{"employees":[

{ "firstName":"John", "lastName":"Doe" },

{ "firstName":"Anna", "lastName":"Smith" },

{ "firstName":"Peter", "lastName":"Jones" }

]}

## JSON.stringify()

* When sending data to a web server, the data has to be a string.
* Convert a JavaScript object into a string with JSON.stringify().
* Stringify a JavaScript Object Imagine we have this object in JavaScript:

const obj = {name: "John", age: 30, city: "New York"};

Use the JavaScript function JSON.stringify() to convert it into a string. const myJSON = JSON.stringify(obj);

The result will be a string following the JSON notation. myJSON is now a string, and ready to be sent to a server:

## Example

const obj = {name: "John", age: 30, city: "New York"}; const myJSON = JSON.stringify(obj);

## JSON.parse()

A common use of JSON is to exchange data to/from a web server. When receiving data from a web server, the data is always a string. Parse the data with JSON.parse(), and the data becomes a JavaScript object.

## Example - Parsing JSON

Imagine we received this text from a web server:

'{"name":"John", "age":30, "city":"New York"}'

## Use the JavaScript function JSON.parse() to convert text into a JavaScript object:

const obj = JSON.parse('{"name":"John", "age":30, "city":"New York"}'); Make sure the text is in JSON format, or else you will get a syntax error.

## Use the JavaScript object in your page: Example

<p id="demo"></p>

<script>

document.getElementById("demo").innerHTML = obj.name;

</script>

Date objects are not allowed in JSON. If you need to include a date, write it as a string. You can convert it back into a date object later:

## Example

Convert a String into date

const text = '{"name":"John", "birth":"1986-12-14", "city":"New York"}'; const obj = JSON.parse(text);

obj.birth = new Date(obj.birth); document.getElementById("demo").innerHTML = obj.name + ", " + obj.birth;

## Storing Data

When storing data, the data has to be a certain format, and regardless of where you choose to store it, *text* is always one of the legal formats.

JSON makes it possible to store JavaScript objects as text.

## Example Storing data

// Storing data:

const myObj = {name: "John", age: 31, city: "New York"}; const myJSON = JSON.stringify(myObj); localStorage.setItem("testJSON", myJSON);

// Retrieving data:

let text = localStorage.getItem("testJSON"); let obj = JSON.parse(text);

document.getElementById("demo").innerHTML = obj.name;

## JSON Server Sending Data

If you have data stored in a JavaScript object, you can convert the object into JSON, and send it to a server:

## Example

const myObj = {name: "John", age: 31, city: "New York"}; const myJSON = JSON.stringify(myObj); window.location = "demo\_json.php?x=" + myJSON;

## Receiving Data

If you receive data in JSON format, you can easily convert it into a JavaScript object:

## Example

const myJSON = '{"name":"John", "age":31, "city":"New York"}'; const myObj = JSON.parse(myJSON); document.getElementById("demo").innerHTML = myObj.name;

## JSON HTML

**HTML Table**

Make an HTML table with data received as JSON:

## Example

const dbParam = JSON.stringify({table:"customers",limit:20}); const xmlhttp = new XMLHttpRequest();

xmlhttp.onload = function() {

myObj = JSON.parse(this.responseText); let text = "<table border='1'>"

for (let x in myObj) {

text += "<tr><td>" + myObj[x].name + "</td></tr>";

}

text += "</table>" document.getElementById("demo").innerHTML = text;

}

xmlhttp.open("POST", "json\_demo\_html\_table.php"); xmlhttp.setRequestHeader("Content-type", "application/x-www-form-urlencoded"); xmlhttp.send("x=" + dbParam);

## HTML Drop Down List

Make an HTML drop down list with data received as JSON:

## Example

const dbParam = JSON.stringify({table:"customers",limit:20}); const xmlhttp = new XMLHttpRequest();

xmlhttp.onload = function() {

const myObj = JSON.parse(this.responseText); let text = "<select>"

for (let x in myObj) {

text += "<option>" + myObj[x].name + "</option>";

}

text += "</select>" document.getElementById("demo").innerHTML = text;

}

}

xmlhttp.open("POST", "json\_demo\_html\_table.php", true); xmlhttp.setRequestHeader("Content-type", "application/x-www-form-urlencoded"); xmlhttp.send("x=" + dbParam);

## Activity:

1. **Convert JSON objects into string using JSON.sringify().**

## Replace any data in JSON object JSON.repalce()

1. **Valid JSON sting into JSON using JSON.parse() Results: (Program printout with output)**

<!DOCTYPE html>

<html>

<head>

<title>JSON Example</title>

</head>

<body>

<p id="demo"></p>

<script>

*var* myObj = { name: "Shreya", age:20, city: "Mumbai" };

*var* myJSON = JSON.stringify(myObj);

// Replace "Shreya" with "Waingankar" (case-sensitive) myJSON = myJSON.replace("Shreya", "Waingankar");

// Additional objects

*var* myObj2 = { name: "John", age: 25, city: "New York" };

*var* myObj3 = { name: "Alice", age: 30, city: "London" };

*var* myJSON2 = JSON.stringify(myObj2);

*var* myJSON3 = JSON.stringify(myObj3);

*var* myNewObj = JSON.parse(myJSON);

*var* myNewObj2 = JSON.parse(myJSON2);

*var* myNewObj3 = JSON.parse(myJSON3);

document.getElementById("demo").innerHTML = "Name: " + myNewObj.name +

"<br>Age: " + myNewObj.age + "<br>City: " + myNewObj.city + "<br><br>" +

"Name: " + myNewObj2.name + "<br>Age: " + myNewObj2.age + "<br>City: " + myNewObj2.city + "<br><br>" +

"Name: " + myNewObj3.name + "<br>Age: " + myNewObj3.age + "<br>City: " + myNewObj3.city;

</script>

</body>

</html>

**Output:**

![](data:image/png;base64,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)

## Questions:

1. Why Jason is better than xml?
2. Write difference between JSON and Javascript

Ans1)

SON (JavaScript Object Notation) and XML (eXtensible Markup Language) are both popular formats used for structuring and storing data. Each has its own advantages and use cases, but JSON is often preferred over XML for several reasons:

## Readability and Simplicity:

* + JSON is generally more human-readable and easier to understand than XML. JSON uses a lightweight, key-value pair format, which closely resembles how data is represented in many programming languages, especially JavaScript.
  + XML, on the other hand, uses tags and attributes, which can make the structure more complex and verbose, especially for nested data.

## Lightweight:

* + JSON tends to be more lightweight in terms of both file size and parsing overhead compared to XML. This is because JSON has a simpler syntax with fewer

characters needed for representing data.

## Native to JavaScript:

* + JSON is a native part of JavaScript, meaning it can be easily parsed and manipulated using built-in functions (**JSON.parse()** and **JSON.stringify()**). This makes JSON integration seamless in JavaScript applications.

## Better for Data Interchange:

* + JSON is often preferred for data interchange between web servers and web clients (such as browsers or mobile apps) due to its lightweight nature and easy parsing capabilities.
  + XML is still widely used in scenarios where document structure and metadata are critical, such as configuration files, markup languages (like HTML), or when integrating with systems that rely heavily on XML.

## Support for Arrays:

* + JSON has built-in support for arrays, making it a natural choice for representing lists of data. In XML, arrays need to be represented using repeating elements or specialized attributes, which can be more cumbersome.

## Performance:

* + JSON parsing and generation are generally faster and consume less memory compared to XML, especially in web environments where bandwidth and processing resources are important factors.

## Integration with Web APIs:

* + JSON has become the de facto standard for many web APIs due to its simplicity and ease of use. Most modern web APIs return data in JSON format, making it convenient for client-side consumption.

While JSON has several advantages over XML, it's important to note that XML still has its place, especially in scenarios where document structure, metadata, or compatibility with legacy systems are priorities. Ultimately, the choice between JSON and XML depends on the specific requirements and constraints of a given project.

Ans2)

JSON (JavaScript Object Notation) and JavaScript are closely related, but they serve different purposes and have distinct characteristics. Here are the key differences between JSON and JavaScript:

## Purpose:

* + JSON: JSON is a lightweight data interchange format used for transmitting data between a server and a web application. It is language-independent and can be used with any programming language.
  + JavaScript: JavaScript is a programming language commonly used for creating dynamic and interactive web pages. It runs in web browsers and on servers (using Node.js) and can be used for a wide range of purposes, including client-side scripting, server-side development, and more.

## Syntax:

* + JSON: JSON syntax is a subset of JavaScript object literal notation. It consists of key-value pairs separated by colons, with keys and strings enclosed in double quotes, and data types including objects, arrays, strings, numbers, booleans, and null.
  + JavaScript: JavaScript syntax is more extensive and includes features such as variables, functions, conditionals, loops, and object-oriented programming constructs. In JavaScript, objects are defined using curly braces **{}**, arrays using square brackets **[]**, and functions using the **function** keyword.

## Usage:

* + JSON: JSON is primarily used for data interchange between a server and a web application. It is commonly used in AJAX requests, APIs, configuration files, and

storing data in NoSQL databases.

* + JavaScript: JavaScript is used for creating dynamic and interactive web pages. It provides functionality for handling user events, manipulating the DOM (Document Object Model), making AJAX requests, validating form data, creating animations, and much more.

## Platform Dependency:

* + JSON: JSON is platform-independent and can be parsed and generated by any programming language with JSON support.
  + JavaScript: JavaScript is a programming language that runs in web browsers and can also run on servers using platforms like Node.js. While JavaScript is widely supported across different web browsers, there may be slight differences in behavior between browsers.

## Data Types:

* + JSON: JSON supports basic data types including objects, arrays, strings, numbers, booleans, and null.
  + JavaScript: JavaScript supports a wider range of data types including objects, arrays, strings, numbers, booleans, functions, dates, regular expressions, and more.

In summary, while JSON and JavaScript share similarities in syntax, they serve different purposes and have distinct features and use cases. JSON is a data interchange format primarily used for transmitting data between a server and a web application, while JavaScript is a versatile programming language used for creating dynamic and interactive web pages.

**Outcomes:**

# CO-4: Implement web application using React JS, Angular JS, JSON and CBOR

**Conclusion: (Conclusion to be based on the outcomes achieved)**

# Through this experiment, we understood that the JSON (JavaScript Object Notation) and JavaScript are distinct entities with unique roles and characteristics. JSON serves as a lightweight data interchange format, facilitating seamless communication between servers and web applications, while JavaScript powers dynamic and interactive web experiences with its extensive functionality. Despite their close relationship in syntax, JSON's platform- independent nature contrasts with JavaScript's versatility as a full-fledged programming language, each contributing to the rich ecosystem of web development in its own way.
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