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## Capstone Project-Movie Recommendation Systems

## Establish connection between R Project with github Repo

if(!require(tidyverse))   
 install.packages("tidyverse", repos = "http://cran.us.r-project.org") #[it loads ggplot2, tibble, tidyr, readr, purrr, and dplyr packages]

## Loading required package: tidyverse

## -- Attaching packages ------------------------------------------------------------------------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.2.1 v purrr 0.3.3  
## v tibble 3.0.4 v dplyr 1.0.2  
## v tidyr 1.1.0 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.0

## -- Conflicts ---------------------------------------------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

if(!require(caret))   
 install.packages("caret", repos = "http://cran.us.r-project.org")

## Loading required package: caret

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

if(!require(data.table))   
 install.packages("data.table", repos = "http://cran.us.r-project.org")

## Loading required package: data.table

##   
## Attaching package: 'data.table'

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

## The following object is masked from 'package:purrr':  
##   
## transpose

if(!require(knitr))   
 install.packages("knitr", repos = "http://cran.us.r-project.org")

## Loading required package: knitr

if(!require(recommenderlab))   
 install.packages("recommenderlab", repos = "http://cran.us.r-project.org")

## Loading required package: recommenderlab

## Loading required package: Matrix

##   
## Attaching package: 'Matrix'

## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

## Loading required package: arules

##   
## Attaching package: 'arules'

## The following object is masked from 'package:dplyr':  
##   
## recode

## The following objects are masked from 'package:base':  
##   
## abbreviate, write

## Loading required package: proxy

##   
## Attaching package: 'proxy'

## The following object is masked from 'package:Matrix':  
##   
## as.matrix

## The following objects are masked from 'package:stats':  
##   
## as.dist, dist

## The following object is masked from 'package:base':  
##   
## as.matrix

## Loading required package: registry

## Registered S3 methods overwritten by 'registry':  
## method from   
## print.registry\_field proxy  
## print.registry\_entry proxy

##   
## Attaching package: 'recommenderlab'

## The following objects are masked from 'package:caret':  
##   
## MAE, RMSE

if(!require(reshape2))   
 install.packages("reshape2", repos = "http://cran.us.r-project.org")

## Loading required package: reshape2

##   
## Attaching package: 'reshape2'

## The following objects are masked from 'package:data.table':  
##   
## dcast, melt

## The following object is masked from 'package:tidyr':  
##   
## smiths

#if(!require(dplyr))   
# install.packages("dplyr", repos = "http://cran.us.r-project.org")  
#if(!require(ggplot2))   
# install.packages("ggplot2", repos = "http://cran.us.r-project.org")  
#library(dplyr)  
#library(ggplot2)  
#library(knitr)  
#install.packages("recommenderlab")  
#library(recommenderlab)  
#install.packages("reshape2") # may already be installed  
#library(reshape2)  
#library (readr)

## Project overview:

The goal of this project is to give a better understanding of User Based Collaborative Filter (UBCF) and Item Based Collaborative Filter (IBCF) models for hybrid recommender systems by answering the following question:

With what level of performance can collaborative filtering using UBCF and IBCF models produce movie recommendations based on movies and user’s ratings data?

## Datasets

The dataset I choose for this project is from GroupLens research lab in the University of Minnesota and available in the MovieLens website which contains four files such as movies.csv, ratings.csv, links.csv and tags.csv. To build a recommendar system I used only movies.csv and ratings.csv data files.

movies\_url="https://raw.githubusercontent.com/sahmed07/MRS-Testing/main/movies.csv"  
movies<-read\_csv(url(movies\_url))

##   
## -- Column specification ------------------------------------------------------------------------------------------------------------------------  
## cols(  
## movieId = col\_double(),  
## title = col\_character(),  
## genres = col\_character()  
## )

movies <- as\_tibble(movies)  
movies

## # A tibble: 9,742 x 3  
## movieId title genres   
## <dbl> <chr> <chr>   
## 1 1 Toy Story (1995) Adventure|Animation|Children|Comed~  
## 2 2 Jumanji (1995) Adventure|Children|Fantasy   
## 3 3 Grumpier Old Men (1995) Comedy|Romance   
## 4 4 Waiting to Exhale (1995) Comedy|Drama|Romance   
## 5 5 Father of the Bride Part II~ Comedy   
## 6 6 Heat (1995) Action|Crime|Thriller   
## 7 7 Sabrina (1995) Comedy|Romance   
## 8 8 Tom and Huck (1995) Adventure|Children   
## 9 9 Sudden Death (1995) Action   
## 10 10 GoldenEye (1995) Action|Adventure|Thriller   
## # ... with 9,732 more rows

#Exploring the movies table and variables:

str(movies)

## tibble [9,742 x 3] (S3: tbl\_df/tbl/data.frame)  
## $ movieId: num [1:9742] 1 2 3 4 5 6 7 8 9 10 ...  
## $ title : chr [1:9742] "Toy Story (1995)" "Jumanji (1995)" "Grumpier Old Men (1995)" "Waiting to Exhale (1995)" ...  
## $ genres : chr [1:9742] "Adventure|Animation|Children|Comedy|Fantasy" "Adventure|Children|Fantasy" "Comedy|Romance" "Comedy|Drama|Romance" ...  
## - attr(\*, "spec")=  
## .. cols(  
## .. movieId = col\_double(),  
## .. title = col\_character(),  
## .. genres = col\_character()  
## .. )

glimpse(movies)

## Rows: 9,742  
## Columns: 3  
## $ movieId <dbl> 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16,...  
## $ title <chr> "Toy Story (1995)", "Jumanji (1995)", "Grumpier Old Me...  
## $ genres <chr> "Adventure|Animation|Children|Comedy|Fantasy", "Advent...

summary(movies)

## movieId title genres   
## Min. : 1 Length:9742 Length:9742   
## 1st Qu.: 3248 Class :character Class :character   
## Median : 7300 Mode :character Mode :character   
## Mean : 42200   
## 3rd Qu.: 76232   
## Max. :193609

ratings\_url="https://raw.githubusercontent.com/sahmed07/MRS-Testing/main/ratings.csv"  
ratings<-read\_csv(url(ratings\_url))

##   
## -- Column specification ------------------------------------------------------------------------------------------------------------------------  
## cols(  
## userId = col\_double(),  
## movieId = col\_double(),  
## rating = col\_double(),  
## timestamp = col\_double()  
## )

#remove the timestamp as it may not be required for this project  
ratings <- subset(ratings, select = -c(timestamp) )  
ratings <- as\_tibble(ratings)  
ratings

## # A tibble: 100,836 x 3  
## userId movieId rating  
## <dbl> <dbl> <dbl>  
## 1 1 1 4  
## 2 1 3 4  
## 3 1 6 4  
## 4 1 47 5  
## 5 1 50 5  
## 6 1 70 3  
## 7 1 101 5  
## 8 1 110 4  
## 9 1 151 5  
## 10 1 157 5  
## # ... with 100,826 more rows

#Exploring the ratings table and variables:

str(ratings)

## tibble [100,836 x 3] (S3: tbl\_df/tbl/data.frame)  
## $ userId : num [1:100836] 1 1 1 1 1 1 1 1 1 1 ...  
## $ movieId: num [1:100836] 1 3 6 47 50 70 101 110 151 157 ...  
## $ rating : num [1:100836] 4 4 4 5 5 3 5 4 5 5 ...

glimpse(ratings)

## Rows: 100,836  
## Columns: 3  
## $ userId <dbl> 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, ...  
## $ movieId <dbl> 1, 3, 6, 47, 50, 70, 101, 110, 151, 157, 163, 216, 223...  
## $ rating <dbl> 4, 4, 4, 5, 5, 3, 5, 4, 5, 5, 5, 5, 3, 5, 4, 5, 3, 3, ...

summary(ratings)

## userId movieId rating   
## Min. : 1.0 Min. : 1 Min. :0.500   
## 1st Qu.:177.0 1st Qu.: 1199 1st Qu.:3.000   
## Median :325.0 Median : 2991 Median :3.500   
## Mean :326.1 Mean : 19435 Mean :3.502   
## 3rd Qu.:477.0 3rd Qu.: 8122 3rd Qu.:4.000   
## Max. :610.0 Max. :193609 Max. :5.000

## Data Exploration and pre-processing

# most popular movie genres

genres\_df <- movies %>%  
 separate\_rows(genres, sep = "\\|") %>%  
 group\_by(genres) %>%  
 summarise(number = n()) %>%  
 arrange(desc(number))

## `summarise()` ungrouping output (override with `.groups` argument)

genres\_df

## # A tibble: 20 x 2  
## genres number  
## <chr> <int>  
## 1 Drama 4361  
## 2 Comedy 3756  
## 3 Thriller 1894  
## 4 Action 1828  
## 5 Romance 1596  
## 6 Adventure 1263  
## 7 Crime 1199  
## 8 Sci-Fi 980  
## 9 Horror 978  
## 10 Fantasy 779  
## 11 Children 664  
## 12 Animation 611  
## 13 Mystery 573  
## 14 Documentary 440  
## 15 War 382  
## 16 Musical 334  
## 17 Western 167  
## 18 IMAX 158  
## 19 Film-Noir 87  
## 20 (no genres listed) 34

ggplot(data=genres\_df, aes(x=genres, y=number)) +  
 geom\_bar(stat="identity", width=.8)+  
 theme(axis.text.x=element\_text(angle=90,hjust=1,vjust=0.5))+  
 ggtitle("Most popular movie genres")

![](data:image/png;base64,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) # Based on Ratings which is the best/top Movie?

# average rating for a movie  
avg\_rating <- ratings %>%  
 inner\_join(movies, by = "movieId") %>%  
 na.omit() %>%  
 select(title, rating) %>%  
 group\_by(title, rating) %>%  
 summarise(count = n(), mean = mean(rating), min = min(rating), max = max(rating)) %>%  
 ungroup() %>%  
 arrange(desc(mean))

## `summarise()` regrouping output by 'title' (override with `.groups` argument)

avg\_rating

## # A tibble: 30,413 x 6  
## title rating count mean min max  
## <chr> <dbl> <int> <dbl> <dbl> <dbl>  
## 1 'burbs, The (1989) 5 2 5 5 5  
## 2 'Salem's Lot (2004) 5 1 5 5 5  
## 3 'Til There Was You (1997) 5 1 5 5 5  
## 4 (500) Days of Summer (2009) 5 5 5 5 5  
## 5 [REC] (2007) 5 3 5 5 5  
## 6 ¡Three Amigos! (1986) 5 2 5 5 5  
## 7 10 Cloverfield Lane (2016) 5 1 5 5 5  
## 8 10 Things I Hate About You (1999) 5 8 5 5 5  
## 9 101 Dalmatians (1996) 5 3 5 5 5  
## 10 101 Dalmatians (One Hundred and One Dalm~ 5 1 5 5 5  
## # ... with 30,403 more rows

# using IMDB weight rating function determine top rated movie

weighted\_rating <- function(R, v, m, C) {  
 return (v/(v+m))\*R + (m/(v+m))\*C  
}  
  
avg\_rating <- avg\_rating %>%  
 mutate(wr = weighted\_rating(mean, count, 500, mean(mean))) %>%  
 arrange(desc(wr)) %>%  
 select(title, rating, count, mean, wr)  
  
avg\_rating

## # A tibble: 30,413 x 5  
## title rating count mean wr  
## <chr> <dbl> <int> <dbl> <dbl>  
## 1 Shawshank Redemption, The (1994) 5 153 5 0.234  
## 2 Pulp Fiction (1994) 5 123 5 0.197  
## 3 Forrest Gump (1994) 5 116 5 0.188  
## 4 Matrix, The (1999) 5 109 5 0.179  
## 5 Star Wars: Episode IV - A New Hope (1977) 5 104 5 0.172  
## 6 Jurassic Park (1993) 4 97 4 0.162  
## 7 Silence of the Lambs, The (1991) 4 97 4 0.162  
## 8 Forrest Gump (1994) 4 94 4 0.158  
## 9 Schindler's List (1993) 5 92 5 0.155  
## 10 Silence of the Lambs, The (1991) 5 92 5 0.155  
## # ... with 30,403 more rows

# Split genre and create a search matrix

movie\_genre <- as.data.frame(movies$genres, stringsAsFactors = FALSE)  
movie\_genre\_2 <- as.data.frame(tstrsplit(movie\_genre[,1], "[|]", type.convert = TRUE),stringsAsFactors = FALSE)  
  
colnames(movie\_genre\_2) <- c(1:10)  
  
genre\_list <- c("Action", "Adventure", "Animation", "Children",   
 "Comedy", "Crime","Documentary", "Drama", "Fantasy",  
 "Film-Noir", "Horror", "Musical", "Mystery","Romance",  
 "Sci-Fi", "Thriller", "War", "Western")  
  
genre\_matx <- matrix(0,9743,18)  
genre\_matx[1,] <- genre\_list  
colnames(genre\_matx) <- genre\_list  
  
for (index in 1:nrow(movie\_genre\_2)){  
 for(col in 1:ncol(movie\_genre\_2)){  
 gen\_col = which(genre\_matx[1,] == movie\_genre\_2[index,col])  
 genre\_matx[index+1,gen\_col] <- 1  
 }  
}  
  
genre\_matx\_2 <- as.data.frame(genre\_matx[-1,], stringsAsFactors=FALSE)  
  
for (col in 1:ncol(genre\_matx\_2)) {  
 genre\_matx\_2[,col] <- as.integer(genre\_matx\_2[,col])  
}  
  
head(genre\_matx\_2)

## Action Adventure Animation Children Comedy Crime Documentary Drama  
## 1 0 1 1 1 1 0 0 0  
## 2 0 1 0 1 0 0 0 0  
## 3 0 0 0 0 1 0 0 0  
## 4 0 0 0 0 1 0 0 1  
## 5 0 0 0 0 1 0 0 0  
## 6 1 0 0 0 0 1 0 0  
## Fantasy Film-Noir Horror Musical Mystery Romance Sci-Fi Thriller War  
## 1 1 0 0 0 0 0 0 0 0  
## 2 1 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 1 0 0 0  
## 4 0 0 0 0 0 1 0 0 0  
## 5 0 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0 1 0  
## Western  
## 1 0  
## 2 0  
## 3 0  
## 4 0  
## 5 0  
## 6 0

# define a search matrix

search\_matrix <- cbind(movies[,1:2], genre\_matx\_2)  
head(search\_matrix)

## movieId title Action Adventure Animation  
## 1 1 Toy Story (1995) 0 1 1  
## 2 2 Jumanji (1995) 0 1 0  
## 3 3 Grumpier Old Men (1995) 0 0 0  
## 4 4 Waiting to Exhale (1995) 0 0 0  
## 5 5 Father of the Bride Part II (1995) 0 0 0  
## 6 6 Heat (1995) 1 0 0  
## Children Comedy Crime Documentary Drama Fantasy Film-Noir Horror Musical  
## 1 1 1 0 0 0 1 0 0 0  
## 2 1 0 0 0 0 1 0 0 0  
## 3 0 1 0 0 0 0 0 0 0  
## 4 0 1 0 0 1 0 0 0 0  
## 5 0 1 0 0 0 0 0 0 0  
## 6 0 0 1 0 0 0 0 0 0  
## Mystery Romance Sci-Fi Thriller War Western  
## 1 0 0 0 0 0 0  
## 2 0 0 0 0 0 0  
## 3 0 1 0 0 0 0  
## 4 0 1 0 0 0 0  
## 5 0 0 0 0 0 0  
## 6 0 0 0 1 0 0

# Number of ratings and count of each ratings

vector\_ratings <- as.vector(ratings$rating)  
sort(unique(vector\_ratings))

## [1] 0.5 1.0 1.5 2.0 2.5 3.0 3.5 4.0 4.5 5.0

table\_ratings <- table(vector\_ratings)  
table\_ratings

## vector\_ratings  
## 0.5 1 1.5 2 2.5 3 3.5 4 4.5 5   
## 1370 2811 1791 7551 5550 20047 13136 26818 8551 13211

# Visulization of ratinga count

vector\_ratings <- factor(vector\_ratings)  
qplot(vector\_ratings) +   
 ggtitle("Distribution of the ratings")
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#Create ratings matrix. Rows = userId, Columns = movieId  
ratingmat <- dcast(ratings, userId~movieId, value.var = "rating", na.rm=FALSE)  
ratingmat <- as.matrix(ratingmat[,-1])  
  
#Convert rating matrix into a recommenderlab sparse matrix  
ratingmat <- as(ratingmat, "realRatingMatrix")  
ratingmat

## 610 x 9724 rating matrix of class 'realRatingMatrix' with 100836 ratings.

## Exploring Similarity Data

Collaborative filtering algorithms are based on measuring the similarity between users or between items. For this purpose, *recommenderlab* contains the similarity function. The supported methods to compute similarities are *cosine, pearson*, and *jaccard*.

Next, I determine how similar the first four users are with each other by creating and visualizing similarity matrix that uses the cosine distance:

## 1 2 3 4  
## 1 0.0000000 1 0.7919033 0.9328096  
## 2 1.0000000 0 NA 1.0000000  
## 3 0.7919033 NA 0.0000000 1.0000000  
## 4 0.9328096 1 1.0000000 0.0000000
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Using the same approach, I compute similarity between the first four movies.

## 1 2 3 4  
## 1 0.0000000 0.9644641 0.9715415 0.9838699  
## 2 0.9644641 0.0000000 0.9389013 0.9609877  
## 3 0.9715415 0.9389013 0.0000000 1.0000000  
## 4 0.9838699 0.9609877 1.0000000 0.0000000
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1. Select the relevant data.
2. Normalize the data.

#In order to predict the most relevant data, rating matrix is defined with the minimum number of users per rated movie as 50 and the minimum views number per movie as 50:

ratings\_movies <- ratingmat[rowCounts(ratingmat) > 50,  
 colCounts(ratingmat) > 50]  
ratings\_movies

## 378 x 436 rating matrix of class 'realRatingMatrix' with 36214 ratings.

ratingmat

## 610 x 9724 rating matrix of class 'realRatingMatrix' with 100836 ratings.

Such a selection of the most relevant data contains 378 users and 436 movies, compared to previous 610 users and 9742 movies in the total dataset.

Using the same approach as previously, I visualize the top 2 percent of users and movies in the new matrix of the most relevant data:
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## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# Create a Train and Test set

which\_train <- sample(x = c(TRUE, FALSE),   
 size = nrow(ratings\_movies),  
 replace = TRUE,   
 prob = c(0.8, 0.2))  
  
recc\_data\_train <- ratings\_movies[which\_train, ]  
recc\_data\_test <- ratings\_movies[!which\_train, ]

# Normalize the data

ratings\_movies\_norm <- recommenderlab::normalize(ratings\_movies)  
sum(rowMeans(ratings\_movies\_norm) > 0.00001)

## [1] 0

# visualize the normalized matrix for the top movies
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recommender\_models <- recommenderRegistry$get\_entries(dataType = "realRatingMatrix")  
names(recommender\_models)

## [1] "HYBRID\_realRatingMatrix" "ALS\_realRatingMatrix"   
## [3] "ALS\_implicit\_realRatingMatrix" "IBCF\_realRatingMatrix"   
## [5] "LIBMF\_realRatingMatrix" "POPULAR\_realRatingMatrix"   
## [7] "RANDOM\_realRatingMatrix" "RERECOMMEND\_realRatingMatrix"   
## [9] "SVD\_realRatingMatrix" "SVDF\_realRatingMatrix"   
## [11] "UBCF\_realRatingMatrix"

lapply(recommender\_models, "[[", "description")

## $HYBRID\_realRatingMatrix  
## [1] "Hybrid recommender that aggegates several recommendation strategies using weighted averages."  
##   
## $ALS\_realRatingMatrix  
## [1] "Recommender for explicit ratings based on latent factors, calculated by alternating least squares algorithm."  
##   
## $ALS\_implicit\_realRatingMatrix  
## [1] "Recommender for implicit data based on latent factors, calculated by alternating least squares algorithm."  
##   
## $IBCF\_realRatingMatrix  
## [1] "Recommender based on item-based collaborative filtering."  
##   
## $LIBMF\_realRatingMatrix  
## [1] "Matrix factorization with LIBMF via package recosystem (https://cran.r-project.org/web/packages/recosystem/vignettes/introduction.html)."  
##   
## $POPULAR\_realRatingMatrix  
## [1] "Recommender based on item popularity."  
##   
## $RANDOM\_realRatingMatrix  
## [1] "Produce random recommendations (real ratings)."  
##   
## $RERECOMMEND\_realRatingMatrix  
## [1] "Re-recommends highly rated items (real ratings)."  
##   
## $SVD\_realRatingMatrix  
## [1] "Recommender based on SVD approximation with column-mean imputation."  
##   
## $SVDF\_realRatingMatrix  
## [1] "Recommender based on Funk SVD with gradient descend (https://sifter.org/~simon/journal/20061211.html)."  
##   
## $UBCF\_realRatingMatrix  
## [1] "Recommender based on user-based collaborative filtering."

# I will use IBCF and UBCF models. Check the parameters of these two models.

recommender\_models$IBCF\_realRatingMatrix$parameters

## $k  
## [1] 30  
##   
## $method  
## [1] "Cosine"  
##   
## $normalize  
## [1] "center"  
##   
## $normalize\_sim\_matrix  
## [1] FALSE  
##   
## $alpha  
## [1] 0.5  
##   
## $na\_as\_zero  
## [1] FALSE

recommender\_models$UBCF\_realRatingMatrix$parameters

## $method  
## [1] "cosine"  
##   
## $nn  
## [1] 25  
##   
## $sample  
## [1] FALSE  
##   
## $weighted  
## [1] TRUE  
##   
## $normalize  
## [1] "center"  
##   
## $min\_matching\_items  
## [1] 0  
##   
## $min\_predictive\_items  
## [1] 0

# Create Recommender Model with “UBCF” on train set

recommender\_model <- Recommender(recc\_data\_train, method = "UBCF", param=list(method="Cosine",nn=30))  
recom <- predict(recommender\_model, recc\_data\_train[1], n=5)  
recom\_list <- as(recom, "list")  
   
recom\_result <- matrix(0,5)  
for (i in c(1:5)){  
 recom\_result[i] <- search\_matrix[as.integer(recom\_list[[1]][i]),2]  
}  
  
recom\_result

## [,1]   
## [1,] "Star Maps (1997)"   
## [2,] "Dr. Dolittle (1998)"   
## [3,] NA   
## [4,] "Ulee's Gold (1997)"   
## [5,] "Negotiator, The (1998)"

evaluation\_scheme <- evaluationScheme(recc\_data\_train, method="cross-validation", k=5, given=3, goodRating=5)  
evaluation\_results <- evaluate(evaluation\_scheme, method="UBCF", n=c(1,3,5,10,15,20))

## UBCF run fold/sample [model time/prediction time]  
## 1 [0.01sec/0.14sec]   
## 2 [0sec/0.11sec]   
## 3 [0sec/0.11sec]   
## 4 [0sec/0.11sec]   
## 5 [0sec/0.1sec]

eval\_results <- getConfusionMatrix(evaluation\_results)[[1]]  
eval\_results

## TP FP FN TN precision recall TPR  
## 1 0.062500 0.875000 15.50000 416.5625 0.06666667 0.004192841 0.004192841  
## 3 0.140625 2.671875 15.42188 414.7656 0.05000000 0.008460026 0.008460026  
## 5 0.203125 4.484375 15.35938 412.9531 0.04333333 0.013462199 0.013462199  
## 10 0.515625 8.859375 15.04688 408.5781 0.05500000 0.027687168 0.027687168  
## 15 0.734375 13.328125 14.82812 404.1094 0.05222222 0.046273618 0.046273618  
## 20 1.000000 17.750000 14.56250 399.6875 0.05333333 0.066089330 0.066089330  
## FPR  
## 1 0.002089703  
## 3 0.006381998  
## 5 0.010713419  
## 10 0.021149425  
## 15 0.031820778  
## 20 0.042377683

## Applying the recommender model on the test set

Determine the top ten recommendations for each new user in the test set.

n\_recommended <- 10  
recc\_predicted <- predict(object = recommender\_model,  
 newdata = recc\_data\_test,   
 n = n\_recommended)   
recc\_predicted

## Recommendations as 'topNList' with n = 10 for 66 users.

## Explore results

Let’s take a look at the first four users:

recc\_matrix <- sapply(recc\_predicted@items,   
 function(x){ as.integer(colnames(ratings\_movies)[x]) })  
#dim(recc\_matrix)  
recc\_matrix[, 1:4]

## [,1] [,2] [,3] [,4]  
## [1,] 3421 1035 1394 3  
## [2,] 3552 1148 1234 1917  
## [3,] 3471 3489 1220 1207  
## [4,] 33794 3421 1968 596  
## [5,] 4308 8360 253 1203  
## [6,] 3996 7361 3489 1278  
## [7,] 2997 2395 2657 235  
## [8,] 2710 6870 1617 1214  
## [9,] 6874 1234 1203 3471  
## [10,] 1500 1208 750 1079

I also compute how many times each movie got recommended and build the related frequency histogram:

number\_of\_items <- factor(table(recc\_matrix))  
  
chart\_title <- "Distribution of the number of movies for UBCF"  
qplot(number\_of\_items) + ggtitle(chart\_title)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABKVBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZrYzMzM6AAA6ADo6AGY6OgA6OmY6OpA6ZmY6ZpA6ZrY6kLY6kNtNTU1NTW5NTY5NbqtNjshZWVlmAABmADpmOgBmOjpmOmZmZmZmkJBmkNtmtrZmtttmtv9uTU1uTW5uTY5ubo5ubqtuq8huq+SOTU2OTW6OTY6Obk2ObquOyP+QOgCQZgCQZjqQkDqQkGaQtpCQttuQ27aQ2/+rbk2rbm6rbo6rjk2ryKur5OSr5P+2ZgC2Zjq2kDq2kGa2tpC229u22/+2///Ijk3I///bkDrbkGbbtmbbtpDb25Db27bb29vb2//b/7bb/9vb///kq27k///r6+v/tmb/yI7/25D/27b/5Kv//7b//8j//9v//+T///+D8nieAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAPvklEQVR4nO2dC3vUxhWGZQPbTUIL8XIJdS8pdii1S2uaJikmTXDSxjYL6Q1D1sv6ov//Izo3aSStNNKwg1fz+TvPA2vvmZlXOq9mJC3LoyRlQEey7A1gvN+gYPCgYPCgYPCgYPCgYPCgYPCgYPB4R8HjRMX1ffHz2eNrRzYz/fWB+Um+f3JvMN9ZNil3csR3STI48u41H7Vb0oJsC/fmNA4zXj0wm7SWV/LGvh7xHx8lyZX7qpVOJKsHdWN0jsUEJ8lGdTfHq62CZZOuqiaCMfDuVRPdBVtkWzg3p3mYOsHa43Sof7mZLl2wwp69GK48qc1k0Si4a0zkIZT3uiDBG+2NFhmmLFhX8jvZ+uRecvO/afqvdfmLT5UcsZBguRdruupnnyfJyn3xszjm1s4eD8bJ6g96Bk+GydX97GgXmayJ/PXtepIl//lRsvJpPn6W2MsO4bzX/9ZNO9nk+r5pbwfIOWI6rL0cirfEBtw4Su2W2K56O/cbkJUBbAu982JAuxP6XKVroMMMY/fQomoES5actGup/kWM2w/Bchf1H71gZx6uDJNrr5TgK3LVEfO8TvBErUgqmS/4KvLEnOCr66bdNGtitiMboCj4F6LNypdDtVbaLbFd9XYeNSArA9gW06HczoncW9F5WtkJsw96mEkdqm4Gf6/aZE7/k/ZlBqd7qwdyN6fDm3JXB9lKKg9FfQ5OPj46+17UxxY+X2xFs/vysFU/ieuRcXbOsom5JVq+90INJ+fKj0PbwwxQFCxGeSkOCzUjiluSddXb2YgsD1DcWokwe25HszVQMVFHW2EPM1T9OXitehYZBzkFhxN85bc/5Bl9KGrButy6VUWwKcbeyhPdId9Bm5gTnLVTS1pxJckSRcED+ZY8f5S2xHa1U6YWWR6g0GIs/mQsO5qtgQo5THUPy8UrCb551GvBakVS1/r2WkiXVe++3MMawaqSk1JShk3UXmTJdhNTF7NG20TpHJwdNHvFLbFdC9dsdcjyAIUWMjExp4PChuQ1UKEFl/ewXLziOfilOouUBPdiic7OwWKRWteH22UQLPvtmc0pbkhWAxUOwWaj9YWVab9XXFBeiMOkH4Lzq2gZ//6L2KeqYFketeV7+Spct0RXBDcu0dZe6SakMEDOqQrOtsR2LQmuW6LLgvMWQtHf5NuFozQLVQNTmvISbQVngHHxbkhudnYVfXLPzJQAseh9cH4cf3ykLwXHhStmdWkjjgB5aSMWsE/VtVCaN6letuSC6y+yipfi8krpK3GHkh3zRcEZpyo42xLbtVD1+ous4gCFFiLzm+wjHjuarYGK6kWWFTwdqpupl+pDhHyJvnZUuA9eW/oSXfkky9wiyNu3/CZXC5Z3GmrZUmvZ1fVBapsUbiJKgm2iKLgw8CDN1mhzaVpNSE5VcHlLkuLaU48sD1BoIcVll5HF0bIa6AHlMJU9rFRvrVLJ/JMsieyD4JUb+WfR6iZfXAmmJ+vJ4FXxHCz28efqwuPFMLnxSiqwTab2g46S4DxREFwceGCa6E9t0/IAGWfuHJxvSda1VPV5ZEWwbZGaO7qzfCfUhuQ1UKGHKe9hFj/+SlTv+le2ksl1Pe/ffj7MP4teqmBGLEHB4EHB4EHB4EHB4EHB4EHB4EHB4EHB4EHB4PFugn+aj7r3Aubf8/B4eAoGx1MwOJ6CwfEUDI6nYHA8BYPjKRgcT8HgeAoGx1MwOJ6CwfEUDI6nYHB8AMGfOKIPu3i58RQMjqdgcDwFg+MpGBxPweB4CgbHUzA4noLB8RQMjqdgcDwFg+MpGBzfSfDswfM0Pd0e3XmTv1BwJPgugo9Ht5+n57s76eu72QsFx4LvIPjw1jdiBp8+ei5nsnmh4FjwnZfo2cM36ekfn5kX8ebPRKisS7BrVMZFRqvg4zvKrHkxCXWMcAb3Gd9Z8NwMpuAo8J0F8xwcJ76z4PPdLX0VvcWr6JjwnQXzPjhOfCfBjaGGoOA+4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4PjFBKtwCX73URlhgzMYFE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxnQW/HsnYUa+3+ezCaPBeM1g+W/ZwhzM4JryPYPlY2fOnzwrvqCEouM94H8HyqaOn22qhTvkE8Miig2D1XOjZZ8VZrI4RzuA+4z0EH+ePlc3Pw2oICu4z3kPw4Vb+EwVHg+8uWC/Mchqff83bpGjw3QWrU7C6H76VX0irISi4z/jugutCDUHBfcZTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxiwlW4RL87qMywgZnMCiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxFAyOp2BwfHfB5snQp9uj/BmGFNx/fHfB+oGF57s76jGzFBwJvrNg80zZ00fP09kDPrswGnxnwebJ0LOHb8xTDPmA6KiiVbB5MrR8+qh5TGXKGRwBvrNgFYc7dgZTcBR4X8E8B0eG7yzYPBn6fHeLV9Ex4bvPYPNkaN4Hx4XvLrgu1BAU3Gc8BYPjKRgcT8HgeAoGx1+A4KAHQHwVXjKegsHxFAyOp2BwPAWD4ykYHE/B4HgKBsdTMDiegsHxyxfsSn8SukIUTMHLHJ6CI6zwkvEU7JWPD0/BXvn48BTslY8PT8Fe+fjwFOyVjw9PwV75+PAU7JWPD0/BXvn48BTslY8Pv5hgFS5BHfJOwe++VYxycAZ3yseHp2CvfHx4CvbKx4enYK98fHgK9srHh6dgr3x8eAr2yseHp2CvfHx4CvbKx4enYK98fHgK9srHh6dgr3x8eAr2yseHp2CvfHx4CvbKx4enYK98fHgK9srHh6dgr3x8eAr2yseHp2CvfHx4CvbKx4enYK98fHgK9srHh6dgr3x8eAr2yseHp2CvfHx4CvbKx4enYK98fHgK9srHh+8ueLYpHy+bPQicgiPBdxYsHzkqHzGrHwROwbHgOws+lk+kPNwxDwKn4FjwnQWbWWweBJ56PAG8Je8U3GWrGF2ii2D5aFnzIHDzjjpG2mZgS94pOPQU4Ax2xOn2lvkpPw+rISi4z/jugmeb+eUVBceD7yzY+DUPAqfgWPCdBcv7X3l5ZR4ETsGR4DsLrg01BAX3GU/BXvn48BTslY8PT8Fe+fjwFOyVjw9PwV75+PAU7JWPD99/wb06ACiYgnuGp2CvPAVTcM/wFOyVp2AK7hmegr3yFEzBPcNTsFeegim4Z3gK9spTMAX3DE/BXnkKpuCe4SnYK0/BFNwzPAV75SmYgnuGp2CvPAVTcM/wiwlW4RLQIe8U2CHP6BScwZ3yl20GqyEouM94CvbKU/DFC27DL1yigN0pOHA+SIkCdqfgwPkgJQrYnYID54OUKGB3Cg6cD1KigN0pOHA+SIkCdqfgwPkgJQrYnYID54OUKGB3Cg6cD1KigN0pOHA+SIkCdqfgwPkgJQrYnYID54OUKGB3Cg6cD1KigN0pOHA+SIkCdqfgwPkgJQrYnYID54OUKGB3Cg6c71CCtuEXrnDIPAXX4FtK0Db8whUOmafgGnxLCdqGX7jCIfMUXINvKUHb8AtXOGSegmvwLSVoG37hCofMU3ANvqUEbcO3VXDJ+NY8BXv1p+CaTWzJt+3iIvkLqPCS8a15fMGXG0/B4Hh/wafboztvKDgWvLfg892d9PVdCo4F7y349NHzdPbgIh9OuUieeG/Bs4dv5IPA08ITwBkxRFfB8vGyWrCMn+ajf5/lXG68r2A7gyk4Cryv4JpzcNBdwKvwkvG+gs93t6pX0UF3Aa/CS8b7Cq65Dw66C3gVXjLeW3Apwu8CXoWXjKdgcDwFg+MpGBxPweB4CgbHUzA4noLB8YsJrom2f2FaMP+eh8fFUzA4noLB8RQMjg8mmNHPoGDwoGDwoGDwoGDwCCXYfl+rNrs5Gu048sej0W1Xf/W9++Z4PXL3P98d3XrWnJbdXdsntt65dS15VZrSF2Jq8s0VVO87Cijzjj0IJPjYuYvy65izz5pLrLbxbmM6lQ5cgg9dSZ0/biqvCUdebv1rR/fT7R1XXpWm/B9D5vPNFVTvOwqY92vYgzCCD29945rBx3LXWiw4l4DZ7//k6H3+1DE9U/2N0Jaw3wiugctvDDuGKH+juBq6NOUvpc7nGyuo328uYN6vaQsuZol2bEAWrhl8/vRb1xItlj/nGWD28O/OJbqF3jaD3YJ1aVxtuizRaXMBTb5pDy5KsPzarav7pvMkueU8B8vFyzWLZ5s7qsLN4T76HOdPnRbLr2PzZWnK/zFkPp+2Cm4soM437sEFCT7ddvpNnTUWctwXWTIcZ4C2KeY8A+vj59h5FbU5+oPr+Aoxg5sLqPONe3BRV9FtflyG9DViyxHiEHz65zbBh67BXbMvR7jO0c5zcNer6Mbd0/0a9+BCBLf5bS+hcwbL7udfO/iHLUu0+yqtbQarc7TjHC5LU/6PIfP51C3YVUDVr3kPLkRw242mbOC+Cmq9D3Z2FydR541sy/w8bhle5J1L/OL3wa4C6uEb94CfZIEHBYMHBYMHBYMHBYMHBYPHZRI8/eBJh1bjZCVrJju83X+fm/T+g4IrcXJvw7tPn4OC3Y0ouF8x/eDLYZJsaC/iL/372tS8+UWSXDtK07PHSbJ6kE4//Kt8MSHfHKSy5aA82lrevjiYapls1G9GjwJN8FAIHK8e5ILV74l5U/xy9niQyj/p+NrRdDiwPbNEccqqI+RJoX1xMEUY9t4wnOCN3IsWvFF407xO5LQV59qSHvXmxIjLRtMDldrng314UMPvX6AJzpfm8qt1IkSNExVrpfPrRK7dWQ87mvy11D7/a6+wlvc4LqVg6TKtXEC5BBfb27/EUIVTeF/jUgk2rxNzo1sWLN9sWKKL7QuC5+6p+higgk/uyWvflYrg/CJLTMnJSmmyNl1kSYWl9vlRIidvBDdRoILVTczvflmdwV/o86a87RGzsqxH3yZVBYtT7aDUPv9rkiT2M6/+BphgRjUoGDwuu2D1eVRlsa17L9q47ILhg4LBg4LBg4LBg4LBg4LBg4LB4/+c3rEofiyLFwAAAABJRU5ErkJggg==) # The distribution has a longer tail. This means that there are some movies that are recommended much more often than the others. The maximum is more than 30, compared to 10-ish for IBCF.

Let’s take a look at the top titles:

## Movie title No of items  
## 1035 Sound of Music, The (1965) 17  
## 3489 Hook (1991) 17  
## 1234 Sting, The (1973) 12  
## 1394 Raising Arizona (1987) 12

## ITEM-based Collaborative Filtering Model

## Defining training/test sets

I build the model using 80% of the whole dataset as a training set, and 20% - as a test set.

## Building the recommendation model

## $k  
## [1] 30  
##   
## $method  
## [1] "Cosine"  
##   
## $normalize  
## [1] "center"  
##   
## $normalize\_sim\_matrix  
## [1] FALSE  
##   
## $alpha  
## [1] 0.5  
##   
## $na\_as\_zero  
## [1] FALSE

## Recommender of type 'IBCF' for 'realRatingMatrix'   
## learned using 301 users.

## [1] "Recommender"  
## attr(,"package")  
## [1] "recommenderlab"

Exploring the recommender model:

## [1] "dgCMatrix"  
## attr(,"package")  
## [1] "Matrix"

## [1] 436 436
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## row\_sums  
## 30   
## 436
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Now, it is possible to recommend movies to the users in the test set. I define *n\_recommended* equal to 10 that specifies the number of movies to recommend to each user.

For each user, the algorithm extracts its rated movies. For each movie, it identifies all its similar items, starting from the similarity matrix. Then, the algorithm ranks each similar item in this way:

* Extract the user rating of each purchase associated with this item. The rating is used as a weight.
* Extract the similarity of the item with each purchase associated with this item.
* Multiply each weight with the related similarity.
* Sum everything up.

Then, the algorithm identifies the top 10 recommendations:

## Recommendations as 'topNList' with n = 10 for 77 users.

Let’s explore the results of the recommendations for the first user:

## [1] "Grumpier Old Men (1995)"   
## [2] "Legends of the Fall (1994)"   
## [3] "Outbreak (1995)"   
## [4] "Beverly Hills Cop III (1994)"   
## [5] "Nightmare Before Christmas, The (1993)"  
## [6] "Three Musketeers, The (1993)"   
## [7] "Starship Troopers (1997)"   
## [8] "Splash (1984)"   
## [9] "Big (1988)"   
## [10] "Hot Shots! Part Deux (1993)"

It’s also possible to define a matrix with the recommendations for each user. I visualize the recommendations for the first four users:

## [,1] [,2] [,3] [,4]  
## [1,] 3 539 145 16  
## [2,] 266 4025 2710 260  
## [3,] 292 48 6539 527  
## [4,] 420 2353 72998 4022  
## [5,] 551 168 4034 8874  
## [6,] 552 4447 1968 63082  
## [7,] 1676 552 1230 1997  
## [8,] 2100 420 1278 2701  
## [9,] 2797 597 1923 1028  
## [10,] 466 158 6863 1200

Here, the columns represent the first 4 users, and the rows are the *movieId* values of recommended 10 movies.

Now, let’s identify the most recommended movies. The following image shows the distribution of the number of items for IBCF:
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## Movie title No of items  
## 3 Grumpier Old Men (1995) 10  
## 11 American President, The (1995) 10  
## 168 First Knight (1995) 10  
## 292 Outbreak (1995) 9

Most of the movies have been recommended only a few times, and a few movies have been recommended more than 5 times.

## Evaluating the Recommender Systems

### Using cross-validation to validate models

The k-fold cross-validation approach is the most accurate one, although it’s computationally heavier.

Using this approach, we split the data into some chunks, take a chunk out as the test set, and evaluate the accuracy. Then, we can do the same with each other chunk and compute the average accuracy.

n\_fold <- 4  
rating\_threshold <- 3  
items\_to\_keep <- 5  
eval\_sets <- evaluationScheme(data = ratings\_movies,   
 method = "cross-validation",  
 k = n\_fold,   
 given = items\_to\_keep,   
 goodRating = rating\_threshold)  
size\_sets <- sapply(eval\_sets@runsTrain, length)  
size\_sets

## [1] 282 282 282 282

Using 4-fold approach, we get four sets of the same size 282

## Evavluating the ratings

First, I re-define the evaluation sets, build IBCF model and create a matrix with predicted ratings.
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Now, I compute the accuracy measures for each user. Most of the RMSEs (Root mean square errors) are in the range of 0.5 to 1.8:

## RMSE MSE MAE  
## [1,] 1.500000 2.250000 1.2500000  
## [2,] 1.705325 2.908135 1.3167317  
## [3,] 1.694832 2.872456 1.4450623  
## [4,] 2.389212 5.708333 1.7500000  
## [5,] 1.349603 1.821429 0.9285714  
## [6,] 1.536026 2.359375 1.2187500
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## RMSE MSE MAE   
## 1.3135835 1.7255017 0.9746154

The measures of accuracy are useful to compare the performance of different models on the same data.

## Evaluating the recommendations

Another way to measure accuracies is by comparing the recommendations with the purchases having a positive rating. For this, I can make use of a prebuilt *evaluate* function in *recommenderlab* library. The function evaluate the recommender performance depending on the number *n* of items to recommend to each user. I use *n* as a sequence n = seq(10, 100, 10). The first rows of the resulting performance matrix is presented below:

## IBCF run fold/sample [model time/prediction time]  
## 1 [0.36sec/0.03sec]   
## 2 [0.35sec/0.01sec]   
## 3 [0.32sec/0.02sec]   
## 4 [0.33sec/0.02sec]

## TP FP FN TN precision recall TPR  
## 10 1.770833 8.229167 69.63542 351.3646 0.1770833 0.02277006 0.02277006  
## 20 3.208333 16.718750 68.19792 342.8750 0.1615385 0.04218315 0.04218315  
## 30 4.927083 24.833333 66.47917 334.7604 0.1662453 0.06920564 0.06920564  
## 40 6.343750 33.083333 65.06250 326.5104 0.1615075 0.08801226 0.08801226  
## 50 7.479167 41.322917 63.92708 318.2708 0.1536698 0.10152940 0.10152940  
## 60 8.604167 49.197917 62.80208 310.3958 0.1487971 0.11338028 0.11338028  
## FPR  
## 10 0.02292504  
## 20 0.04655397  
## 30 0.06910429  
## 40 0.09206880  
## 50 0.11521770  
## 60 0.13728877

In order to have a look at all the splits at the same time, I sum up the indices of columns TP, FP, FN and TN:

## TP FP FN TN  
## 10 7.666667 31.56250 317.4688 1367.302  
## 20 14.114583 64.12500 311.0208 1334.740  
## 30 21.218750 95.29167 303.9167 1303.573  
## 40 27.697917 126.26042 297.4375 1272.604  
## 50 33.343750 156.73958 291.7917 1242.125  
## 60 38.833333 186.16667 286.3021 1212.698

Finally, I plot the ROC and the precision/recall curves:

plot(results, annotate = TRUE, main = "ROC curve")
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plot(results, "prec/rec", annotate = TRUE, main = "Precision-recall")

![](data:image/png;base64,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) If a small percentage of rated movies is recommended, the precision decreases. On the other hand, the higher percentage of rated movies is recommended the higher is the recall.