Week 2 Mandatory Hands-On Exercises

PL SQL -

1. Control Structures

Scenario 1:

BEGIN

FOR c IN (

SELECT CustomerID

FROM Customers

WHERE MONTHS\_BETWEEN(SYSDATE, DOB) / 12 > 60

) LOOP

UPDATE Loans

SET InterestRate = InterestRate - 1

WHERE CustomerID = c.CustomerID;

END LOOP;

END;

/

Scenario 2 :

BEGIN

FOR c IN (

SELECT CustomerID

FROM Customers

WHERE Balance > 10000

) LOOP

UPDATE Customers

SET IsVIP = 'TRUE'

WHERE CustomerID = c.CustomerID;

END LOOP;

END;

/

Scenario 3:

BEGIN

FOR l IN (

SELECT LoanID, CustomerID, EndDate

FROM Loans

WHERE EndDate BETWEEN SYSDATE AND SYSDATE + 30

) LOOP

DBMS\_OUTPUT.PUT\_LINE('Reminder: Loan ID ' || l.LoanID ||

' for Customer ' || l.CustomerID ||

' is due on ' || TO\_CHAR(l.EndDate, 'DD-MON-YYYY'));

END LOOP;

END;

/

1. Stored Procedures

Scenario 1:

CREATE OR REPLACE PROCEDURE ProcessMonthlyInterest IS

BEGIN

UPDATE Accounts

SET Balance = Balance + (Balance \* 0.01)

WHERE AccountType = 'Savings';

END;

/

Scenario 2:

CREATE OR REPLACE PROCEDURE UpdateEmployeeBonus (

p\_department IN VARCHAR2,

p\_bonus\_pct IN NUMBER

) IS

BEGIN

UPDATE Employees

SET Salary = Salary + (Salary \* p\_bonus\_pct / 100)

WHERE Department = p\_department;

COMMIT;

END;

/

Scenario 3:

CREATE OR REPLACE PROCEDURE TransferFunds (

p\_from\_account IN NUMBER,

p\_to\_account IN NUMBER,

p\_amount IN NUMBER

) IS

v\_balance NUMBER;

BEGIN

-- Check balance of source account

SELECT Balance INTO v\_balance

FROM Accounts

WHERE AccountID = p\_from\_account;

IF v\_balance < p\_amount THEN

RAISE\_APPLICATION\_ERROR(-20001, 'Insufficient balance.');

END IF;

-- Deduct from source

UPDATE Accounts

SET Balance = Balance - p\_amount

WHERE AccountID = p\_from\_account;

-- Add to destination

UPDATE Accounts

SET Balance = Balance + p\_amount

WHERE AccountID = p\_to\_account;

END;

/

TDD Using JUNIT –

1. Setting up JUnit –

Create Test Class :

import org.junit.Test;

public class HelloTest {

@Test

public void testHello() {

System.out.println("JUnit is set up!");

}

}

Output :
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1. Assertions in JUnit –

import org.junit.Test;

import static org.junit.Assert.\*;

public class AssertionsTest {

@Test

public void testAssertions() {

assertEquals(5, 2 + 3);

assertTrue(5 > 3);

assertFalse(5 < 3);

assertNull(null);

assertNotNull(new Object());

}

}

1. AAA Pattern with Setup and Teardown-

Main Code

import org.junit.Before;

import org.junit.After;

import org.junit.Test;

import static org.junit.Assert.\*;

public class CalculatorTest {

private Calculator calc;

@Before

public void setUp() {

System.out.println("Setting up Calculator...");

calc = new Calculator();

}

@After

public void tearDown() {

System.out.println("Cleaning up...");

calc = null;

}

@Test

public void testAdd() {

// Arrange done in setUp

// Act

int result = calc.add(2, 3);

// Assert

assertEquals(5, result);

}

@Test

public void testSubtract() {

int result = calc.subtract(5, 2);

assertEquals(3, result);

}

}

Helper Code

public class Calculator {

public int add(int a, int b) {

return a + b;

}

public int subtract(int a, int b) {

return a - b;

}

}

Output –

![Screenshot 2025-06-28 172535.png](data:image/png;base64,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)

1. Mocking and Stubbing

Externalapi.java

public interface ExternalApi {

String getData();

}

MyServices.java

public class MyService {

private ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public String fetchData() {

return api.getData();

}

}

MyServicesTest.java

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class MyServiceTest {

@Test

public void testExternalApi() {

ExternalApi mockApi = Mockito.mock(ExternalApi.class);

when(mockApi.getData()).thenReturn("Mock Data");

MyService service = new MyService(mockApi);

String result = service.fetchData();

assertEquals("Mock Data", result);

}

}

1. Verifying Interactions

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class MyServiceTest {

@Test

public void testVerifyInteraction() {

ExternalApi mockApi = Mockito.mock(ExternalApi.class);

MyService service = new MyService(mockApi);

service.fetchData();

verify(mockApi).getData(); // Verifies interaction

}

}

1. Logging Error Messages and Warning Levels

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class LoggingExample {

private static final Logger logger = LoggerFactory.getLogger(LoggingExample.class);

public static void main(String[] args) {

logger.error("This is an error message");

logger.warn("This is a warning message");

}

}

Output –

[main] ERROR LoggingExample - This is an error message

[main] WARN LoggingExample - This is a warning message