AI-ASSISTED CODING LAB TEST-2

NAME: BANDLA SAI NANDAN REDDY

HALL TICKET: 2403A510C5

BATCH : 05

SUBGROUP :C

C.1 — [S09C1] Debug de-duplication (case-insensitive)

Scenario (sports analytics):  
**Context:**  
Customer contact lists in the sports analytics CRM contain duplicates differing only by case (e.g., 'A@x.com' vs 'a@x.com').

**Your Task:**  
Write a function that returns the first occurrence of each email (case-insensitive) while preserving the original order.  
**Data & Edge Cases:**  
**Input:** list of emails. Normalize for comparison using lowercase; keep the original cased value for output.  
**AI Assistance Expectation:**  
Use AI to spot the bug (reinitializing `seen` in a loop) and propose a corrected, stable algorithm.  
**Constraints & Notes:**  
Include unit tests covering: ['A@x.com','a@x.com','B@y.com'] -> ['A@x.com','B@y.com']  
**Sample Input:**  
['A@x.com', 'a@x.com', 'B@y.com']  
**Sample Output:**['A@x.com', 'B@y.com'] Acceptance Criteria: Preserves first occurrence order; case-insensitive matching.

**PROMPT:**

Write a Python function that removes case-insensitive duplicate emails from a list while preserving the first occurrence and original casing. Make sure to avoid the bug of reinitializing the seen set inside the loop. Include unit tests with examples like ['A@x.com','a@x.com','B@y.com'] -> ['A@x.com','B@y.com'].

**CODE GENERATED WITH BUG:**

def deduplicate\_emails\_buggy(emails):

    result = []

    for email in emails:

        seen = set()

        normalized = email.lower()

        if normalized not in seen:

            seen.add(normalized)

            result.append(email)

    return result

emails = [

    "A@x.com", "a@x.com", "B@y.com", "b@Y.com",

    "C@z.com", "c@Z.com", "A@X.COM"

]

print("duplicates:”,deduplicate\_emails\_buggy(emails))

**OUTPUT (NOT CORRECT):**

**![](data:image/png;base64,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)**

**Observation :**

The buggy code keeps all emails because seen is reset in every loop, so duplicates are not removed.

Corrected code by AI:

def deduplicate\_emails(emails):

    seen = set()  # ✅ initialize once

    result = []

    for email in emails:

        normalized = email.lower()

        if normalized not in seen:

            seen.add(normalized)

            result.append(email)

    return result

# Test Data

emails = [

    "A@x.com", "a@x.com", "B@y.com", "b@Y.com",

    "C@z.com", "c@Z.com", "A@X.COM"

]

print("Corrected Output:", deduplicate\_emails(emails))

OUTPUT:

![](data:image/png;base64,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)

OBSERVATION:

The corrected code removes duplicates properly because seen is created once outside the loop and remembers already-seen emails.

**C.2 — [S09C2] TDD: slugify titles**  
Scenario (sports analytics):  
**Context:**  
Content titles in the sports analytics CMS must become SEO-friendly slugs for URLs.  
**Your Task:**  
Design tests first for slugify(text) then implement: lowercase, remove non-alnum except  
hyphen, spaces->hyphen, collapse multiple hyphens, trim hyphens.  
**Data & Edge Cases:**  
Test punctuation, multiple spaces, and boundary hyphens.  
**AI** **Assistance Expectation:**  
Use AI to generate parameterized tests (pytest) and then implement a regex-based slugify.  
**Constraints & Notes:**  
Return correct slugs for provided samples.  
**Sample Input:**  
['Hello World!', 'AI & You', 'Set9-C2']  
**Sample Output:**  
['hello-world', 'ai-you', 'set9-C2']  
Acceptance Criteria: All tests pass; edge cases covered.

**PROMPT:**

Write a Python function slugify(text) that converts titles into SEO-friendly slugs: lowercase, replace spaces with hyphens, remove non-alphanumeric characters except hyphen, collapse multiple hyphens, and trim leading/trailing hyphens. First, create parameterized pytest tests (including punctuation, multiple spaces, and boundary hyphens) and then implement slugify using regex. Example: ['Hello World!', 'AI & You', 'Set9-C2'] → ['hello-world', 'ai-you', 'set9-c2'].

**CODE GENERATED:**

import re

def slugify(text: str) -> str:

    """

    Convert text into an SEO-friendly slug:

    - Lowercase

    - Replace spaces with hyphens

    - Remove non-alphanumeric characters except hyphen

    - Collapse multiple hyphens

    - Trim leading/trailing hyphens

    """

    text = text.lower()

    text = re.sub(r'[^a-z0-9\s-]', '', text)   # remove special chars except space & hyphen

    text = re.sub(r'\s+', '-', text)           # spaces -> hyphen

    text = re.sub(r'-{2,}', '-', text)         # collapse multiple hyphens

    text = text.strip('-')                     # trim boundary hyphens

    return text

# --------- Tests (simple asserts) ---------

assert slugify("Hello World!") == "hello-world"

assert slugify("AI & You") == "ai-you"

assert slugify("Set9-C2") == "set9-c2"

assert slugify("Multiple    Spaces") == "multiple-spaces"

assert slugify("--Sports--") == "sports"

assert slugify("!!!Goals!!!") == "goals"

assert slugify("Mixed--Hyphen---Test") == "mixed-hyphen-test"

assert slugify("   Trim Spaces   ") == "trim-spaces"

assert slugify("") == ""

print("✅ All tests passed!")

# --------- Demo Run ---------

samples = ['Hello World!', 'AI & You', 'Set9-C2']

print("Demo Output:", [slugify(s) for s in samples])

OUTPUT:
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OBSERVATION:

The slugify function successfully converts any title into a clean, SEO-friendly slug by making it lowercase, replacing spaces with hyphens, removing unwanted characters, collapsing extra hyphens, and trimming hyphens from the edges.