AI-ASSISTED CODING LAB TEST-03

NAME: BANDLA SAI NANDAN REDDY

HALL TICKET: 2403A510C5

BATCH : 05

SET E3

**Q1:**  
Scenario: In the Logistics sector, a company faces a challenge related to backend api development.  
Task: Use AI-assisted tools to solve a problem involving backend api development in this context.  
Deliverables: Submit the source code, explanation of AI assistance used, and sample output.

**PROMPT:**

Develop a backend API for a logistics company to manage shipment data, including endpoints for creating, reading, updating, and deleting records. Provide the source code, explanation of AI assistance used, and sample output.

**CODE:**

# app.py

from fastapi import FastAPI, HTTPException, Path, Query, status

from fastapi.middleware.cors import CORSMiddleware

from pydantic import BaseModel, Field

from typing import Optional, List

from uuid import uuid4

from datetime import datetime

import sqlite3

import os

DB\_PATH = "shipments.db"

# ------------------ Database Setup ------------------

def init\_db():

    first = not os.path.exists(DB\_PATH)

    conn = sqlite3.connect(DB\_PATH, check\_same\_thread=False)

    if first:

        conn.execute("""

        CREATE TABLE shipments (

            id TEXT PRIMARY KEY,

            origin TEXT NOT NULL,

            destination TEXT NOT NULL,

            status TEXT NOT NULL,

            weight REAL,

            created\_at TEXT NOT NULL,

            updated\_at TEXT NOT NULL

        )

        """)

        conn.execute("""

        CREATE TABLE updates (

            id INTEGER PRIMARY KEY AUTOINCREMENT,

            shipment\_id TEXT NOT NULL,

            status TEXT NOT NULL,

            note TEXT,

            timestamp TEXT NOT NULL

        )

        """)

        conn.commit()

    return conn

conn = init\_db()

# ------------------ Pydantic models ------------------

class ShipmentCreate(BaseModel):

    origin: str = Field(..., example="Mumbai, IN")

    destination: str = Field(..., example="Bangalore, IN")

    weight: Optional[float] = Field(None, ge=0, example=12.5)

class Shipment(BaseModel):

    id: str

    origin: str

    destination: str

    status: str

    weight: Optional[float]

    created\_at: datetime

    updated\_at: datetime

class StatusUpdate(BaseModel):

    status: str = Field(..., example="IN\_TRANSIT")

    note: Optional[str] = Field(None, example="Left warehouse")

class UpdateItem(BaseModel):

    id: int

    shipment\_id: str

    status: str

    note: Optional[str]

    timestamp: datetime

# ------------------ App setup ------------------

app = FastAPI(title="Logistics Shipments API", version="1.0")

app.add\_middleware(

    CORSMiddleware,

    allow\_origins=["\*"],

    allow\_credentials=True,

    allow\_methods=["\*"],

    allow\_headers=["\*"],

)

# ------------------ Utility ------------------

def row\_to\_shipment(row):

    return Shipment(

        id=row[0],

        origin=row[1],

        destination=row[2],

        status=row[3],

        weight=row[4],

        created\_at=datetime.fromisoformat(row[5]),

        updated\_at=datetime.fromisoformat(row[6]),

    )

# ------------------ Endpoints ------------------

@app.post("/shipments", response\_model=Shipment, status\_code=status.HTTP\_201\_CREATED)

def create\_shipment(payload: ShipmentCreate):

    shipment\_id = str(uuid4())

    now = datetime.utcnow().isoformat()

    status0 = "CREATED"

    conn.execute(

        "INSERT INTO shipments (id, origin, destination, status, weight, created\_at, updated\_at) VALUES (?, ?, ?, ?, ?, ?, ?)",

        (shipment\_id, payload.origin, payload.destination, status0, payload.weight, now, now),

    )

    conn.commit()

    row = conn.execute("SELECT \* FROM shipments WHERE id = ?", (shipment\_id,)).fetchone()

    return row\_to\_shipment(row)

@app.get("/shipments/{shipment\_id}", response\_model=Shipment)

def get\_shipment(shipment\_id: str = Path(..., description="Shipment UUID")):

    row = conn.execute("SELECT \* FROM shipments WHERE id = ?", (shipment\_id,)).fetchone()

    if not row:

        raise HTTPException(status\_code=404, detail="Shipment not found")

    return row\_to\_shipment(row)

@app.post("/shipments/{shipment\_id}/updates", response\_model=UpdateItem, status\_code=status.HTTP\_201\_CREATED)

def add\_update(shipment\_id: str, payload: StatusUpdate):

    row = conn.execute("SELECT id FROM shipments WHERE id = ?", (shipment\_id,)).fetchone()

    if not row:

        raise HTTPException(status\_code=404, detail="Shipment not found")

    now = datetime.utcnow().isoformat()

    cur = conn.execute(

        "INSERT INTO updates (shipment\_id, status, note, timestamp) VALUES (?, ?, ?, ?)",

        (shipment\_id, payload.status, payload.note, now),

    )

    conn.execute(

        "UPDATE shipments SET status = ?, updated\_at = ? WHERE id = ?",

        (payload.status, now, shipment\_id),

    )

    conn.commit()

    update\_id = cur.lastrowid

    upd\_row = conn.execute("SELECT id, shipment\_id, status, note, timestamp FROM updates WHERE id = ?", (update\_id,)).fetchone()

    return UpdateItem(id=upd\_row[0], shipment\_id=upd\_row[1], status=upd\_row[2], note=upd\_row[3], timestamp=datetime.fromisoformat(upd\_row[4]))

@app.get("/shipments", response\_model=List[Shipment])

def list\_shipments(status: Optional[str] = Query(None), limit: int = Query(50, ge=1, le=200)):

    if status:

        rows = conn.execute("SELECT \* FROM shipments WHERE status = ? ORDER BY updated\_at DESC LIMIT ?", (status, limit)).fetchall()

    else:

        rows = conn.execute("SELECT \* FROM shipments ORDER BY updated\_at DESC LIMIT ?", (limit,)).fetchall()

    return [row\_to\_shipment(r) for r in rows]

@app.get("/shipments/{shipment\_id}/updates", response\_model=List[UpdateItem])

def get\_updates(shipment\_id: str):

    rows = conn.execute("SELECT id, shipment\_id, status, note, timestamp FROM updates WHERE shipment\_id = ? ORDER BY timestamp DESC", (shipment\_id,)).fetchall()

    return [UpdateItem(id=r[0], shipment\_id=r[1], status=r[2], note=r[3], timestamp=datetime.fromisoformat(r[4])) for r in rows]

@app.get("/health")

def health():

    return {"status": "ok", "time": datetime.utcnow().isoformat()}

# Run instructions when executed directly

if \_\_name\_\_ == "\_\_main\_\_":

    import uvicorn

    uvicorn.run("app:app", host="0.0.0.0", port=8000, reload=True)

**OUTPUT :**

**![A screen shot of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)**

**Observation :**

The AI tool helped in generating the backend API code quickly. It suggested using FastAPI for development, created the structure of the API (routes, models, and error handling), and provided code examples for CRUD operations. It also explained how to install required packages and test the API using Swagger UI. This saved time and reduced coding errors.

**Q2:**

Scenario: In the Entertainment sector, a company faces a challenge related to algorithms with ai assistance.  
Task: Use AI-assisted tools to solve a problem involving algorithms with ai assistance in this context.  
Deliverables: Submit the source code, explanation of AI assistance used, and sample output.

**PROMPT:**

Create a simple Python algorithm using AI-assisted tools for the entertainment industry that recommends movies based on user preferences using cosine similarity.

**CODE:**

from sklearn.metrics.pairwise import cosine\_similarity

from sklearn.feature\_extraction.text import CountVectorizer

# Sample entertainment data

movies = [

    "Action adventure superhero film",

    "Romantic comedy drama",

    "Science fiction adventure space",

    "Horror thriller mystery",

    "Comedy family entertainment"

]

# Create a Count Vectorizer to convert text into numerical vectors

vectorizer = CountVectorizer()

movie\_vectors = vectorizer.fit\_transform(movies)

# User's interest

user\_input = ["I like action and superhero movies"]

# Convert user input to vector

user\_vector = vectorizer.transform(user\_input)

# Compute similarity

similarity\_scores = cosine\_similarity(user\_vector, movie\_vectors)

# Get the index of the best match

recommended\_index = similarity\_scores.argmax()

print("User Input:", user\_input[0])

print("Recommended Movie:", movies[recommended\_index])

OUTPUT:

![](data:image/png;base64,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)

OBSERVATION:

AI-assisted in designing the recommendation algorithm. The AI suggested using cosine similarity and Count Vectorizer from scikit-learn to measure similarity between user interests and available movies.