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| **一 实验目的：**  1、分析和理解试验指定的需解决问题。  2、利用LC-3的机器代码设计实现相关程序。  3、通过LC-3仿真器调试和运行相关程序并得到正确的结果。 |
| **二 实验问题**  用LC3汇编语言实现简易四子棋。  规则：  两位选手依次轮流落子；  选手不能悔棋；  有子的地方不能继续落子；  直到有一方的四个棋子能够连成一条水平线、垂直线或者是对角线；  如果棋盘已满，无人获胜，则平局。  游戏最初时打印空棋盘，用"-" （即ASCII 码 x002D）来表示该处为空，"O"(ASCII 码 x004F)表示第一位选手的棋子，"X" (ASCII 码 x0058)来表示第二位选手的棋子，为了让棋盘更易于观察，在各列间加一个空格，第6列之后不要添加，初始棋盘应该如下：  - - - - - -  - - - - - -  - - - - - -  - - - - - -  - - - - - -  - - - - - -  选手一始终先下第一步棋，然后两者轮流落子，在每次落子之后，应该打印该选手的信息，提示他落子，以选手一为例，应该打印信息如下：  Player 1, choose a column:  为了明确选手的落子的位置，该选手应该输入数字1-6，然后回车，数字1-6指示在落子所在的列，从左到右，无需输入行号，程序应默认从行号6到行号1递减的顺序填入该棋子，若前后输入的列号相同，则行号减一。例如，如果选手第一次在左起第二列落子，应该输入2，然后回车，则该棋子落在行6列2处，当后面输入的列号再次为2时，则将棋子落子行5列2处，以此类推，详情见后续示例输出。程序应该确保选手输入的数字对应正确的列的范围，如果输入不合理，应该输出一条错误信息，提示该选手继续输入，例如，如果对于选手一：  Player 1, choose a column: D  Invalid move. Try again.  Player 1, choose a column: 7  Invalid move. Try again.  Player 1, choose a column:  程序应该一直提示该选手，知道输入正确的数字，当用户输入完成，程序应通过显示回馈给选手，然后通过换行符(ASCII 码 x000A)换行。  当选手输入成功后，程序应打印更新后的棋盘，并检查是否有人获胜，如果没人获胜，则轮到下一位输入。  当其中一位获胜或平局时，游戏结束，程序显示最后的棋盘情况并终止（Halt）。例如，如果选手二有四子相连，应该输出：  Player 2 Wins.  如果平局，程序应该输出：  Tie Game.  程序首行指定第一条指令的地址，即.ORIG x3000。  最后提交的文件为connect4.asm，并提交试验报告。  现场考核要求讲解设计哪些子程序和相应的功能以及你是怎么判定赢方的算法。 |
| **实验步骤**   1. **实验思路分析：**   先对实验要求作一份大致的分析，架构如下：    **图1 思路分析**  然后根据分析，对主要部分写一份代码的大致思路，如下：    **图2 主函数伪代码**   1. **主要几个子程序的实现：**   （子程序需要保存和恢复使用的寄存器，代码如下所示，后面部分不重复说明）    **图3 保存寄存器**    **图4 恢复寄存器**  因为怕程序过长超出范围，需要通过中转解决长距离跳转问题    **图5 中转代码示例** |
| 1. **Print子程序：这个函数负责将游戏矩阵渲染到屏幕上：**     **图6 print函数c++代码思路**  使用两层循环遍历 6x6 的矩阵，根据矩阵元素值打印不同字符，  0：打印 '-' 表示空位  1：打印 'O' 表示玩家 1 棋子  2：打印 'X' 表示玩家 2 棋子   1. **寄存器保存（函数入口）：**   代码在开始已经给出   1. **初始化循环变量**     **图7 初始化循环变量** 外循环（处理每一行，标号pr\_l1）   **图8 外循环**  **外循环逻辑**：R2作为内循环计数器，每次外循环处理一行（6 列），外循环计数器 R1 递减（ADD R1, R1, #-1），直到 R1=0 时结束所有行的打印。 内循环（处理每一列，标号pr\_l2）   **图9 内循环**   1. **根据矩阵值选择打印字符（条件判断）**     **图10 打印字符** 打印具体字符（标号pr\_c1、pr\_c2、pr\_c3）   **图11打印具体字符** 列循环结束处理（标号pr\_l2ed）   **图12列循环结束处理**   1. **行循环结束处理（换行）**     **图13 换行**   1. **最后，恢复寄存器** 2. **子程序数据区：**     **图 14 子程序数据**  **矩阵存储方式**：  矩阵按行优先存储，共 6 行 6 列，每行 6 个元素。  行 i 的首地址为mat0x + i×6，例如：  行 0：mat0x, mat01, mat02, mat03, mat04, mat05  行 1：mat1x, mat11, ..., mat15  行 5：mat50, mat51, ..., mat55    **图15矩阵存储示意图**    **图16 矩阵存储**  注：矩阵全初始化为0，代码太长，不全部展示。  **（2）胜负判断函数（judge1-judge4）：四个子程序分别检查四种获胜情况：**  **① 大致判断思路，四个子程序具有相同的结构：**  寄存器保护：保存所有通用寄存器，避免函数调用破坏上下文。  循环初始化：设置外循环（行）和内循环（列）的计数器，定位矩阵首地址。  连续四子检查：通过多重条件判断，检查指定方向上的四个连续棋子。  胜负判定：根据计数器值判断玩家 1 或玩家 2 是否获胜。  寄存器恢复：恢复寄存器状态并返回。  **② 纵向四连判断（judge1 函数，方向：|）**    **图17 judge1子程序c++代码思路**  检查同一列中连续四行是否为同色棋子  **行循环次数：**外循环计数器 R1=3，因为要检查前 3 行（行 0-2），加上后续三次下移，共检查行 0-3（4 行）。  **列循环次数：**内循环遍历 6 列（列 0-5）。  **地址计算：**同一列的行偏移为 6（每行 6 个元素），因此ADD R4, R4, #6实现下移一行。  列地址 = 当前行基地址（R3） + 列偏移（R2）。  **胜负判定：**  R5=4 → 玩家 1 四连。  R5=0 → 玩家 2 四连（因四个位置都不为 0 且非玩家 1，故必为玩家 2）    **图18 judge1 函数**  注意：R1设为3，只需检查前 3 行（行 0、行 1、行 2），因为纵向四连需要 4 个棋子，若从行 3 开始检查，最多只能覆盖到行 6（越界）  **③ 斜向四连判断（judge2 函数，方向：\）**  检查从左上到右下的斜向（\）是否有四连棋  逻辑和judge1类似，这里只介绍思路和贴代码  **斜向地址偏移**：每下移一行，列偏移 + 1，因此：第 1 个位置：行 i，列 j，第 2 个位置：行 i+1，列 j+1，第 3 个位置：行 i+2，列 j+2，第 4 个位置：行 i+3，列 j+3。    **图19 judge2 函数**   1. **斜向四连判断（judge3 函数，方向：/）**   同理，代码如下  **斜向地址偏移**：每下移一行，列偏移 - 1，因此：第 1 个位置：行 i，列 j，第 2 个位置：行 i+1，列 j-1，第 3 个位置：行 i+2，列 j-2，第 4 个位置：行 i+3，列 j-3。    **图20 judge3 函数**  **⑤ 横向四连判断（judge4 函数，方向：-）**  **横向地址偏移：**同一行内，列偏移 + 1，因此：第 1 个位置：行 i，列 j第 2 个位置：行 i，列 j+1第 3 个位置：行 i，列 j+2第 4 个位置：行 i，列 j+3    **图21 judge4 函数**   1. **主函数（main）：控制游戏流程，如玩家输入和检测等：** 2. **在进入循环前，先初始化：**    1. R1作为循环计数器，初始化为18，表示游戏最多进行 18 轮     **图22 初始化变量**   * 1. **列指针初始化（ptr0-ptr5）**     **图23列指针初始化**  **列指针的作用**：四子棋的棋盘是 6 行 6 列的矩阵（mat0x到mat55），棋子从底部（行号大的位置）开始堆叠。每个列（0-5）有一个指针（ptr0-ptr5），指向该列当前**可落子的最高位置**（初始时指向该列的最底部）  **（2）然后进行玩家回合流程（这里以玩家1为例）**  **① 输入处理（in1 部分）**    **图24输入处理**   * 1. **ASCII 转数字（关键转换）**     **图25 ASCII 转数字**  如输入字符 '1' 的 ASCII 码是 0x31（十进制 49），减去 48 后得到 1（49-48=1）。  **（3）玩家输入检测：**    **图26玩家输入检测**  （4）**棋子放置与指针更新**    **图27 棋子放置**  （5）**棋盘显示与胜负检查**    图28 **胜负检查**  每次落子后，调用print函数刷新棋盘，并调用四个judge函数检查是否形成四连棋。若某函数检测到胜利条件，会跳转到winc1（玩家 1 胜）或winc2（玩家 2 胜）  （6）**玩家 2 回合（in2 部分）**  玩家 2 的流程与玩家 1 完全一致，区别仅在于：  提示字符串为p2inp（“player2 choose a cloumn:”）。  棋子值为 2（ADD R2, R2, #2）。  （7）**循环控制与结束条件**    **图29 循环结束**    **图30 跳转哪个玩家胜利**  （8）数据段定义    **图31数据段定义**  **3．运行示例**    **图32 检测输入是否合法**    **图33 player胜利**    **图34 平局** |
| 指导教师批阅意见：  成绩评定：  指导教师签字：  年 月 日 |
| 备注： |

注：1、报告内的项目或内容设置，可根据实际情况加以调整和补充。

2、教师批改学生实验报告时间应在学生提交实验报告时间后10日内。