**final, static and others**

**final:**

The final keyword helps in making a variable unmodifiable after the initialization. If a variable is defined with final keyword, then it can not be modified after the initialization. This kind of check prevents the developers from accidentally modifying a variable, a method or a class.

* **Local variable:** If a variable is declared with the keyword final, then the value can not be changed after initialization. Here the variable pi is declared and initialized to 3.14, if we want to change it 3.45, then it causes a compilation error.

final double pi = 3.14;  
pi = 3.45; // Causes a compilation error

* **Member variable:** If a member variable of a class is marked as final, then it has to be initialized while it is declared or initialized in the constructor. Otherwise it causes a compilation error. Here the initializations in class A and B are correct, where as for class C, it is a problem since the variable j is neither initialized when declared nor initialized in the constructor.

class A  
{  
    final int i = 10;  
}  
  
class B  
{  
    final int k;  
      
    B(int k)  
    {  
        this.k = k;  
    }  
}  
  
class C  
{  
    final int j; // Causes a compilation error  
  
    C()  
    {  
    }  
}

* **Class or static variable:** If a static variable of a class is marked as final, then it has to be initialized while it is declared or initialized in the static block. Otherwise it causes a compilation error. Here the initializations in class M and N are correct, where as for class O, it is a problem since the variable j is neither initialized when declared nor initialized in the static block.

class M  
{  
    static final int i = 10;  
}  
  
class N  
{  
    static final int k;  
      
    static  
    {  
        k = 4 \* 20;  
    }  
}  
  
class O  
{  
    static final int j; // Causes a compilation error  
}

* **Method**: If a method of a class is marked as final, then it can not be overridden in any of its sub-classes. It causes a compilation error, if we try to override a final method.

class X  
{  
    final void print()  
    {  
        System.out.println("This method can not be overridden.");  
    }  
}  
  
class Y extends X  
{  
    void print() // Causes a compilation error, can not override a final method  
    {  
    }      
}

* **Class**: If a class itself is marked as final, then it can not be inherited (or extended). It causes a compilation error, if we try to extend a final class. Here class P is marked as final, hence it can not be inherited.

final class P  
{  
}  
  
class Q extends P  
{  
    // Causes a compilation error, can not inherit a final class  
}

**static:**

static keyword helps in declaring class variables. static variables can be used to define global variables.

As we know, with member variables of a class, if multiple objects are created, then every object will have its variable and changing variable of one object does not impact the variable of the other object.

class A  
{  
    int i;  
}  
...  
A a1 = new A();  
A a2 = new A();  
a1.i = 30;  
a2.i = 50;

It can be used to track number of objects created or some other usecase

class CountStudents  
{  
    public static void main(String s[])  
    {  
        Student st1 = new Student("Manohar", 34, 'A');  
        Student st2 = new Student("Uday", 78, 'B');  
        System.out.println("Number of students after st1, st2 : " + Student.count);  
        Student st3 = new Student("Kartik", 65, 'A');  
        System.out.println("Number of students after st3: " + Student.count);  
        Student st4 = createStudent();  
        System.out.println("Number of students after st4: " + Student.count);  
        System.out.println("Print count using objects : " + st1.count + " " + st2.count + " " + st3.count + " " + st4.count);  
    }  
      
    public static Student createStudent()  
    {  
        return new Student("New Student", 59, 'C');  
    }  
}  
  
class Student  
{  
    // Static variable  
    static int count = 0; // LINE A  
  
    // Member variables  
    String name;  
    int marks;  
    char section;  
  
    Student(String name, int marks, char section)  
    {  
        this.name = name;  
        this.marks = marks;  
        this.section = section;  
        // Increment the static variable  
        count++; // LINE B  
    }  
}

**Marking static variables as final**

The static variables of any class can be marked as final, so that they become constant or unmodifiable. Declaring the constants as public static final is a very common practice.

public static final double PI = 3.14;  
public static final int NUMBER\_OF\_BALLS\_IN\_A\_OVER = 6;

**Other uses - static methods**

**Static blocks:**

We can use static blocks inside a class to initialize static variables or do any one time activities, we want to perform before the class is used.

class Temperature  
{  
    public static final double FEET\_TO\_METER\_CONVERSION = 0.3048;  
    public static final double METER\_TO\_FEET\_CONVERSION;  
      
    static  
    {  
        METER\_TO\_FEET\_CONVERSION = 1 / FEET\_TO\_METER\_CONVERSION;  
        // Do other one time activities, like loading data from file, creating database connection pool etc.  
    }  
  
    static  
    {  
        // Do some more activities  
    }  
}

As shown above, we can have as many static blocks as needed and they will be called in the same order as they appear in the file. Also note that they will be called only once, no matter how many objects are created or how many times the class is accessed.

**Static methods:**

In any class, we can also define static methods. Similar to static variables, we can access static methods, using the class name and do not need any object for calling them.

When we create static methods as shown below, we need not create unnecessary new objects, every time we want to make a conversion.

class ConversionUtils  
{  
    public static double convertToFeet(double meters)  
    {  
        ...  
    }  
  
    public static double convertToMeters(double feet)  
    {  
        ...  
    }  
  
    public static double convertToFahrenheit(double celsius)  
    {  
        ...  
    }  
  
    public static double convertToCelsius(double fahrenheit)  
    {  
        ...  
    }  
}  
....  
double meters = ConversionUtils.convertToMeters(300.25);  
double fahrenheit = ConversionUtils.convertToFahrenheit(37.67);

**static and non-static methods**

we can have static methods and variables in a class. We can also have non-static methods and variables. These are nothing but the normal member variables and methods.

class A  
{  
    static int i\_static = 0;  
    int j\_non\_static;  
  
    public static void printStatic()  
    {  
        System.out.println("i\_static : " + i\_static);  
  
        // The below two statements causes compilation errors  
        // System.out.println("j\_non\_static : " + j\_non\_static);  
        // printNonStatic();  
    }  
  
    public void printNonStatic()  
    {  
        // All the three statements work fine.  
  
        System.out.println("i\_static : " + i\_static);  
        System.out.println("j\_non\_static : " + j\_non\_static);  
        printStatic();  
    }  
}

**The access rules are :**

* We can access a static variable from a static method. e.g., i\_static is accessed from printStatic() method.
* We CAN NOT access a non-static variable or non-static method from a static method. e.g., j\_non\_static and printNonStatic() can not be accessed from printStatic() method.
* We can access a non-static variable from a non-static method. e.g., j\_non\_static can be accessed from printNonStatic() method.
* We can also access a static variable or static method from a non-static method. e.g., i\_static and printStatic() can be accessed from printNonStatic() method.

**Understanding A simple Java Program**

class PrintHelloWorld  
{  
    public static void main(String args[])  
    {  
        System.out.println("Hello World");  
    }  
}

* **Why class:** In Java, every line of code/statement should be included as part of a class, that is the reason, we have defined a class with the name of the program PrintHelloWorld.
* **Why main:** When we run the program using java PrintHelloWorld it will look for the method main in the class PrintHelloWorld. The method main is the starting point of execution of the program.
* **Why static:** If we want to call a method, we should have an object, since we can not create an object without going into main method, it will become a problem. If we make the main method as static then we can call it with out creating any object.
* **Why public:** Since the main method should be accessible from outside of the program and probably from different packages, you need to make it public. If you make it private or protected or default, then the method can not be accessed from a different package.
* **Why void:** Even if return any parameter from the main method, the program does not know what to do with it. If you want to return a process exit code, we should use the method System.exit and the not return the value from main method.
* **Why String[]:** One way to pass parameters to java program, is to use the command line arguments. When we run the program with command line arguments, the arguments are converted into a String array and passed as a parameter to the main method.

**Exceptions:**

An *exception* is an abnormal condition that arises in a code sequence at run time. An exception is a run-time error.

When we compile using Java Compiler (javac) we get the compile-time errors, but when we run the program using (java) we get the run-time errors.

**Examples:**

int d = 0;  
int a = 42 / d;

int marks[] = new int[5];  
marks[6] = 77;

So, we need to handle these exceptions.

The best way to handle exception is by preventing it. Since exception causes abnormal termination of programs and they consume lot of resources compared the to the normal code execution

**Avoiding the divide by zero exception**

class DistributeChocolatesForStudents  
{  
    public static void main(String arg[])  
    {  
        int number\_of\_students = 5;  
        int number\_of\_chocolates = 15;  
          
        if( number\_of\_students <= 0 )  
        {  
            System.out.println("Chocolates can not be distributed since there are no students or negative number of students.");  
        }  
        else  
        {  
            int number\_of\_chocolates\_per\_student = number\_of\_chocolates / number\_of\_students;  
            System.out.println("Every student gets " + number\_of\_chocolates\_per\_student + " chocolates.");  
        }  
      
    }  
}

An *exception* is an abnormal condition that arises in a code sequence at run time. An exception is a run-time error. Most of these run-time errors could be prevented by doing proper input validation

Shown below is the simplest form of exception handling. Here we have two keywords try and catch. Just after the try keyword is the *try-block* and the block after the catch keyword is *catch-block*.

***try  
{  
    // This is try-block  
    // Include the statements which might cause an exception here  
}  
catch(Exception ex)  
{  
    // This is catch-block  
    // Handle exception here  
}***

In the *try-block*, we need include the statements which might cause exception, like opening of files, writing data into files or connecting to a remote web server or opening a database connection etc., In the *catch-block*, we can catch the exception and handle it. Usually in the catch-block we log the exceptions to the log file, so that the admin person knows about it. In the catch block, we will also inform the user of the program about the error in an understandable form.

**Divide by zero + array out of bounds example**

**Multiple catch blocks**

**Finally block**

Please note that finally keyword in exception handling is different from the final keyword

finally keyword is used in exception handling to include the code for releasing, closing or cleaning up of the resources.

**User Defined Exceptions**

Java provides a way to define our own exceptions. It is good practice to defined the custom(user-defined) exceptions for every application. This helps in handling exceptions better and pass additional information along with exception. The hierarchy of custom exceptions can help taking appropriate actions at various module levels.

class CustomException extends Exception  
{  
    String moreInfo;  
      
    CustomException(String moreInfo)  
    {  
        this.moreInfo = moreInfo;  
    }  
}

If we are dealing with railway reservation application, it might have custom exceptions like RailwayException, CounterClosedException, SeatsNotAvailableException, ServiceCancelledException, PaymentProcessingFailedException, InsufficientFundsException, PaymentGatewayNotRespondingException. And they could have a hierarchy as shown below.

**Throw and throws keyword**

Java supports two keywords throw and throws. throw helps in throwing a new exception or re-throwing a caught exception. throws needs to the placed after the method signature to indicate the caller of the method what exceptions a method can throw.

class TestRailwayExceptions  
{  
    public static void main(String arg[])  
    {  
        try  
        {  
            String travel\_date = "21/12/2012";  
            TicketBooker ticketBooker = new TicketBooker();  
            ticketBooker.bookTicket(17023, travel\_date, 3, 1);  
            System.out.println("Tickets booked successfully.");  
        }  
        catch(RailwayException re)  
        {  
            System.out.println("Railway booking failed. Reason : " + re.getErrorMessage());  
        }  
      
    }  
}  
  
class RailwayException extends Exception  
{  
    int trainNo;  
    String errorMessage;  
      
    RailwayException(int trainNo, String errorMessage)  
    {  
        this.trainNo = trainNo;  
        this.errorMessage = errorMessage;  
    }  
  
    String getErrorMessage()  
    {  
        return errorMessage;  
    }  
}  
  
class ServiceCancelledException extends RailwayException  
{  
    String date;  
  
    ServiceCancelledException(int trainNo, String date)  
    {  
        super(trainNo, "The service of train " + trainNo + " is cancelled on " + date);  
        this.date = date;  
    }  
}  
  
class SeatsNotAvailableException extends RailwayException  
{  
    String date;  
  
    SeatsNotAvailableException(int trainNo, String date)  
    {  
        super(trainNo, "There are no seats available for the train " + trainNo + " on " + date);  
        this.date = date;  
    }  
}  
  
  
class TicketBooker  
{  
    public void bookTicket(int trainNo, String date, int adults, int children)  
        throws RailwayException // LINE A  
    {  
  
        if(isServiceCancelled(trainNo, date))  
        {  
            throw new ServiceCancelledException(trainNo, date); // LINE B  
        }  
  
        if(areSeatsAvailable(trainNo, date, adults, children))  
        {  
            confirmBooking(trainNo, date, adults, children);  
        }  
        else  
        {  
            throw new SeatsNotAvailableException(trainNo, date); // LINE C  
        }  
    }  
  
    private boolean isServiceCancelled(int trainNo, String date)  
    {  
        // Code for checking if the service is cancelled  
        return false; // LINE D  
    }  
  
    private boolean areSeatsAvailable(int trainNo, String date, int adults, int children)  
    {  
        // Code here for checking if the seats are available  
        return false; // LINE E  
    }  
  
    private void confirmBooking(int trainNo, String date, int adults, int children)  
    {  
        // code here to confirm the booking  
    }  
}

**Diff between Error,Exception**

Java throws two types of exceptions - one is Error and the other is Exception. Both the classes Error and Exception extend from a common super-class Throwable.

Any exception of type Exception can be handled by the user programs using the *try-catch* block

**IMPORTANT**

The RuntimeException class extends from Exception and any class which extends from RuntimeException is considered as *unchecked exception*. Any exception which extends from Exception class is considered as *checked exception*.

**Errors:**

The other type of exceptions are Error. These define exceptions that are not expected to be caught under normal circumstances by the user program. Exceptions of type Error are used by the Java run-time system to indicate errors having to do with the run-time environment. StackOverflowError is an example of Error. This is thrown when we recursively call the same method and it exceeds the number of method calls. OutOfMemoryError is also an Error and this is thrown by the run-time system, when it does not have sufficient memory to execute the program.

The hierarchy of Throwable, Exception, RuntimeException and Error is shown below. ![Error-exception-throwable-hierarchy](data:image/png;base64,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)

**Checked vs Unchecked Exceptions**

We discussed checked exceptions (extending the Exception class), for unchecked:

Java has one more special class called RuntimeException. We could also extend the custom exceptions from RuntimeException. Any class which extends directly from Exception is called checked exception, where as if it extends from RuntimeException it is called unchecked exception.

**NOTE:**

The main difference between checked exceptions and unchecked exceptions is, if a method throws a checked exception, then the calling method should have the code to catch it otherwise it will cause compile time error, where as if a method throws an unchecked exception, then it is up to the calling method whether to handle it or not.

**Examples:**

class CheckedException extends Exception  
{  
}  
  
class UncheckedException extends RuntimeException  
{  
}  
  
class A  
{  
    void method1() throws CheckedException  
    {  
    ...  
    }  
  
    void method2() throws UncheckedException  
    {  
    ...  
    }  
}

void callingMethod1()  
{  
    try  
    {  
        A a = new A();  
        a.method1();  
    }  
    catch(CheckedException ce)  
    {  
        // do some handling  
    }  
}

void callingMethod1() throws CheckedException  
{  
    A a = new A();  
    a.method1();  
}

// Causes compilation error.  
void callingMethod1()  
{  
    A a = new A();  
    a.method1();  
}

void callingMethod2()  
{  
    // Enclosing in try block is not mandatory  
    try  
    {  
        A a = new A();  
        a.method2();  
    }  
    catch(UncheckedException ce)  
    {  
        // do some handling  
    }  
}

// Rethrowing the exception is not mandatory  
void callingMethod2() throws UncheckedException  
{  
    A a = new A();  
    a.method2();  
}

void callingMethod2()  
{  
    A a = new A();  
    a.method2();  
}

Unless absolutely necessary it is suggested to use the unchecked exceptions, since the handling them or re-throwing them is not forced upon every method. This way we could have try-catch block at a very high level and save all other methods in between from handling or re-throwing them.

**Java Built in Exceptions – Checked and Unchecked**

**The list of unchecked exceptions or the exception classes which extend from RuntimeException.**

|  |  |
| --- | --- |
| **Exception** | **Description** |
| ArithmeticException | Arithmetic error, such as divide-by-zero. |
| ArrayIndexOutOfBoundsException | Array index is out-of-bounds. More details at [Arraylist Access Using Index](http://java.meritcampus.com/core-java-topics/java-arraylist-access-by-index) |
| ArrayStoreException | Assignment to an array element of an incompatible type. |
| ClassCastException | Invalid cast. More details at [Assigning Super Class Reference To A Sub Class Reference In Java](http://java.meritcampus.com/core-java-topics/assigning-super-class-reference-to-a-sub-class-reference) |
| IllegalArgumentException | Illegal argument used to invoke a method. |
| IllegalMonitorStateException | Illegal monitor operation, such as waiting on an unlocked thread. |
| IllegalStateException | Environment or application is in incorrect state. |
| IllegalThreadStateException | Requested operation not compatible with current thread state. |
| IndexOutOfBoundsException | Some type of index is out-of-bounds. |
| NegativeArraySizeException | Array created with a negative size. |
| NullPointerException | Invalid use of a null reference. More details at [Member Variable In Java](http://java.meritcampus.com/core-java-topics/member-variable-in-java) |
| NumberFormatException | Invalid conversion of a string to a numeric format. |
| SecurityException | Attempt to violate security. |
| StringIndexOutOfBounds | Attempt to index outside the bounds of a string. |
| UnsupportedOperationException | An unsupported operation was encountered. |

**The list of checked exceptions.**

|  |  |
| --- | --- |
| **Checked Exceptions** | **Description** |
| ClassNotFoundException | Class not found. |
| CloneNotSupportedException | Attempt to clone an object that does not implement the Cloneable interface. |
| IllegalAccessException | Access to a class is denied. |
| InstantiationException | Attempt to create an object of an abstract class or interface. |
| InterruptedException | One thread has been interrupted by another thread. |
| NoSuchFieldException | A requested field does not exist. |
| NoSuchMethodException | A requested method does not exist. |

**Summary – Exception Handling**

* Every try should have a catch or finally block. We can not have a catch or finally block with out the try block.

// Valid - Try With Catch  
try  
{  
...  
}  
catch(Exception e)  
{  
}

// Valid - Try With Catch And Finally  
try  
{  
...  
}  
catch(Exception e)  
{  
...  
}  
finally  
{  
...  
}

// Valid - Try With Only Finally  
try  
{  
...  
}  
finally  
{  
...  
}

// Invalid - No Try Block  
catch(Exception e)  
{  
...  
}  
finally  
{  
...  
}

* A try can have multiple catch blocks but it can have only one finally block.

// Valid - try with multiple catch blocks and only one finally  
try  
{  
}  
catch(SubSubClassException e)  
{  
...  
}  
catch(SubClassException e)  
{  
...  
}  
catch(Exception e)  
{  
...  
}  
finally  
{  
...  
}

// INVALID - try with multiple finally blocks  
try  
{  
}  
catch(Exception e)  
{  
...  
}  
finally  
{  
...  
}  
finally  
{  
...  
}

* When we have multiple catch blocks for a try block, the sub-classes must be caught first and then the super-classes.

class AException extends Exception  
{  
...  
}  
class B1Exception extends AException  
{  
...  
}  
class B2Exception extends AException  
{  
...  
}

// Valid - Since the sub-sub-classes B1Exception, B2Exception are before the sub-class AException which is before the super-class Exception in the catch blocks  
try  
{  
}  
catch(B1Exception b1)  
{  
}  
catch(B2Exception b2)  
{  
}  
catch(AException a)  
{  
}  
catch(Exception e)  
{  
}

// INVALID - Since the sub-classes AException is before sub-sub-class B2Exception.  
try  
{  
}  
catch(AException a)  
{  
}  
catch(B2Exception b2)  
{  
}  
catch(Exception e)  
{  
}

// Valid - Since the sub-class AException is before super-class Exception. Although it does not include the sub-sub-classes.  
try  
{  
}  
catch(AException a)  
{  
}  
catch(Exception e)  
{  
}

// Valid - Since the sub-sub-class B1Exception is before super-class Exception. Although it does not include the sub-class AException.  
try  
{  
}  
catch(B1Exception b1)  
{  
}  
catch(Exception e)  
{  
}

* try blocks could be nested. We can have try blocks inside a catch block or inside a finally block.

try  
{  
    try  
    {  
        try{...}catch(Exception e){...}  
    }  
    catch(Exception e)  
    {  
        try{...}finally{...}  
    }  
}  
catch(Exception e)  
{  
    try{...}catch(Exception e){...}finally{ }  
}  
finally  
{  
    try{...}catch(Exception e){...}  
}

* throw keyword can be used to throw a new exception or re-throw a caught exception

try  
{  
    // Raise a new Exception  
    if(...) throw new AException();  
  
}  
catch(B1Exception b1)  
{  
    // Rethrow the caught exception after doing any required handling  
    throw b1;  
}

* In a method body, if we are throwing an exception, then that exception type (class name) should be included in the throws clause of the method. If there are more than one type of exception being thrown, then all the exceptions should be included or a common super-class of these exceptions can be included.

// Valid - since what ever exceptions being thrown are included in the throws clause  
void method() throws B1Exception, B2Exception  
{  
    if(...) throw new B1Exception;  
      
    if(...) throw new B2Exception;  
}

// Valid - since AException which is the super-class of B1Exception and B2Exception is included in the throws clause  
void method() throws AException  
{  
    if(...) throw new B1Exception;  
      
    if(...) throw new B2Exception;  
}

// INVALID - since the exceptions thrown are not included in the throws clause  
void method()  
{  
    if(...) throw new B1Exception;  
    if(...) throw new B2Exception;  
}

* If a method throws a *unchecked exception* or RuntimeException (or any class which extends from RuntimeException), then it is not necessary to include the calling of that method in a try block. But if it is a *checked exception* we need to include the calling of the method in try block and implement the exception handling in the catch block.

class YException extends RuntimeException  
{  
...  
}  
class Z1Exception extends YException  
{  
...  
}  
class Z2Exception extends YException  
{  
...  
}

// Valid - since Z1Exception and Z2Exception are run-time exceptions, they need not be included in the throws clause of the method  
void method()  
{  
    if(...) throw new Z1Exception  
    if(...) throw new Z2Exception  
}

// Valid - since Z1Exception and Z2Exception are run-time exceptions, there is no problem even if we include them in the throws clause of the method  
void method() throws Z1Exception, Z2Excetpion  
{  
    if(...) throw new Z1Exception  
    if(...) throw new Z2Exception  
}