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# Abstract

Almost all modern games rely upon some form of Artificial Intelligence (AI), ranging from simple pathfinding algorithms to fully fledged decision making enemies with teamwork abilities. One of the most common forms of AI found in most games is pathfinding, allowing AI agents to find the quickest route between two points.

# Introduction

The aim of this task is to implement a weighted A\* pathfinding algorithm which steers an AI agent over a varied map avoiding any objects. This report covers the necessary background research required to complete the algorithm as well as a detailed look at the implementation.

The popular indie game development engine Unity (Unity, 2015) has been used in order to provide a better visual representation of the algorithms progress. The entire program was written using C#, including the many prerequisites for the algorithm.

# Game and AI type

The AI shown here is an A\* pathfinding algorithm designed for use in a shooter game be it a top down or first person shooter. However, as a very generic algorithm it can easily be used for a large variety of game genres.

# Background theory

A star pathfinding(A\*) is one of the most common AI algorithms used in games. Its ability to efficiently find the quickest route between two points has many uses in games. A\* is an evolved version of the Breadth first search which uses an expanding frontier. The frontier is initially composed of the start locations neighbours, connecting nodes. Then simply select a node in the frontier, mark it as visited and then add all the node’s unvisited neighbours to the frontier consequently expanding it. This can be repeated until the frontier is empty or until we reach our destination node.

The main problem with using just breadth first for pathfinding is that you cannot add weighting to the nodes so an adapted version called Dijkstra’s Algorithm is used. Now a priority queue is used to represent the frontier allowing nodes to be added based on their cost.

Another improvement on this is called Greedy Best-First Search, this uses a heuristic based on the Manhattan distance to find the fastest route by picking the next neighbour based on its proximity to the goal node. Whilst this works great when there are very few obstacles in the way the paths produced are not the most efficient in a complex map.

The solution is to this is the A\* algorithm which “uses both the actual distance from the start and the estimated distance to the goal” (Red Blob Games, 2016). (POSSIBLY ADD MORE?)

# Methodology

There are several prerequisites for implementing the A\* algorithm, in order to minimise these the Unity game engine was used to visualise the end result.

Before the main A\* loop can be started, several other classes and data structures were required including, *SquareGrid*, *PriorityQueue*, *Location*. All of which are required to effectively implement the A algorithm. As well as these, Dictionaries were used to store key value pairs for *cameFrom* and *costSoFar*. This made it considerably easier and quicker to store and access all information about nodes and the costs to get to them.

# 3rd party additions
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