# Dynamic Programming

Dynamic Programming is an algorithmic paradigm that solves a given complex problem by breaking it into subproblems and stores the results of subproblems to avoid computing the same results again. Following are the two main properties of a problem that suggest that the given problem can be solved using Dynamic programming.

In this post, we will discuss first property (Overlapping Subproblems) in detail. The second property of Dynamic programming is discussed in next post i.e. [Set 2](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/).

1. Overlapping Subproblems
2. 2) Optimal Substructure

**1) Overlapping Subproblems:-**Like Divide and Conquer, Dynamic Programming combines solutions to sub-problems. Dynamic Programming is mainly used when solutions of same subproblems are needed again and again. In dynamic programming, computed solutions to subproblems are stored in a table so that these don’t have to recomputed. So Dynamic Programming is not useful when there are no common (overlapping) subproblems because there is no point storing the solutions if they are not needed again. For example, [Binary Search](http://en.wikipedia.org/wiki/Binary_search_algorithm) doesn’t have common subproblems. If we take example of following recursive program for Fibonacci Numbers, there are many subproblems which are solved again and again.

|  |
| --- |
| /\* simple recursive program for Fibonacci numbers \*/  int fib(int n)  {     if ( n <= 1 )        return n;     return fib(n-1) + fib(n-2);  } |

Recursion tree for execution of fib(5)

fib(5)

/ \

fib(4) fib(3)

/ \ / \

fib(3) fib(2) fib(2) fib(1)

/ \ / \ / \

fib(2) fib(1) fib(1) fib(0) fib(1) fib(0)

/ \

fib(1) fib(0)

We can see that the function f(3) is being called 2 times. If we would have stored the value of f(3), then instead of computing it again, we could have reused the old stored value. There are following two different ways to store the values so that these values can be reused:  
a) Memoization (Top Down)  
b) Tabulation (Bottom Up)

**a) Memoization (Top Down):**The memoized program for a problem is similar to the recursive version with a small modification that it looks into a lookup table before computing solutions. We initialize a lookup array with all initial values as NIL. Whenever we need solution to a subproblem, we first look into the lookup table. If the precomputed value is there then we return that value, otherwise we calculate the value and put the result in lookup table so that it can be reused later.

Following is the memoized version for nth Fibonacci Number.

/\* Java program for Memoized version \*/

public class Fibonacci

{

  final int MAX = 100;

  final int NIL = -1;

  int lookup[] = new int[MAX];

  /\* Function to initialize NIL values in lookup table \*/

  void \_initialize()

  {

    for (int i = 0; i < MAX; i++)

        lookup[i] = NIL;

  }

  /\* function for nth Fibonacci number \*/

  int fib(int n)

  {

    if (lookup[n] == NIL)

    {

      if (n <= 1)

          lookup[n] = n;

      else

          lookup[n] = fib(n-1) + fib(n-2);

    }

    return lookup[n];

  }

  public static void main(String[] args)

  {

    Fibonacci f = new Fibonacci();

    int n = 40;

    f.\_initialize();

    System.out.println("Fibonacci number is" + " " + f.fib(n));

  }

}

**b) Tabulation (Bottom Up):**The tabulated program for a given problem builds a table in bottom up fashion and returns the last entry from table. For example, for the same Fibonacci number, we first calculate fib(0) then fib(1) then fib(2) then fib(3) and so on. So literally, we are building the solutions of subproblems bottom-up. Following is the tabulated version for nth Fibonacci Number.

public class Fibonacci

{

  int fib(int n)

  {

    int f[] = new int[n+1];

    f[0] = 0;

    f[1] = 1;

    for (int i = 2; i <= n; i++)

          f[i] = f[i-1] + f[i-2];

    return f[n];

  }

  public static void main(String[] args)

  {

    Fibonacci f = new Fibonacci();

    int n = 9;

    System.out.println("Fibonacci number is" + " " + f.fib(n));

  }

}

**Output:-** Fibonacci number is 34

Both Tabulated and Memoized store the solutions of subproblems. In Memoized version, table is filled on demand while in Tabulated version, starting from the first entry, all entries are filled one by one. Unlike the Tabulated version, all entries of the lookup table are not necessarily filled in Memoized version. For example, [Memoized solution](https://www.ics.uci.edu/~eppstein/161/960229.html)of the [LCS problem](http://en.wikipedia.org/wiki/Longest_common_subsequence_problem)doesn’t necessarily fill all entries.

As we discussed in [Set 1](http://www.geeksforgeeks.org/?p=12635), following are the two main properties of a problem that suggest that the given problem can be solved using Dynamic programming:  
1) Overlapping Subproblems  
2) Optimal Substructure

We have already discussed Overlapping Subproblem property in the [Set 1](http://www.geeksforgeeks.org/?p=12635). Let us discuss Optimal Substructure property here.

**2) Optimal Substructure:-**A given problems has Optimal Substructure Property if optimal solution of the given problem can be obtained by using optimal solutions of its subproblems.

For example, the Shortest Path problem has following optimal substructure property:  
If a node x lies in the shortest path from a source node u to destination node v then the shortest path from u to v is combination of shortest path from u to x and shortest path from x to v. The standard All Pair Shortest Path algorithms like [Floyd–Warshall](http://en.wikipedia.org/wiki/Floyd%E2%80%93Warshall_algorithm) and [Bellman–Ford](http://en.wikipedia.org/wiki/Bellman%E2%80%93Ford_algorithm)are typical examples of Dynamic Programming.

On the other hand, the Longest Path problem doesn’t have the Optimal Substructure property. Here by Longest Path we mean longest simple path (path without cycle) between two nodes. Consider the following unweighted graph given in the [CLRS book](http://mitpress.mit.edu/catalog/item/default.asp?ttype=2&tid=11866). There are two longest paths from q to t: q→r→t and q→s→t. Unlike shortest paths, these longest paths do not have the optimal substructure property. For example, the longest path q→r→t is not a combination of longest path from q to r and longest path from r to t, because the longest path from q to r is q→s→t→r and the longest path from r to t is r→q→s→t
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# Longest Increasing Subsequence: - Let us discuss Longest Increasing Subsequence (LIS) problem as an example problem that can be solved using Dynamic Programming.

# The Longest Increasing Subsequence (LIS) problem is to find the length of the longest subsequence of a given sequence such that all elements of the subsequence are sorted in increasing order. For example, the length of LIS for {10, 22, 9, 33, 21, 50, 41, 60, 80} is 6 and LIS is {10, 22, 33, 50, 60, 80}.
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# More Examples:-

# Input : arr[] = {3, 10, 2, 1, 20}

# Output : Length of LIS = 3

# The longest increasing subsequence is 3, 10, 20

# Input : arr[] = {3, 2}

# Output : Length of LIS = 1

# The longest increasing subsequences are {3} and {2}

# Input : arr[] = {50, 3, 10, 7, 40, 80}

# Output : Length of LIS = 4

# The longest increasing subsequence is {3, 7, 40, 80}

**Optimal Substructure:**  
Let arr[0..n-1] be the input array and L(i) be the length of the LIS ending at index i such that arr[i] is the last element of the LIS.  
Then, L(i) can be recursively written as:  
L(i) = 1 + max( L(j) ) where 0 < j < i and arr[j] < arr[i]; or  
L(i) = 1, if no such j exists.  
To find the LIS for a given array, we need to return max(L(i)) where 0 < i < n.  
Thus, we see the LIS problem satisfies the optimal substructure property as the main problem can be solved using solutions to subproblems.

Following is a simple recursive implementation of the LIS problem. It follows the recursive structure discussed above.

class LIS

{

   static int max\_ref; // stores the LIS

   /\* To make use of recursive calls, this function must return two things:

   1) Length of LIS ending with element arr[n-1]. We use max\_ending\_here for this purpose.

   2) Overall maximum as the LIS may end with an element before arr[n-1] max\_ref is used this purpose.The value of LIS of full array of size n is stored in max\_ref which is our final result \*/

   static int \_lis(int arr[], int n)

   {

       // base case

       if (n == 1)

           return 1;

       // 'max\_ending\_here' is length of LIS ending with arr[n-1]

       int res, max\_ending\_here = 1;

        /\* Recursively get all LIS ending with arr[0], arr[1] ...

        arr[n-2]. If   arr[i-1] is smaller than arr[n-1], and max ending with

arr[n-1] needs to be updated, then update it \*/

        for (int i = 1; i < n; i++)

        {

            res = \_lis(arr, i);

            if (arr[i-1] < arr[n-1] && res + 1 > max\_ending\_here)

                max\_ending\_here = res + 1;

        }

      //Compare max\_ending\_here with the overall max. And update the overall max if needed

        if (max\_ref < max\_ending\_here)

           max\_ref = max\_ending\_here;

        // Return length of LIS ending with arr[n-1]

        return max\_ending\_here;

   }

    // The wrapper function for \_lis()

    static int lis(int arr[], int n)

    {

        // The max variable holds the result

         max\_ref = 1;

        // The function \_lis() stores its result in max

        \_lis( arr, n);

        // returns max

        return max\_ref;

    }

    public static void main(String args[])

    {

        int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };

        int n = arr.length;

        System.out.println("Length of lis is "+ lis(arr, n) + "n");

    }

 }

Length of lis is 5

**Overlapping Subproblems:-** Considering the above implementation, following is recursion tree for an array of size 4. lis(n) gives us the length of LIS for arr[].

lis(4)

/ |

lis(3) lis(2) lis(1)

/ /

lis(2) lis(1) lis(1)

/

lis(1)

We can see that there are many subproblems which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation. Following is a tabluated implementation for the LIS problem.

class LIS

{

    /\* lis() returns the length of the longest increasing

       subsequence in arr[] of size n \*/

    static int lis(int arr[],int n)

    {

          int lis[] = new int[n];

          int i,j,max = 0;

          /\* Initialize LIS values for all indexes \*/

           for ( i = 0; i < n; i++ )

              lis[i] = 1;

           /\* Compute optimized LIS values in bottom up manner \*/

           for ( i = 1; i < n; i++ )

              for ( j = 0; j < i; j++ )

                         if ( arr[i] > arr[j] && lis[i] < lis[j] + 1)

                    lis[i] = lis[j] + 1;

           /\* Pick maximum of all LIS values \*/

           for ( i = 0; i < n; i++ )

              if ( max < lis[i] )

                 max = lis[i];

            return max;

    }

    public static void main(String args[])

    {

        int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };

            int n = arr.length;

            System.out.println("Length of lis is " + lis( arr, n ) + "n" );

    }

}

**Output**: - Length of lis is 5

Note that the time complexity of the above Dynamic Programming (DP) solution is O(n^2) and there is a O(nLogn) solution for the LIS problem. We have not discussed the O(n Log n) solution here as the purpose of this post is to explain Dynamic Programming with a simple example.

**Longest Common Subsequence :-** *LCS Problem Statement:* Given two sequences, find the length of longest subsequence present in both of them. A subsequence is a sequence that appears in the same relative order, but not necessarily contiguous. For example, “abc”, “abg”, “bdf”, “aeg”, ‘”acefg”, .. etc are subsequences of “abcdefg”. So a string of length n has 2^n different possible subsequences.

It is a classic computer science problem, the basis of [diff](http://en.wikipedia.org/wiki/Diff)(a file comparison program that outputs the differences between two files), and has applications in bioinformatics.

**Examples:-** LCS for input Sequences “ABCDGH” and “AEDFHR” is “ADH” of length 3.  
LCS for input Sequences “AGGTAB” and “GXTXAYB” is “GTAB” of length 4.

The naive solution for this problem is to generate all subsequences of both given sequences and find the longest matching subsequence. This solution is exponential in term of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem.

**1) Optimal Substructure:**- Let the input sequences be X[0..m-1] and Y[0..n-1] of lengths m and n respectively. And let L(X[0..m-1], Y[0..n-1]) be the length of LCS of the two sequences X and Y. Following is the recursive definition of L(X[0..m-1], Y[0..n-1]).

If last characters of both sequences match (or X[m-1] == Y[n-1]) then  
L(X[0..m-1], Y[0..n-1]) = 1 + L(X[0..m-2], Y[0..n-2])

If last characters of both sequences do not match (or X[m-1] != Y[n-1]) then  
L(X[0..m-1], Y[0..n-1]) = MAX ( L(X[0..m-2], Y[0..n-1]), L(X[0..m-1], Y[0..n-2])

Examples:- 1) Consider the input strings “AGGTAB” and “GXTXAYB”. Last characters match for the strings. So length of LCS can be written as:  
L(“AGGTAB”, “GXTXAYB”) = 1 + L(“AGGTA”, “GXTXAY”)

![longest-common-subsequence](data:image/png;base64,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)

2) Consider the input strings “ABCDGH” and “AEDFHR. Last characters do not match for the strings. So length of LCS can be written as:  
L(“ABCDGH”, “AEDFHR”) = MAX ( L(“ABCDG”, “AEDFHR”), L(“ABCDGH”, “AEDFH”) )

So the LCS problem has optimal substructure property as the main problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems:**- Following is simple recursive implementation of the LCS problem. The implementation simply follows the recursive structure mentioned above.

/\* A Naive recursive implementation of LCS problem in java\*/

public class LongestCommonSubsequence

{

  /\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/

  int lcs( char[] X, char[] Y, int m, int n )

  {

    if (m == 0 || n == 0)

      return 0;

    if (X[m-1] == Y[n-1])

      return 1 + lcs(X, Y, m-1, n-1);

    else

      return max(lcs(X, Y, m, n-1), lcs(X, Y, m-1, n));

  }

  /\* Utility function to get max of 2 integers \*/

  int max(int a, int b)

  {

    return (a > b)? a : b;

  }

  public static void main(String[] args)

  {

    LongestCommonSubsequence lcs = new LongestCommonSubsequence();

    String s1 = "AGGTAB";

    String s2 = "GXTXAYB";

    char[] X=s1.toCharArray();

    char[] Y=s2.toCharArray();

    int m = X.length;

    int n = Y.length;

    System.out.println("Length of LCS is" + " " +

                                  lcs.lcs( X, Y, m, n ) );

  }

}

**Output**:- Length of LCS is 4

Time complexity of the above naive recursive approach is O(2^n) in worst case and worst case happens when all characters of X and Y mismatch i.e., length of LCS is 0.  
Considering the above implementation, following is a partial recursion tree for input strings “AXYT” and “AYZX”

lcs("AXYT", "AYZX")

/

lcs("AXY", "AYZX") lcs("AXYT", "AYZ")

/ /

lcs("AX", "AYZX") lcs("AXY", "AYZ") lcs("AXY", "AYZ") lcs("AXYT", "AY")

In the above partial recursion tree, lcs(“AXY”, “AYZ”) is being solved twice. If we draw the complete recursion tree, then we can see that there are many subproblems which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation. Following is a tabulated implementation for the LCS problem.

/\* Dynamic Programming Java implementation of LCS problem \*/

public class LongestCommonSubsequence

{

  /\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/

  int lcs( char[] X, char[] Y, int m, int n )

  {

    int L[][] = new int[m+1][n+1];

    /\* Following steps build L[m+1][n+1] in bottom up fashion. Note

         that L[i][j] contains length of LCS of X[0..i-1] and Y[0..j-1] \*/

    for (int i=0; i<=m; i++)

    {

      for (int j=0; j<=n; j++)

      {

        if (i == 0 || j == 0)

            L[i][j] = 0;

        else if (X[i-1] == Y[j-1])

            L[i][j] = L[i-1][j-1] + 1;

        else

            L[i][j] = max(L[i-1][j], L[i][j-1]);

      }

    }

  return L[m][n];

  }

  /\* Utility function to get max of 2 integers \*/

  int max(int a, int b)

  {

    return (a > b)? a : b;

  }

  public static void main(String[] args)

  {

    LongestCommonSubsequence lcs = new LongestCommonSubsequence();

    String s1 = "AGGTAB";

    String s2 = "GXTXAYB";

    char[] X=s1.toCharArray();

    char[] Y=s2.toCharArray();

    int m = X.length;

    int n = Y.length;

    System.out.println("Length of LCS is" + " " + lcs.lcs( X, Y, m, n ) );

  }

}

Time Complexity of the above implementation is O(mn) which is much better than the worst case time complexity of Naive Recursive implementation.

Count number of ways to cover a distance:- Given a distance ‘dist, count total number of ways to cover the distance with 1, 2 and 3 steps.

Input: n = 3 Output: 4

Below are the four ways :-

1 step + 1 step + 1 step

1 step + 2 step

2 step + 1 step

3 step

Input: n = 4

Output: 7

class GFG

{

    // Function returns count of ways to cover 'dist'

    static int printCountRec(int dist)

    {

        // Base cases

        if (dist<0)

            return 0;

        if (dist==0)

            return 1;

        // Recur for all previous 3 and add the results

        return printCountRec(dist-1) +

               printCountRec(dist-2) +

               printCountRec(dist-3);

    }

    // driver program

    public static void main (String[] args)

    {

        int dist = 4;

        System.out.println(printCountRec(dist));

    }

}

Output:- 7

The time complexity of above solution is exponential, a close upper bound is O(3n). If we draw the complete recursion tree, we can observer that many subproblems are solved again and again. For example, when we start from n = 6, we can reach 4 by subtracting one 2 times and by subtracting 2 one times. So the subproblem for 4 is called twice.  
Since same suproblems are called again, this problem has Overlapping Subprolems property. So min square sum problem has both properties (see [this](http://www.geeksforgeeks.org/archives/12635)and [this](http://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array count[] in bottom up manner.

// A Dynamic Programming based Java program to count number of ways to cover a distance with 1, 2 and 3 steps

import java.io.\*;

class GFG

{

    // Function returns count of ways to cover 'dist'

    static int printCountDP(int dist)

    {

        int[] count = new int[dist+1];

        // Initialize base values. There is one way to cover 0 and 1 distances and two ways to cover 2 distance

        count[0] = 1;

        count[1] = 1;

        count[2] = 2;

        // Fill the count array in bottom up manner

        for (int i=3; i<=dist; i++)

            count[i] = count[i-1] + count[i-2] + count[i-3];

        return count[dist];

    }

    public static void main (String[] args)

    {

        int dist = 4;

        System.out.println(printCountDP(dist));

    }

}

**Output:-** 7

Asked in: [Amazon](http://practice.geeksforgeeks.org/company/Amazon/)

# Find the longest path in a matrix with given constraints: - Given a n\*n matrix where all numbers are distinct, find the maximum length path (starting from any cell) such that all cells along the path are in increasing order with a difference of 1.

We can move in 4 directions from a given cell (i, j), i.e., we can move to (i+1, j) or (i, j+1) or (i-1, j) or (i, j-1) with the condition that the adjacent cells have a difference of 1. Example:

Input: mat[][] = {{1, 2, 9}

{5, 3, 8}

{4, 6, 7}}

Output: 4 The longest path is 6-7-8-9.

The idea is simple, we calculate longest path beginning with every cell. Once we have computed longest for all cells, we return maximum of all longest paths. One important observation in this approach is many overlapping subproblems. Therefore this problem can be optimally solved using Dynamic Programming.

Below is Dynamic Programming based implementation that uses a lookup table dp[][] to check if a problem is already solved or not.

// Java program to find the longest path in a matrix with given constraints

class GFG

{

    public static int n = 3;

    // Function that returns length of the longest path beginning with mat[i][j] This function mainly uses lookup table dp[n][n]

    static int findLongestFromACell(int i, int j, int mat[][], int dp[][])

    {

        // Base case

        if (i<0 || i>=n || j<0 || j>=n)

            return 0;

        // If this subproblem is already solved

        if (dp[i][j] != -1)

            return dp[i][j];

        // Since all numbers are unique and in range from 1 to n\*n,

        // there is atmost one possible direction from any cell

        if (j<n-1 && ((mat[i][j] +1) == mat[i][j+1]))

            return dp[i][j] = 1 + findLongestFromACell(i,j+1,mat,dp);

        if (j>0 && (mat[i][j] +1 == mat[i][j-1]))

            return dp[i][j] = 1 + findLongestFromACell(i,j-1,mat,dp);

        if (i>0 && (mat[i][j] +1 == mat[i-1][j]))

            return dp[i][j] = 1 + findLongestFromACell(i-1,j,mat,dp);

        if (i<n-1 && (mat[i][j] +1 == mat[i+1][j]))

            return dp[i][j] = 1 + findLongestFromACell(i+1,j,mat,dp);

        // If none of the adjacent fours is one greater

        return dp[i][j] = 1;

    }

  // Function that returns length of the longest path beginning with any cell

    static int finLongestOverAll(int mat[][])

    {

        // Initialize result

        int result = 1;

        // Create a lookup table and fill all entries in it as -1

        int[][] dp = new int[n][n];

        for(int i=0;i<n;i++)

            for(int j=0;j<n;j++)

                dp[i][j] = -1;

        // Compute longest path beginning from all cells

        for (int i=0; i<n; i++)

        {

            for (int j=0; j<n; j++)

            {

                if (dp[i][j] == -1)

                    findLongestFromACell(i, j, mat, dp);

                //  Update result if needed

                result = Math.max(result, dp[i][j]);

            }

        }

        return result;

    }

    public static void main (String[] args)

    {

        int  mat[][] = { {1, 2, 9},

                         {5, 3, 8},

                         {4, 6, 7} };

System.out.print("Len of longest path is" + finLongestOverAll(mat));

    }

}

**Output:-** Length of the longest path is 4

Time complexity of the above solution is O(n2). It may seem more at first look. If we take a closer look, we can notice that all values of dp[i][j] are computed only once.