![](data:image/png;base64,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)

TextMetal v4.1.1  
project documentation

Copyright ©2002-2012 Daniel Bullington (dpbullington@gmail.com)

TextMetal is released under the MIT License

Permission is hereby granted, free of charge, to any person obtaining a copy

of this software and associated documentation files (the "Software"), to deal

in the Software without restriction, including without limitation the rights

to use, copy, modify, merge, publish, distribute, sublicense, and/or sell

copies of the Software, and to permit persons to whom the Software is

furnished to do so, subject to the following conditions:

The above copyright notice and this permission notice shall be included in

all copies or substantial portions of the Software.

THE SOFTWARE IS PROVIDED "AS IS", WITHOUT WARRANTY OF ANY KIND, EXPRESS OR

IMPLIED, INCLUDING BUT NOT LIMITED TO THE WARRANTIES OF MERCHANTABILITY,

FITNESS FOR A PARTICULAR PURPOSE AND NONINFRINGEMENT. IN NO EVENT SHALL THE

AUTHORS OR COPYRIGHT HOLDERS BE LIABLE FOR ANY CLAIM, DAMAGES OR OTHER

LIABILITY, WHETHER IN AN ACTION OF CONTRACT, TORT OR OTHERWISE, ARISING FROM,

OUT OF OR IN CONNECTION WITH THE SOFTWARE OR THE USE OR OTHER DEALINGS IN

THE SOFTWARE.

Table of Contents

[The Rationale for TextMetal 3](#_Toc330588976)

[Frequently Asked Questions (FAQs) 4](#_Toc330588977)

[Building TextMetal from the Source Code 6](#_Toc330588978)

[Visual Studio 2010 6](#_Toc330588979)

[Windows SDK 7.1 6](#_Toc330588980)

[SharpDevelop 6](#_Toc330588981)

[MonoDevelop 6](#_Toc330588982)

[Targeting the .NET Framework v3.5 Profile 6](#_Toc330588983)

[Installing from the Package 7](#_Toc330588984)

[Running for the First Time 8](#_Toc330588985)

[Download and Play with Samples 10](#_Toc330588986)

[Generating Persistence Layers (pure ADO.NET) 11](#_Toc330588987)

[Generating Persistence Layers (with LINQ to SQL) 12](#_Toc330588988)

[Generating Persistence Layers (with Entity Framework) 13](#_Toc330588989)

[TextMetal Architecture 14](#_Toc330588990)

[TextMetal Out of the Box Constructs 15](#_Toc330588991)

[TextMetal Custom Hosts 16](#_Toc330588992)

[TextMetal Custom Elements 17](#_Toc330588993)

[TextMetal Command Line Reference 18](#_Toc330588994)

# The Rationale for TextMetal

Not wanting to leverage heavy, bloated, complex object relational/mapping frameworks (LINQ, Entity Framework, NHibernate, etc.) for several high performance-required applications, the development team originally built TextMetal as a slimmed down fork of the previous Software is Hardwork Library (from the same development team). This allowed the team to focus on the goal of creating a text templating/code generation tool which could generate any textual artifact in general, but with an eye toward domain/data/persistence layer generation in specific. TextMetal is a realization of these goals: the code underlying the templating engine remains mostly generic and constant, while a set of baseline template XML files ship with TextMetal that serve as the "magic spells" which guide the TextMetal tool in generating a fully functional domain/data/persistence layer. Remember however, TextMetal can and does generate any textual artifact for any type of process (software development, build automation, data analysis, etc.).

# Frequently Asked Questions (FAQs)

1. What is a text templating engine (colloquially: "code generator")?
   1. A text templating engine is a program that given a set of inputs produces a correct set of outputs for downstream consumption. Inputs traditionally are text files, XML files, database schema information, etc. Outputs are traditionally XML files, HTML files, program code (C#/VB/C++, etc.), but can be anything useful. These outputs are then consumed by other processes such as compilers, web server scripting interpreters, custom tools, and more.
2. Should I really trust a "code generator" to write production code for my critical application?
   1. Mention "code generation" to most developers and they give you the look like a toddler eating broccoli for the first time. This is only natural; most code generators suck. Some suck less; others suck more. But, at the end of the day, consider this: a software development process that is repeatable and deterministic yields higher quality and less defects. Adding a well-designed code generation process to your overall development strategy can help orient your team to that trajectory. The team must swallow the broccoli; eventually they will learn to like it.
3. If I use a "code generator", does that mean I can save money on developer time?
   1. Possibly. There is an initial investment up front to intelligently and pragmatically integrate code generation into your development process. Factor in template creation, testing, etc. into your project plan or product backlog. Once you catch a stride and assuming your applications are traditional CRUD apps, your team could be generating persistence layers, domain entities, mappings, skeleton UI markup/code, test suites, and more. The sky is the limit; TextMetal is proven to do everything listed here.
4. What runtimes/platforms does TextMetal support?
   1. CLR: Any Windows version that the Microsoft .NET Framework 4.0 supports; Microsoft .NET Framework 3.5 SP1 is supported but requires building from source with a few compiler defines.
   2. Mono: Any Windows, Mac, or Linux version that the Mono supports (including Android for the TextMetal.Core library); requires building from source with a few compiler defines.
5. What other alternatives to TextMetal exist?
   1. CodeSmith Code Generator (commercial)
   2. Microsoft T4 for Visual Studio (commercial)
   3. MyGeneration (open source)
   4. EntitySpaces (commercial)
   5. Code OnTime Generator (commercial)
6. What makes TextMetal unique? Why should I use TextMetal instead of the alternatives?
   1. It is 100% open source, free, with binary and source packages.
   2. Written from the ground up by a world class software architect to solve real world, production "code generation" and build automation problems.
   3. TextMetal supports Mono and Mono for Android.
   4. TextMetal is easily extensible and can be hosted within any application.
   5. TextMetal features a command line host which can be integrated into automated build systems.
   6. Source code is legible, fluent, and self-explanatory.
   7. Source code is actively maintained and the project has a 3+ year track record in production systems.
   8. TextMetal aims to be zero friction: even though it ships with sample (production quality) templates to generate a persistence layer for instance, YOU decide what to generate based on your needs.
   9. Fast execution.
   10. XML-based, tool friendly template language.
7. Can I integrate TextMetal into my custom application?
   1. Indeed! TextMetal ships with a console host designed for general purpose text/code generation but can be hosted in any application (console, GUI, web, service, etc.) There are samples which provide custom hosting for email templating and even an ASP.NET MVC view engine based host.

# Building TextMetal from the Source Code

## Visual Studio 2010

1. Ensure that you have Visual Studio 2010 installed.
2. Obtain the source tree per the instructions on the 'Source' tab.
3. Open the solution file '(root)/src/TextMetal.sln' in Visual Studio 2010.
4. Build the solution (Build menu > Build Solution menu item).
5. Ensure that the build is successful in the 'Output' window.

## Windows SDK 7.1

1. Ensure that you have the Windows SDK 7.1 installed.
2. Obtain the source tree per the instructions on the 'Source' tab.
3. Double click 'trunk.bat' in the folder '(root)'.
4. This will present a green on black console with .NET tools on the PATH.
5. Type 'b(enter)' to run the build batch script.
6. You may specify the build flavor (debug or release) using the respective flags: -debug | -release
7. Ensure that the build is successful: 'Completed successfully.' should be displayed.

## SharpDevelop

1. Ensure that you have the Windows SDK 7.1 installed.
2. Obtain the source tree per the instructions on the 'Source' tab.
3. Either open the solution file '(root)/src/TextMetal.sln' in SharpDevelop.
4. Build the solution.
5. Ensure that the build is successful in the 'Output' window.

## MonoDevelop

1. Obtain the source tree per the instructions on the 'Source' tab.
2. Either open the solution file '(root)/src/TextMetal.sln' in MonoDevelop.
3. Build the solution.
4. Ensure that the build is successful in the 'Output' window.

## Targeting the .NET Framework v3.5 Profile

1. Edit the '(root)/src/.csproj' files: change the  
   <targetframeworkversion></targetframeworkversion>  
   element values from 'v4.0' to 'v3.5'.
2. Edit the '(root)/src/.csproj' files: append the  
   <defineconstants></defineconstants>  
   element values with 'DEFINE\_CLR\_VERSION\_20'.
3. Edit the '(root)/src/TextMetal.WebHostSample/Web.config' file: Change occurrences of '4.0.0.0' to **either** '2.0.0.0' or '3.5.0.0' depending on context.

# Installing from the Package

We do not have pre-built packages as of yet. We plan on creating MSI and NuGet packages in the future. If you would like to contribute to this effort, please send an email.

# Running for the First Time

The following prerequisites are required:

1. Make sure you have either built from source or installed using a package.
2. Make sure you have access to a SQL Server 2005+ instance with create database permissions.

Here is how you can see what TextMetal does well:

1. On your SQL Server instance, execute the '(root)\src\TextMetal.WebHostSample\Objects\Model\SQL\setup\_sql\_server\_db.sql' DML script.
2. This will create a new catalog called 'TextMetalWebHostSample' and a few sample schema objects.
3. Open the '(root)\template\AdoNet\_Code\_Generation' directory.
4. Open the 'adonet\_codegen\_execute.bat' file in a text editor and change the 'Data Source=(local)' snippet to point to the SQL Server 2005+ instance used previously.
5. The application will crank out stuff. Open the 'output' folder and open the generated solution file 'TMWHS.Model.sln'.
6. Viola! Text templating goodness!

Here is how you can see what TextMetal does well on YOUR "stuff":

1. Delete the 'output' folder created in the previous section.
2. Open the 'adonet\_codegen\_execute.bat' file in a text editor and change the connection string to point to ANY SQL Server 2005+ instance.
3. Try pointing to a SQL Server 2005+ instance that mirrors a real application in your sphere of influence.
4. The application will crank out stuff. Open the 'output' folder and open the generated solution file 'TMWHS.Model.sln'.
5. Viola! Text templating goodness on YOUR "stuff"!

The above process demonstrated using the SqlServerSchemaSourceStrategy to generate a complete and functional data access layer with unit and integration test suites. This same process is used in numerous mission critical production applications.

NOTE: We support SQLite as well at runtime; schema support is on the roadmap. In the future we expect to provide schema support for SQLite. While we would love to support MS Access (JET), MySQL, Oracle, and PostgreSQL, we do not have infrastructure or bandwidth to commit to this at the moment.

Just remember, TextMetal can generate any kind of text output, leveraging an array of in the box "sources":

* SQL Server 2005+ Schema
* Object (serialized by XmlSerializer)
* Object (serialized by XmlPersistEngine)
* Associative Object (serialized by XmlPersistEngine)
* XML Schema (simplified, top level elemental)
* Text File (linear, delimited)
* Public Reflection API Discover
* Any ADO.NET Provider - Data
* Null

# Download and Play with Samples

NOTE: The 'Samples' Git repository has been deleted. We will be rolling samples into the main source tree once other preparation work has been completed.

# Generating Persistence Layers (pure ADO.NET)

When provided a SQL Server 2005 or higher database connection, TextMetal will generate a set of C# projects (DomainModel, UnitTests, and IntegrationTests) to serve as the foundation for a generic, high performance data/persistence layer. Within the DomainModel project, pure, clean C# code is generated for: domain classes (tables and views), request/result/response classes for stored procedures (where applicable), domain query classes for the 80/20 scenarios, repository classes, and mapping methods between the object and the database. Mapping uses ADO.NET in a proper and generic manner; deviations from standard behavior (parameter types, SQL dialect, etc.) are delineated on a connection type basis and are selected and used seamlessly and transparently at runtime.

The code that is generated supports SQL Server 2000+, SQL CE 4.0+, and SQLite (Mono.Data.Sqlite AND System.Data.SQLite) providers. All that is needed is to change the target database is to edit the application configuration file: change the connection string (connectionStrings/add/@connectionString) and the (assembly qualified) connection type (connectionStrings/add/@providerName). NOTE: Although MSDN notes that "the providerName is the invariant name of the .NET Framework data provider, which is registered in the machine.config file", TextMetal overloads @providerName to represent the connection type (e.g. System.Data.SqlConnection, et. al). Classes are generated as partial for customization while being re-generatively safe.

Of course, there is trade-offs in this approach: we value clean, debuggable, performant data access layers over the alternative; you do not get LINQ support (yet), out of the box dynamic queries, joins/projections, and if there are custom logic needed, then you have to customize the generated code. The goal was performance over conveniences; the missing features other frameworks offer is known and understood. As this tool matured, adding support for mobile platforms underscored the necessity for clean, debuggable, performant data access code.

# Generating Persistence Layers (with LINQ to SQL)

Coming soon!

# Generating Persistence Layers (with Entity Framework)

We do not have templates for this as of yet. We plan on creating templates in the future. If you would like to contribute to this effort, please send an email.

# TextMetal Architecture

Coming soon!

# TextMetal Out of the Box Constructs

Coming soon!

# TextMetal Custom Hosts

Coming soon!

# TextMetal Custom Elements

Coming soon!

# TextMetal Command Line Reference

TextMetal ships with an out of the box console host. Most users will leverage this tool to generate text artifacts.

USAGE: textmetal.exe  
                -templatefile:"<filepath>|?"  
                -sourcefile:"<filepath>|?"  
                -basedir:"<directorypath>|?"  
                -sourcestrategy:"<asmqualtypename>"  
                -strict:"true|false"

|  |  |  |
| --- | --- | --- |
| Option | Required | Description |
| templatefile | Yes | A file path to the TextMetal template to use. The path is canonicalized, relative to the current directory. |
| sourcefile | Yes | A source strategy dependent value used to identify which source to use. If the source strategy expects a file path, then path is canonicalized, relative to the current directory. If the source strategy operates on a database, then it will expect a provider specific connection string instead. |
| basedir | Yes | The output directory path where output artifacts are rooted. The path is canonicalized, relative to the current directory. If any part of the path does not exist, an attempt to create it will occur. Templates may define sub-directories and files using the OutputScopeConstruct. |
| sourcestrategy | Yes | An assembly qualified type name indicating the source strategy to leverage. The type must implement the 'TextMetal.Core.SourceModel.ISourceStrategy' interface. |
| strict | Yes | A boolean value {true | false} indicating whether to enforce strict matching semantics. It is recommended that this be set to 'true'. |