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# Title: Difference between abstract and interface with an example using code.

Objective:

Explore the Difference between Abstract Class and Interface in Java. The Abstract class and Interface both are used to have abstraction. **An abstract class contains an abstract keyword on the declaration whereas an Interface is a sketch that is used to implement a class.**

Analysis.

As we know that abstraction refers to hiding the internal implementation of the feature and only showing the functionality to the users. i.e. what it works (showing), how it works (hiding). Both [abstract class](https://www.geeksforgeeks.org/abstract-classes-in-java/) and [interface](https://www.geeksforgeeks.org/interfaces-in-java/) are used for abstraction, henceforth Interface and Abstract Class are required prerequisites.

![Abstract Class vs Interface](data:image/png;base64,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)

**Abstract class vs Interface**

* **Type of methods:** Interface can have only abstract methods. An abstract class can have abstract and non-abstract methods. From Java 8, it can have default and static methods also. From Java 9, it can have private concrete methods as well.
* **Final Variables:** Variables declared in a Java interface are by default final. An abstract class may contain non-final variables.
* **Type of variables:** Abstract class can have final, non-final, static and non-static variables. The interface has only static and final variables.
* **Implementation:** Abstract class can provide the implementation of the interface. Interface can’t provide the implementation of an abstract class.
* **Inheritance vs Abstraction:** A Java interface can be implemented using the keyword “implements” and an abstract class can be extended using the keyword “extends”.
* **Multiple implementations:** An interface can extend one or more Java interfaces; an abstract class can extend another Java class and implement multiple Java interfaces.
* **Multiple Inheritance:**  Interface supports multiple inheritance; an abstract class does not support multiple inheritance.
* **Accessibility of Data Members:** Members of a Java interface are public by default. A Java abstract class can have class members like private, protected, etc.

Implementation

|  |
| --- |
| Java Program to Illustrate Concept of  // Abstract Class    // Importing required classes  import java.io.\*;    // Class 1  // Helper abstract class  abstract class Shape {        // Declare fields      String objectName = " ";        // Constructor of this class      Shape(String name) { this.objectName = name; }        // Method      // Non-abstract methods      // Having as default implementation      public void moveTo(int x, int y)      {          System.out.println(this.objectName + " "                             + "has been moved to"                             + " x = " + x + " and y = " + y);      }        // Method 2      // Abstract methods which will be      // implemented by its subclass(es)      abstract public double area();      abstract public void draw();  }    // Class 2  // Helper class extending Class 1  class Rectangle extends Shape {        // Attributes of rectangle      int length, width;        // Constructor      Rectangle(int length, int width, String name)      {            // Super keyword refers to current instance itself          super(name);            // this keyword refers to current instance itself          this.length = length;          this.width = width;      }        // Method 1      // To draw rectangle      @Override public void draw()      {          System.out.println("Rectangle has been drawn ");      }        // Method 2      // To compute rectangle area      @Override public double area()      {          // Length \* Breadth          return (double)(length \* width);      }  }    // Class 3  // Helper class extending Class 1  class Circle extends Shape {        // Attributes of a Circle      double pi = 3.14;      int radius;        // Constructor      Circle(int radius, String name)      {          // Super keyword refers to parent class          super(name);          // This keyword refers to current instance itself          this.radius = radius;      }        // Method 1      // To draw circle      @Override public void draw()      {          // Print statement          System.out.println("Circle has been drawn ");      }        // Method 2      // To compute circle area      @Override public double area()      {          return (double)((pi \* radius \* radius));      }  }    // Class 4  // Main class  class GFG {        // Main driver method      public static void main(String[] args)      {          // Creating the Object of Rectangle class          // and using shape class reference.          Shape rect = new Rectangle(2, 3, "Rectangle");            System.out.println("Area of rectangle: "                             + rect.area());            rect.moveTo(1, 2);            System.out.println(" ");            // Creating the Objects of circle class          Shape circle = new Circle(2, "Circle");            System.out.println("Area of circle: "                             + circle.area());            circle.moveTo(2, 4);      }  } |

**Output**

Area of rectangle: 6.0

Rectangle has been moved to x = 1 and y = 2

Area of circle: 12.56

Circle has been moved to x = 2 and y = 4

What if we don’t have any common code between rectangle and circle then go with the interface.

**Example 1-B:**

|  |
| --- |
| // Java Program to Illustrate Concept of Interface    // Importing I/O classes  import java.io.\*;    // Interface  interface Shape {        // Abstract method      void draw();      double area();  }    // Class 1  // Helper class  class Rectangle implements Shape {        int length, width;        // constructor      Rectangle(int length, int width)      {          this.length = length;          this.width = width;      }        @Override public void draw()      {          System.out.println("Rectangle has been drawn ");      }        @Override public double area()      {          return (double)(length \* width);      }  }    // Class 2  // Helper class  class Circle implements Shape {        double pi = 3.14;      int radius;        // constructor      Circle(int radius) { this.radius = radius; }        @Override public void draw()      {          System.out.println("Circle has been drawn ");      }        @Override public double area()      {            return (double)((pi \* radius \* radius));      }  }    // Class 3  // Main class  class GFG {        // Main driver method      public static void main(String[] args)      {          // Creating the Object of Rectangle class          // and using shape interface reference.          Shape rect = new Rectangle(2, 3);            System.out.println("Area of rectangle: "                             + rect.area());            // Creating the Objects of circle class          Shape circle = new Circle(2);            System.out.println("Area of circle: "                             + circle.area());      }  } |

**Output**

Area of rectangle: 6.0

Area of circle: 12.56

**When to use what?**

Consider using abstract classes if any of these statements apply to your situation:

* In the java application, there are some related classes that need to share some lines of code then you can put these lines of code within the abstract class and this abstract class should be extended by all these related classes.
* You can define the non-static or non-final field(s) in the abstract class so that via a method you can access and modify the state of the object to which they belong.
* You can expect that the classes that extend an abstract class have many common methods or fields, or require access modifiers other than public (such as protected and private).

Consider using interfaces if any of these statements apply to your situation:

* It is a total abstraction, All methods declared within an interface must be implemented by the class(es) that implements this interface.A class can implement more than one interface. It is called multiple inheritances.

Conclusion.

he interface is a blueprint that can be used to implement a class. The interface does not contain any concrete methods (methods that have code). All the methods of an interface are abstract methods.

A class which has the abstract keyword in its declaration is called abstract class. Abstract classes should have zero or more abstract methods. i.e., methods without a body. It can have multiple concrete methods.