TypeScript - Overview

javaScript was introduced as a language for the client side. The development of Node.js has marked JavaScript as an emerging server-side technology too. However, as JavaScript code grows, it tends to get messier, making it difficult to maintain and reuse the code. Moreover, its failure to embrace the features of Object Orientation, strong type checking and compile-time error checks prevents JavaScript from succeeding at the enterprise level as a full-fledged server-side technology. **TypeScript** was presented to bridge this gap.

What is TypeScript?

By definition, “TypeScript is JavaScript for application-scale development.”

TypeScript is a strongly typed, object oriented, compiled language. It was designed by **Anders Hejlsberg** (designer of C#) at Microsoft. TypeScript is both a language and a set of tools. TypeScript is a typed superset of JavaScript compiled to JavaScript. In other words, TypeScript is JavaScript plus some additional features.

## Features of TypeScript

**TypeScript is just JavaScript**. TypeScript starts with JavaScript and ends with JavaScript. Typescript adopts the basic building blocks of your program from JavaScript. Hence, you only need to know JavaScript to use TypeScript. All TypeScript code is converted into its JavaScript equivalent for the purpose of execution.

**TypeScript supports other JS libraries**. Compiled TypeScript can be consumed from any JavaScript code. TypeScript-generated JavaScript can reuse all of the existing JavaScript frameworks, tools, and libraries.

**JavaScript is TypeScript**. This means that any valid **.js** file can be renamed to **.ts** and compiled with other TypeScript files.

**TypeScript is portable**. TypeScript is portable across browsers, devices, and operating systems. It can run on any environment that JavaScript runs on. Unlike its counterparts, TypeScript doesn’t need a dedicated VM or a specific runtime environment to execute.

### **TypeScript and ECMAScript**

The ECMAScript specification is a standardized specification of a scripting language. There are six editions of ECMA-262 published. Version 6 of the standard is codenamed "Harmony". TypeScript is aligned with the ECMAScript6 specification.

## Why Use TypeScript?

TypeScript is superior to its other counterparts like CoffeeScript and Dart programming languages in a way that TypeScript is extended JavaScript. In contrast, languages like Dart, CoffeeScript are new languages in themselves and require language-specific execution environment.

The benefits of TypeScript include −

* **Compilation** − JavaScript is an interpreted language. Hence, it needs to be run to test that it is valid. It means you write all the codes just to find no output, in case there is an error. Hence, you have to spend hours trying to find bugs in the code. The TypeScript transpiler provides the error-checking feature. TypeScript will compile the code and generate compilation errors, if it finds some sort of syntax errors. This helps to highlight errors before the script is run.
* **Strong Static Typing** − JavaScript is not strongly typed. TypeScript comes with an optional static typing and type inference system through the TLS (TypeScript Language Service). The type of a variable, declared with no type, may be inferred by the TLS based on its value.
* TypeScript **supports type definitions** for existing JavaScript libraries. TypeScript Definition file (with **.d.ts** extension) provides definition for external JavaScript libraries. Hence, TypeScript code can contain these libraries.
* TypeScript **supports Object Oriented Programming** concepts like classes, interfaces, inheritance, etc.

## Components of TypeScript

At its heart, TypeScript has the following three components −

* **Language** − It comprises of the syntax, keywords, and type annotations.
* **The TypeScript Compiler** − The TypeScript compiler (tsc) converts the instructions written in TypeScript to its JavaScript equivalent.
* **The TypeScript Language Service** − The "Language Service" exposes an additional layer around the core compiler pipeline that are editor-like applications. The language service supports the common set of a typical editor operations like statement completions, signature help, code formatting and outlining, colorization, etc.

### **Declaration Files**

When a TypeScript script gets compiled, there is an option to generate a **declaration file** (with the extension **.d.ts**) that functions as an interface to the components in the compiled JavaScript. The concept of declaration files is analogous to the concept of header files found in C/C++. The declaration files (files with **.d.ts** extension) provide intellisense for types, function calls, and variable support for JavaScript libraries like jQuery, MooTools, etc.

## Local Environment Setup

Typescript is an Open Source technology. It can run on any browser, any host, and any OS. You will need the following tools to write and test a Typescript program −

### **A Text Editor**

The text editor helps you to write your source code. Examples of a few editors include Windows Notepad, Notepad++, Emacs, vim or vi, etc. Editors used may vary with Operating Systems.

The source files are typically named with the extension **.ts**

### **The TypeScript Compiler**

The TypeScript compiler is itself a **.ts** file compiled down to JavaScript (.js) file. The TSC (TypeScript Compiler) is a source-to-source compiler (transcompiler / transpiler).
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The TSC generates a JavaScript version of the **.ts** file passed to it. In other words, the TSC produces an equivalent JavaScript source code from the Typescript file given as an input to it. This process is termed as transpilation.

However, the compiler rejects any raw JavaScript file passed to it. The compiler deals with only **.ts** or **.d.ts** files.

# **TypeScript - Basic Syntax**

Syntax defines a set of rules for writing programs. Every language specification defines its own syntax. A TypeScript program is composed of −

* Modules
* Functions
* Variables
* Statements and Expressions
* Comments
* Your First TypeScript Code
* Let us start with the traditional “Hello World” example −

var message:string = "Hello World"

## console.log(message) Compile and Execute a TypeScript Program

Let us see how to compile and execute a TypeScript program using Visual Studio Code. Follow the steps given below −

**Step 1** − Save the file with .ts extension. We shall save the file as Test.ts. The code editor marks errors in the code, if any, while you save it.

**Step 2** − Right-click the TypeScript file under the Working Files option in VS Code’s Explore Pane. Select Open in Command Prompt option.
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**Step 3** − To compile the file use the following command on the terminal window.

tsc Test.ts

**Step 4** − The file is compiled to Test.js. To run the program written, type the following in the terminal.

node Test.js

## Compiler FlagsIdentifiers in TypeScript

Identifiers are names given to elements in a program like variables, functions etc. The rules for identifiers are −

* Identifiers can include both, characters and digits. However, the identifier cannot begin with a digit.
* Identifiers cannot include special symbols except for underscore (\_) or a dollar sign ($).
* Identifiers cannot be keywords.
* They must be unique.
* Identifiers are case-sensitive.
* Identifiers cannot contain spaces.

The following tables lists a few examples of valid and invalid identifiers −

|  |  |
| --- | --- |
| **Valid identifiers** | **Invalid identifiers** |
| firstName | Var |
| first\_name | first name |
| num1 | first-name |
| $result | 1number |

## TypeScript ─ Keywords

Keywords have a special meaning in the context of a language. The following table lists some keywords in TypeScript.

|  |  |  |  |
| --- | --- | --- | --- |
| break | as | any | switch |
| case | if | throw | else |
| var | number | string | get |
| module | type | instanceof | typeof |
| public | private | enum | export |
| finally | for | while | void |
| null | super | this | new |
| in | return | true | false |
| any | extends | static | let |
| package | implements | interface | function |
| new | try | yield | const |
| continue | do | catch |  |

### **Whitespace and Line Breaks**

TypeScript ignores spaces, tabs, and newlines that appear in programs. You can use spaces, tabs, and newlines freely in your program and you are free to format and indent your programs in a neat and consistent way that makes the code easy to read and understand.

### **TypeScript is Case-sensitive**

TypeScript is case-sensitive. This means that TypeScript differentiates between uppercase and lowercase characters.

### **Semicolons are optional**

Each line of instruction is called a **statement**. Semicolons are optional in TypeScript.

**Example**

console.log("hello world")

console.log("We are learning TypeScript")

A single line can contain multiple statements. However, these statements must be separated by a semicolon.

## Comments in TypeScript

Comments are a way to improve the readability of a program. Comments can be used to include additional information about a program like author of the code, hints about a function/ construct etc. Comments are ignored by the compiler.

TypeScript supports the following types of comments −

* **Single-line comments ( // )** − Any text between a // and the end of a line is treated as a comment
* **Multi-line comments (/\* \*/)** − These comments may span multiple lines.

**Example**

//this is single line comment

/\* This is a

Multi-line comment

\*/

## TypeScript and Object Orientation

TypeScript is Object-Oriented JavaScript. Object Orientation is a software development paradigm that follows real-world modelling. Object Orientation considers a program as a collection of objects that communicate with each other via mechanism called methods. TypeScript supports these object oriented components too.

* **Object** − An object is a real time representation of any entity. According to Grady Brooch, every object must have three features −
  + **State** − described by the attributes of an object
  + **Behavior** − describes how the object will act
  + **Identity** − a unique value that distinguishes an object from a set of similar such objects.
* **Class** − A class in terms of OOP is a blueprint for creating objects. A class encapsulates data for the object.
* **Method** − Methods facilitate communication between objects.

**Example: TypeScript and Object Orientation**

class Greeting {

greet():void {

console.log("Hello World!!!")

}

}

var obj = new Greeting();

obj.greet();

The above example defines a class *Greeting*. The class has a method *greet ()*. The method prints the string “Hello World” on the terminal. The **new** keyword creates an object of the class (obj). The object invokes the method *greet ()*.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var Greeting = (function () {

function Greeting() {

}

Greeting.prototype.greet = function () {

console.log("Hello World!!!");

};

return Greeting;

}());

var obj = new Greeting();

obj.greet()

The output of the above program is given below −

Hello World!!!

Compiler flags enable you to change the behavior of the compiler during compilation. Each compiler flag exposes a setting that allows you to change how the compiler behaves.

The following table lists some common flags associated with the TSC compiler. A typical command-line usage uses some or all switches.

# **TypeScript - Types**

The Type System represents the different types of values supported by the language. The Type System checks the validity of the supplied values, before they are stored or manipulated by the program. This ensures that the code behaves as expected. The Type System further allows for richer code hinting and automated documentation too.

TypeScript provides data types as a part of its optional Type System. The data type classification is as given below −
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## The Any type

The **any** data type is the super type of all types in TypeScript. It denotes a dynamic type. Using the **any** type is equivalent to opting out of type checking for a variable.

## Built-in types

The following table illustrates all the built-in types in TypeScript −

|  |  |  |
| --- | --- | --- |
| **Data type** | **Keyword** | **Description** |
| Number | number | Double precision 64-bit floating point values. It can be used to represent both, integers and fractions. |
| String | string | Represents a sequence of Unicode characters |
| Boolean | boolean | Represents logical values, true and false |
| Void | void | Used on function return types to represent non-returning functions |
| Null | null | Represents an intentional absence of an object value. |
| Undefined | undefined | Denotes value given to all uninitialized variables |

**Note** − There is no integer type in TypeScript and JavaScript.

### **Null and undefined ─ Are they the same?**

The **null** and the **undefined** datatypes are often a source of confusion. The null and undefined cannot be used to reference the data type of a variable. They can only be assigned as values to a variable.

However, *null and undefined are not the same*. A variable initialized with undefined means that the variable has no value or object assigned to it while null means that the variable has been set to an object whose value is undefined.

### **User-defined Types**

User-defined types include Enumerations (enums), classes, interfaces, arrays, and tuple. These are discussed in detail in the later chapters.

# **TypeScript - Variables**

A variable, by definition, is “a named space in the memory” that stores values. In other words, it acts as a container for values in a program. TypeScript variables must follow the JavaScript naming rules −

* Variable names can contain alphabets and numeric digits.
* They cannot contain spaces and special characters, except the underscore (\_) and the dollar ($) sign.
* Variable names cannot begin with a digit.

A variable must be declared before it is used. Use the **var** keyword to declare variables.

## Variable Declaration in TypeScript

The type syntax for declaring a variable in TypeScript is to include a colon (:) after the variable name, followed by its type. Just as in JavaScript, we use the **var** keyword to declare a variable.

When you declare a variable, you have four options −

* Declare its type and value in one statement.
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* Declare its type but no value. In this case, the variable will be set to undefined.
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* Declare its value but no type. The variable type will be set to the data type of the assigned value.

![Any](data:image/png;base64,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)

* Declare neither value not type. In this case, the data type of the variable will be any and will be initialized to undefined.

![Any and Undefined](data:image/png;base64,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)

The following table illustrates the valid syntax for variable declaration as discussed above −

|  |  |
| --- | --- |
| **S.No.** | **Variable Declaration Syntax & Description** |
| 1. | **var name:string = ”mary”**  The variable stores a value of type string |
| 2. | **var name:string;**  The variable is a string variable. The variable’s value is set to undefined by default |
| 3. | **var name = ”mary”**  The variable’s type is inferred from the data type of the value. Here, the variable is of the type string |
| 4. | **var name;**  The variable’s data type is any. Its value is set to undefined by default. |

### **Example: Variables in TypeScript**

var name:string = "John";

var score1:number = 50;

var score2:number = 42.50

var sum = score1 + score2

console.log("name"+name)

console.log("first score: "+score1)

console.log("second score: "+score2)

console.log("sum of the scores: "+sum)

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var name = "John";

var score1 = 50;

var score2 = 42.50;

var sum = score1 + score2;

console.log("name" + name);

console.log("first score: " + score1);

console.log("second score : " + score2);

console.log("sum of the scores: " + sum);

The output of the above program is given below −

name:John

first score:50

second score:42.50

sum of the scores:92.50

The TypeScript compiler will generate errors, if we attempt to assign a value to a variable that is not of the same type. Hence, TypeScript follows Strong Typing. The Strong typing syntax ensures that the types specified on either side of the assignment operator (=) are the same. This is why the following code will result in a compilation error −

var num:number = "hello" // will result in a compilation error

## Type Assertion in TypeScript

TypeScript allows changing a variable from one type to another. TypeScript refers to this process as *Type Assertion*. The syntax is to put the target type between < > symbols and place it in front of the variable or expression. The following example explains this concept −

### **Example**

var str = '1'

var str2:number = <number> <any> str //str is now of type number

console.log(typeof(str2))

If you hover the mouse pointer over the type assertion statement in Visual Studio Code, it displays the change in the variable’s data type. Basically it allows the assertion from type S to T succeed if either S is a subtype of T or T is a subtype of S.

The reason why it's not called "type casting" is that casting generally implies some sort of runtime support while, “type assertions” are purely a compile time construct and a way for you to provide hints to the compiler on how you want your code to be analyzed.

On compiling, it will generate following JavaScript code.

"use strict";

var str = '1';

var str2 = str; //str is now of type number

console.log(typeof (str2));

It will produce the following output −

string

## Inferred Typing in TypeScript

Given the fact that, Typescript is strongly typed, this feature is optional. TypeScript also encourages dynamic typing of variables. This means that, TypeScript encourages declaring a variable without a type. In such cases, the compiler will determine the type of the variable on the basis of the value assigned to it. TypeScript will find the first usage of the variable within the code, determine the type to which it has been initially set and then assume the same type for this variable in the rest of your code block.

The same is explained in the following code snippet −

### **Example: Inferred Typing**

var num = 2; // data type inferred as number

console.log("value of num "+num);

num = "12";

console.log(num);

In the above code snippet −

* The code declares a variable and sets its value to 2. Note that the variable declaration doesn’t specify the data type. Hence, the program uses inferred typing to determine the data type of the variable, i.e., it assigns the type of the first value that the variable is set to. In this case, **num** is set to the type number.
* When the code tries to set the variable’s value to string. The compiler throws an error as the variable’s type is already set to number.

It will produce the following output −

error TS2011: Cannot convert 'string' to 'number'.

## TypeScript Variable Scope

The scope of a variable specifies where the variable is defined. The availability of a variable within a program is determined by its scope. TypeScript variables can be of the following scopes −

* **Global Scope** − Global variables are declared outside the programming constructs. These variables can be accessed from anywhere within your code.
* **Class Scope** − These variables are also called **fields**. Fields or class variables are declared within the class but outside the methods. These variables can be accessed using the object of the class. Fields can also be static. Static fields can be accessed using the class name.
* **Local Scope** − Local variables, as the name suggests, are declared within the constructs like methods, loops etc. Local variables are accessible only within the construct where they are declared.

The following example illustrates variable scopes in TypeScript.

### **Example: Variable Scope**

var global\_num = 12 //global variable

class Numbers {

num\_val = 13; //class variable

static sval = 10; //static field

storeNum():void {

var local\_num = 14; //local variable

}

}

console.log("Global num: "+global\_num)

console.log(Numbers.sval) //static variable

var obj = new Numbers();

console.log("Global num: "+obj.num\_val)

On transpiling, the following JavaScript code is generated −

var global\_num = 12; //global variable

var Numbers = (function () {

function Numbers() {

this.num\_val = 13; //class variable

}

Numbers.prototype.storeNum = function () {

var local\_num = 14; //local variable

};

Numbers.sval = 10; //static field

return Numbers;

}());

console.log("Global num: " + global\_num);

console.log(Numbers.sval); //static variable

var obj = new Numbers();

console.log("Global num: " + obj.num\_val);

It will produce the following output −

Global num: 12

10

Global num: 13

If you try accessing the local variable outside the method, it results in a compilation error.

error TS2095: Could not find symbol 'local\_num'.

## What is an Operator?

An operator defines some function that will be performed on the data. The data on which operators work are called operands. Consider the following expression −

**7 + 5 = 12**

Here, the values 7, 5, and 12 are **operands**, while + and = are **operators**.

The major operators in TypeScript can be classified as −

* Arithmetic operators
* Logical operators
* Relational operators
* Bitwise operators
* Assignment operators
* Ternary/conditional operator
* String operator
* Type Operator

## Arithmetic Operators

Assume the values in variables a and b are 10 and 5 respectively.

[Show Examples](https://www.tutorialspoint.com/typescript/typescript_arithmetic_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + (Addition) | returns the sum of the operands | a + b is 15 |
| - (Subtraction) | returns the difference of the values | a - b is 5 |
| \* (Multiplication) | returns the product of the values | a \* b is 50 |
| / (Division) | performs division operation and returns the quotient | a / b is 2 |
| % (Modulus) | performs division operation and returns the remainder | a % b is 0 |
| ++ (Increment) | Increments the value of the variable by one | a++ is 11 |
| -- (Decrement) | Decrements the value of the variable by one | a-- is 9 |

## Relational Operators

Relational Operators test or define the kind of relationship between two entities. Relational operators return a Boolean value, i.e., true/ false.

Assume the value of A is 10 and B is 20.

[Show Examples](https://www.tutorialspoint.com/typescript/typescript_relational_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| > | Greater than | (A > B) is False |
| < | Lesser than | (A < B) is True |
| >= | Greater than or equal to | (A >= B) is False |
| <= | Lesser than or equal to | (A <= B) is True |
| == | Equality | (A == B) is false |
| != | Not equal | (A != B) is True |

## Logical Operators

Logical Operators are used to combine two or more conditions. Logical operators too return a Boolean value. Assume the value of variable A is 10 and B is 20.

[Show Examples](https://www.tutorialspoint.com/typescript/typescript_logical_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && (And) | The operator returns true only if all the expressions specified return true | (A > 10 && B > 10) is False |
| || (OR) | The operator returns true if at least one of the expressions specified return true | (A > 10 || B >10) is True |
| ! (NOT) | The operator returns the inverse of the expression’s result. For E.g.: !(>5) returns false | !(A >10 ) is True |

## Bitwise Operators

Assume variable A = 2 and B = 3

[Show Examples](https://www.tutorialspoint.com/typescript/typescript_bitwise_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & (Bitwise AND) | It performs a Boolean AND operation on each bit of its integer arguments. | (A & B) is 2 |
| | (BitWise OR) | It performs a Boolean OR operation on each bit of its integer arguments. | (A | B) is 3 |
| ^ (Bitwise XOR) | It performs a Boolean exclusive OR operation on each bit of its integer arguments. Exclusive OR means that either operand one is true or operand two is true, but not both. | (A ^ B) is 1 |
| ~ (Bitwise Not) | It is a unary operator and operates by reversing all the bits in the operand. | (~B) is -4 |
| << (Left Shift) | It moves all the bits in its first operand to the left by the number of places specified in the second operand. New bits are filled with zeros. Shifting a value left by one position is equivalent to multiplying it by 2, shifting two positions is equivalent to multiplying by 4, and so on. | (A << 1) is 4 |
| >> (Right Shift) | Binary Right Shift Operator. The left operand’s value is moved right by the number of bits specified by the right operand. | (A >> 1) is 1 |
| >>> (Right shift with Zero) | This operator is just like the >> operator, except that the bits shifted in on the left are always zero. | (A >>> 1) is 1 |

## Assignment Operators

[Show Examples](https://www.tutorialspoint.com/typescript/typescript_assignment_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = (Simple Assignment) | Assigns values from the right side operand to the left side operand | C = A + B will assign the value of A + B into C |
| += (Add and Assignment) | It adds the right operand to the left operand and assigns the result to the left operand. | C += A is equivalent to C = C + A |
| -= (Subtract and Assignment) | It subtracts the right operand from the left operand and assigns the result to the left operand. | C -= A is equivalent to C = C - A |
| \*= (Multiply and Assignment) | It multiplies the right operand with the left operand and assigns the result to the left operand. | C \*= A is equivalent to C = C \* A |
| /= (Divide and Assignment) | It divides the left operand with the right operand and assigns the result to the left operand. |  |

**Note** − Same logic applies to Bitwise operators, so they will become <<=, >>=, >>=, &=, |= and ^=.

## Miscellaneous Operators

### **The negation operator (-)**

Changes the sign of a value. Let’s take an example.

var x:number = 4

var y = -x;

console.log("value of x: ",x); //outputs 4

console.log("value of y: ",y); //outputs -4

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var x = 4;

var y = -x;

console.log("value of x: ", x); //outputs 4

console.log("value of y: ", y); //outputs -4

It will produce the following output −

value of x: 4

value of y: -4

### **String Operators: Concatenation operator (+)**

The + operator when applied to strings appends the second string to the first. The following example helps us to understand this concept.

var msg:string = "hello"+"world"

console.log(msg)

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var msg = "hello" + "world";

console.log(msg);

It will produce the following output −

helloworld

The concatenation operation doesn’t add a space between strings. Multiple strings can be concatenated in a single statement.

### **Conditional Operator (?)**

This operator is used to represent a conditional expression. The conditional operator is also sometimes referred to as the ternary operator. The syntax is as given below −

Test ? expr1 : expr2

* **Test** − refers to the conditional expression
* **expr1** − value returned if the condition is true
* **expr2** − value returned if the condition is false

Let’s take a look at the following code −

var num:number = -2

var result = num > 0 ?"positive":"non-positive"

console.log(result)

Line 2 checks whether the value in the variable **num** is greater than zero. If **num** is set to a value greater than zero, it returns the string “positive” else the string “non-positive” is returned.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var num = -2;

var result = num > 0 ? "positive" : "non-positive";

console.log(result);

The above code snippet will produce the following output −

non-positive

## Type Operators

### **typeof operator**

It is a unary operator. This operator returns the data type of the operand. Take a look at the following example −

var num = 12

console.log(typeof num); //output: number

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var num = 12;

console.log(typeof num); //output: number

It will produce the following output −

number

### **instanceof**

This operator can be used to test if an object is of a specified type or not. The use of **instanceof** operator is discussed in the chapter **classes**.

# **TypeScript - Decision Making**

Decision-making structures require that the programmer specifies one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Shown below is the general form of a typical decision-making structure found in most of the programming languages −
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# **TypeScript - Loops**

You may encounter situations, when a block of code needs to be executed several number of times. In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A loop statement allows us to execute a statement or group of statements multiple times. Given below is the general form of a loop statement in most of the programming languages.
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TypeScript provides different types of loops to handle looping requirements. The following figure illustrates the classification of loops −
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### **Definite Loop**

# **TypeScript - Functions**

Functions are the building blocks of readable, maintainable, and reusable code. A function is a set of statements to perform a specific task. Functions organize the program into logical blocks of code. Once defined, functions may be called to access code. This makes the code reusable. Moreover, functions make it easy to read and maintain the program’s code.

A function declaration tells the compiler about a function's name, return type, and parameters. A function definition provides the actual body of the function.

## Optional Parameters

Optional parameters can be used when arguments need not be compulsorily passed for a function’s execution. A parameter can be marked optional by appending a question mark to its name. The optional parameter should be set as the last argument in a function. The syntax to declare a function with optional parameter is as given below −

function function\_name (param1[:type], param2[:type], param3[:type])

### **Example: Optional Parameters**

function disp\_details(id:number,name:string,mail\_id?:string) {

console.log("ID:", id);

console.log("Name",name);

if(mail\_id!=undefined)

console.log("Email Id",mail\_id);

}

disp\_details(123,"John");

disp\_details(111,"mary","mary@xyz.com");

* The above example declares a parameterized function. Here, the third parameter, i.e., mail\_id is an optional parameter.
* If an optional parameter is not passed a value during the function call, the parameter’s value is set to undefined.
* The function prints the value of mail\_id only if the argument is passed a value.

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

function disp\_details(id, name, mail\_id) {

console.log("ID:", id);

console.log("Name", name);

if (mail\_id != undefined)

console.log("Email Id", mail\_id);

}

disp\_details(123, "John");

disp\_details(111, "mary", "mary@xyz.com");

The above code will produce the following output −

ID:123

Name John

ID: 111

Name mary

Email Id mary@xyz.com

## Rest Parameters

Rest parameters are similar to variable arguments in Java. Rest parameters don’t restrict the number of values that you can pass to a function. However, the values passed must all be of the same type. In other words, rest parameters act as placeholders for multiple arguments of the same type.

To declare a rest parameter, the parameter name is prefixed with three periods. Any nonrest parameter should come before the rest parameter.

### **Example: Rest Parameters**

function addNumbers(...nums:number[]) {

var i;

var sum:number = 0;

for(i = 0;i<nums.length;i++) {

sum = sum + nums[i];

}

console.log("sum of the numbers",sum)

}

addNumbers(1,2,3)

addNumbers(10,10,10,10,10)

* The function addNumbers() declaration, accepts a rest parameter *nums*. The rest parameter’s data type must be set to an array. Moreover, a function can have at the most one rest parameter.
* The function is invoked twice, by passing three and six values, respectively.
* The for loop iterates through the argument list, passed to the function and calculates their sum.

On compiling, it will generate following JavaScript code −

function addNumbers() {

var nums = [];

for (var \_i = 0; \_i < arguments.length; \_i++) {

nums[\_i - 0] = arguments[\_i];

}

var i;

var sum = 0;

for (i = 0; i < nums.length; i++) {

sum = sum + nums[i];

}

console.log("sum of the numbers", sum);

}

addNumbers(1, 2, 3);

addNumbers(10, 10, 10, 10, 10);

The output of the above code is as follows −

sum of numbers 6

sum of numbers 50

## Default Parameters

Function parameters can also be assigned values by default. However, such parameters can also be explicitly passed values.

### **Syntax**

function function\_name(param1[:type],param2[:type] = default\_value) {

}

**Note** − A parameter cannot be declared optional and default at the same time.

### **Example: Default parameters**

function calculate\_discount(price:number,rate:number = 0.50) {

var discount = price \* rate;

console.log("Discount Amount: ",discount);

}

calculate\_discount(1000)

calculate\_discount(1000,0.30)

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

function calculate\_discount(price, rate) {

if (rate === void 0) { rate = 0.50; }

var discount = price \* rate;

console.log("Discount Amount: ", discount);

}

calculate\_discount(1000);

calculate\_discount(1000, 0.30);

Its output is as follows −

Discount amount : 500

Discount amount : 300

* The example declares the function, *calculate\_discount*. The function has two parameters - price and rate.
* The value of the parameter *rate* is set to *0.50* by default.
* The program invokes the function, passing to it only the value of the parameter price. Here, the value of *rate* is *0.50* (default)
* The same function is invoked, but with two arguments. The default value of *rate* is overwritten and is set to the value explicitly passed.

## Anonymous Function

Functions that are not bound to an identifier (function name) are called as **anonymous functions**. These functions are dynamically declared at runtime. Anonymous functions can accept inputs and return outputs, just as standard functions do. An anonymous function is usually not accessible after its initial creation.

Variables can be assigned an anonymous function. Such an expression is called a function expression.

### **Syntax**

var res = function( [arguments] ) { ... }

### **Example ─ A Simple Anonymous function**

var msg = function() {

return "hello world";

}

console.log(msg())

On compiling, it will generate the same code in JavaScript.

It will produce the following output −

hello world

### **Example ─ Anonymous function with parameters**

var res = function(a:number,b:number) {

return a\*b;

};

console.log(res(12,2))

The anonymous function returns the product of the values passed to it.

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

var res = function (a, b) {

return a \* b;

};

console.log(res(12, 2));

The output of the above code is as follows −

24

### **Function Expression and Function Declaration ─ Are they synonymous?**

Function expression and function declaration are not synonymous. Unlike a function expression, a function declaration is bound by the function name.

The fundamental difference between the two is that, function declarations are parsed before their execution. On the other hand, function expressions are parsed only when the script engine encounters it during execution.

When the JavaScript parser sees a function in the main code flow, it assumes Function Declaration. When a function comes as a part of a statement, it is a Function Expression.

## The Function Constructor

TypeScript also supports defining a function with the built-in JavaScript constructor called Function ().

### **Syntax**

var res = new Function( [arguments] ) { ... }.

### **Example**

var myFunction = new Function("a", "b", "return a \* b");

var x = myFunction(4, 3);

console.log(x);

The new Function() is a call to the constructor which in turn creates and returns a function reference.

On compiling, it will generate the same code in JavaScript.

The output of the above example code is as follows −

12

## Recursion and TypeScript Functions

Recursion is a technique for iterating over an operation by having a function call to itself repeatedly until it arrives at a result. Recursion is best applied when you need to call the same function repeatedly with different parameters from within a loop.

### **Example – Recursion**

function factorial(number) {

if (number <= 0) { // termination case

return 1;

} else {

return (number \* factorial(number - 1)); // function invokes itself

}

};

console.log(factorial(6)); // outputs 720

On compiling, it will generate the same code in JavaScript.

Here is its output −

720

### **Example: Anonymous Recursive Function**

(function () {

var x = "Hello!!";

console.log(x)

})() // the function invokes itself using a pair of parentheses ()

On compiling, it will generate the same code in JavaScript.

Its output is as follows −

Hello!!

## Lambda Functions

Lambda refers to anonymous functions in programming. Lambda functions are a concise mechanism to represent anonymous functions. These functions are also called as **Arrow functions**.

### **Lambda Function - Anatomy**

There are 3 parts to a Lambda function −

* **Parameters** − A function may optionally have parameters
* **The fat arrow notation/lambda notation (=>)** − It is also called as the goes to operator
* **Statements** − represent the function’s instruction set

**Tip** − By convention, the use of single letter parameter is encouraged for a compact and precise function declaration.

### **Lambda Expression**

It is an anonymous function expression that points to a single line of code. Its syntax is as follows −

( [param1, parma2,…param n] )=>statement;

### **Example: Lambda Expression**

var foo = (x:number)=>10 + x

console.log(foo(100)) //outputs 110

The program declares a lambda expression function. The function returns the sum of 10 and the argument passed.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var foo = function (x) { return 10 + x; };

console.log(foo(100)); //outputs 110

Here is the output of the above code −

110

### **Lambda Statement**

Lambda statement is an anonymous function declaration that points to a block of code. This syntax is used when the function body spans multiple lines. Its syntax is as follows −

( [param1, parma2,…param n] )=> {

//code block

}

### **Example: Lambda statement**

var foo = (x:number)=> {

x = 10 + x

console.log(x)

}

foo(100)

The function’s reference is returned and stored in the variable **foo**.

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

var foo = function (x) {

x = 10 + x;

console.log(x);

};

foo(100);

The output of the above program is as follows −

110

## Syntactic Variations

### **Parameter type Inference**

It is not mandatory to specify the data type of a parameter. In such a case the data type of the parameter is any. Let us take a look at the following code snippet −

var func = (x)=> {

if(typeof x=="number") {

console.log(x+" is numeric")

} else if(typeof x=="string") {

console.log(x+" is a string")

}

}

func(12)

func("Tom")

On compiling, it will generate the following JavaScript code −

//Generated by typescript 1.8.10

var func = function (x) {

if (typeof x == "number") {

console.log(x + " is numeric");

} else if (typeof x == "string") {

console.log(x + " is a string");

}

};

func(12);

func("Tom");

Its output is as follows −

12 is numeric

Tom is a string

### **Optional parentheses for a single parameter**

var display = x=> {

console.log("The function got "+x)

}

display(12)

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

var display = function (x) {

console.log("The function got " + x);

};

display(12);

Its output is as follows −

The function got 12

### **Optional braces for a single statement, Empty parentheses for no parameter**

The following example shows these two Syntactic variations.

var disp =()=> {

console.log("Function invoked");

}

disp();

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

var disp = function () {

console.log("Function invoked");

};

disp();

Its output is as follows −

Function invoked

## Function Overloads

Functions have the capability to operate differently on the basis of the input provided to them. In other words, a program can have multiple methods with the same name with different implementation. This mechanism is termed as Function Overloading. TypeScript provides support for function overloading.

To overload a function in TypeScript, you need to follow the steps given below −

**Step 1** − Declare multiple functions with the same name but different function signature. Function signature includes the following.

* **The data type of the parameter**

function disp(string):void;

function disp(number):void;

* **The number of parameters**

function disp(n1:number):void;

function disp(x:number,y:number):void;

* **The sequence of parameters**

function disp(n1:number,s1:string):void;

function disp(s:string,n:number):void;

**Note** − The function signature doesn’t include the function’s return type.

**Step 2** − The declaration must be followed by the function definition. The parameter types should be set to **any** if the parameter types differ during overload. Additionally, for **case b** explained above, you may consider marking one or more parameters as optional during the function definition.

**Step 3** − Finally, you must invoke the function to make it functional.

### **Example**

Let us now take a look at the following example code −

function disp(s1:string):void;

function disp(n1:number,s1:string):void;

function disp(x:any,y?:any):void {

console.log(x);

console.log(y);

}

disp("abc")

disp(1,"xyz");

* The first two lines depict the function overload declaration. The function has two overloads −
  + Function that accepts a single string parameter.
  + Function that accepts two values of type number and string respectively.
* The third line defines the function. The data type of the parameters are set to **any**. Moreover, the second parameter is optional here.
* The overloaded function is invoked by the last two statements.

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

function disp(x, y) {

console.log(x);

console.log(y);

}

disp("abc");

disp(1, "xyz");

The above code will produce the following output −

abc

1

xyz

# **TypeScript - Numbers**

TypeScript like JavaScript supports numeric values as Number objects. A number object converts numeric literal to an instance of the number class. The Number class acts as a wrapper and enables manipulation of numeric literals as they were objects.

### **Syntax**

var var\_name = new Number(value)

In case a non-numeric argument is passed as an argument to the Number’s constructor, it returns NaN (Not–a–Number)

The following table lists a set of properties of the Number object −

|  |  |
| --- | --- |
| **S.No.** | **Property & Description** |
| 1. | **MAX\_VALUE**  The largest possible value a number in JavaScript can have 1.7976931348623157E+308. |
| 2. | **MIN\_VALUE**  The smallest possible value a number in JavaScript can have 5E-324. |
| 3. | **NaN**  Equal to a value that is not a number. |
| 4. | **NEGATIVE\_INFINITY**  A value that is less than MIN\_VALUE. |
| 5. | **POSITIVE\_INFINITY**  A value that is greater than MAX\_VALUE. |
| 6. | **prototype**  A static property of the Number object. Use the prototype property to assign new properties and methods to the Number object in the current document. |
| 7. | **constructor**  Returns the function that created this object's instance. By default, this is the Number object. |

### **Example**

console.log("TypeScript Number Properties: ");

console.log("Maximum value that a number variable can hold: " + Number.MAX\_VALUE);

console.log("The least value that a number variable can hold: " + Number.MIN\_VALUE);

console.log("Value of Negative Infinity: " + Number.NEGATIVE\_INFINITY);

console.log("Value of Negative Infinity:" + Number.POSITIVE\_INFINITY);

On compiling, it will generate the same code in JavaScript.

Its output is as follows −

TypeScript Number Properties:

Maximum value that a number variable can hold: 1.7976931348623157e+308

The least value that a number variable can hold: 5e-324

Value of Negative Infinity: -Infinity

Value of Negative Infinity:Infinity

### **Example: NaN**

var month = 0

if( month<=0 || month >12) {

month = Number.NaN

console.log("Month is "+ month)

} else {

console.log("Value Accepted..")

}

On compiling, it will generate the same code in JavaScript.

Its output is as follows −

Month is NaN

### **Example: prototype**

function employee(id:number,name:string) {

this.id = id

this.name = name

}

var emp = new employee(123,"Smith")

employee.prototype.email = "smith@abc.com"

console.log("Employee 's Id: "+emp.id)

console.log("Employee's name: "+emp.name)

console.log("Employee's Email ID: "+emp.email)

On compiling, it will generate the following JavaScript code −

//Generated by typescript 1.8.10

function employee(id, name) {

this.id = id;

this.name = name;

}

var emp = new employee(123, "Smith");

employee.prototype.email = "smith@abc.com";

console.log("Employee 's Id: " + emp.id);

console.log("Employee's name: " + emp.name);

console.log("Employee's Email ID: " + emp.email);

Its output is as follows −

Employee’s Id: 123

Emaployee’s name: Smith

Employee’s Email ID: smith@abc.com

# **TypeScript - Strings**

The String object lets you work with a series of characters. It wraps the string primitive data type with a number of helper methods.

### **Syntax**

var var\_name = new String(string);

A list of the methods available in String object along with their description is given below −

|  |  |
| --- | --- |
| **S.No.** | **Property & Description** |
| 1. | [Constructor](https://www.tutorialspoint.com/typescript/typescript_string_constructor.htm)  Returns a reference to the String function that created the object. |
| 2. | [Length](https://www.tutorialspoint.com/typescript/typescript_string_length.htm)  Returns the length of the string. |
| 3. | [Prototype](https://www.tutorialspoint.com/typescript/typescript_object_prototype.htm)  The prototype property allows you to add properties and methods to an object. |

## String Methods

A list of the methods available in String object along with their description is given below −

|  |  |
| --- | --- |
| **S.No.** | **Method & Description** |
| 1. | [charAt()](https://www.tutorialspoint.com/typescript/typescript_string_charat.htm)  Returns the character at the specified index. |
| 2. | [charCodeAt()](https://www.tutorialspoint.com/typescript/typescript_string_charcodeat.htm)  Returns a number indicating the Unicode value of the character at the given index. |
| 3. | [concat()](https://www.tutorialspoint.com/typescript/typescript_string_concat.htm)  Combines the text of two strings and returns a new string. |
| 4. | [indexOf()](https://www.tutorialspoint.com/typescript/typescript_string_indexof.htm)  Returns the index within the calling String object of the first occurrence of the specified value, or -1 if not found. |
| 5. | [lastIndexOf()](https://www.tutorialspoint.com/typescript/typescript_string_lastindexof.htm)  Returns the index within the calling String object of the last occurrence of the specified value, or -1 if not found. |
| 6. | [localeCompare()](https://www.tutorialspoint.com/typescript/typescript_string_localecompare.htm)  Returns a number indicating whether a reference string comes before or after or is the same as the given string in sort order. |
| 7. | **match()**  Used to match a regular expression against a string. |
| 8. | [replace()](https://www.tutorialspoint.com/typescript/typescript_string_replace.htm)  Used to find a match between a regular expression and a string, and to replace the matched substring with a new substring. |
| 9. | [search()](https://www.tutorialspoint.com/typescript/typescript_string_search.htm)  Executes the search for a match between a regular expression and a specified string. |
| 10. | [slice()](https://www.tutorialspoint.com/typescript/typescript_string_slice.htm)  Extracts a section of a string and returns a new string. |
| 11. | [split()](https://www.tutorialspoint.com/typescript/typescript_string_split.htm)  Splits a String object into an array of strings by separating the string into substrings. |
| 12. | [substr()](https://www.tutorialspoint.com/typescript/typescript_string_substr.htm)  Returns the characters in a string beginning at the specified location through the specified number of characters. |
| 13. | [substring()](https://www.tutorialspoint.com/typescript/typescript_string_substring.htm)  Returns the characters in a string between two indexes into the string. |
| 14. | [toLocaleLowerCase()](https://www.tutorialspoint.com/typescript/typescript_string_tolocalelowercase.htm)  The characters within a string are converted to lower case while respecting the current locale. |
| 15. | [toLocaleUpperCase()](https://www.tutorialspoint.com/typescript/typescript_string_tolocaleuppercase.htm)  The characters within a string are converted to upper case while respecting the current locale. |
| 16. | [toLowerCase()](https://www.tutorialspoint.com/typescript/typescript_string_tolowercase.htm)  Returns the calling string value converted to lower case. |
| 17. | [toString()](https://www.tutorialspoint.com/typescript/typescript_string_tostring.htm)  Returns a string representing the specified object. |
| 18. | [toUpperCase()](https://www.tutorialspoint.com/typescript/typescript_string_touppercase.htm)  Returns the calling string value converted to uppercase. |
| 19. | [valueOf()](https://www.tutorialspoint.com/typescript/typescript_string_valueof.htm)  Returns the primitive value of the specified object. |

# **TypeScript - Arrays**

The use of variables to store values poses the following limitations −

* Variables are scalar in nature. In other words, a variable declaration can only contain a single at a time. This means that to store n values in a program n variable declarations will be needed. Hence, the use of variables is not feasible when one needs to store a larger collection of values.
* Variables in a program are allocated memory in random order, thereby making it difficult to retrieve/read the values in the order of their declaration.

TypeScript introduces the concept of arrays to tackle the same. An array is a homogenous collection of values. To simplify, an array is a collection of values of the same data type. It is a user defined type.

## Features of an Array

Here is a list of the features of an array −

* An array declaration allocates sequential memory blocks.
* Arrays are static. This means that an array once initialized cannot be resized.
* Each memory block represents an array element.
* Array elements are identified by a unique integer called as the subscript / index of the element.
* Like variables, arrays too, should be declared before they are used. Use the var keyword to declare an array.
* Array initialization refers to populating the array elements.
* Array element values can be updated or modified but cannot be deleted.

## Declaring and Initializing Arrays

To declare an initialize an array in Typescript use the following syntax −

### **Syntax**

var array\_name[:datatype]; //declaration

array\_name = [val1,val2,valn..] //initialization

An array declaration without the data type is deemed to be of the type any. The type of such an array is inferred from the data type of the array’s first element during initialization.

For example, a declaration like − **var numlist:number[] = [2,4,6,8]** will create an array as given below −

![Declaring and Initializing Arrays](data:image/png;base64,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)

The array pointer refers to the first element by default.

**Arrays may be declared and initialized in a single statement**. The syntax for the same is −

var array\_name[:data type] = [val1,val2…valn]

**Note** − The pair of [] is called the dimension of the array.

## Accessing Array Elements

The array name followed by the subscript is used refer to an array element. Its syntax is as follows −

array\_name[subscript] = value

### **Example: Simple Array**

var alphas:string[];

alphas = ["1","2","3","4"]

console.log(alphas[0]);

console.log(alphas[1]);

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

var alphas;

alphas = ["1", "2", "3", "4"];

console.log(alphas[0]);

console.log(alphas[1]);

The output of the above code is as follows −

1

2

### **Example: Single statement declaration and initialization**

var nums:number[] = [1,2,3,3]

console.log(nums[0]);

console.log(nums[1]);

console.log(nums[2]);

console.log(nums[3]);

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

var nums = [1, 2, 3, 3];

console.log(nums[0]);

console.log(nums[1]);

console.log(nums[2]);

console.log(nums[3]);

Its output is as follows −

1

2

3

3

## Array Object

An array can also be created using the Array object. The Array constructor can be passed.

* A numeric value that represents the size of the array or
* A list of comma separated values.

The following example shows how to create an array using this method.

### **Example**

var arr\_names:number[] = new Array(4)

for(var i = 0;i<arr\_names.length;i++) {

arr\_names[i] = i \* 2

console.log(arr\_names[i])

}

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var arr\_names = new Array(4);

for (var i = 0; i < arr\_names.length; i++) {

arr\_names[i] = i \* 2;

console.log(arr\_names[i]);

}

Its output is as follows −

0

2

4

6

### **Example: Array Constructor accepts comma separated values**

var names:string[] = new Array("Mary","Tom","Jack","Jill")

for(var i = 0;i<names.length;i++) {

console.log(names[i])

}

On compiling, it will generate following JavaScript code −

//Generated by typescript 1.8.10

var names = new Array("Mary", "Tom", "Jack", "Jill");

for (var i = 0; i < names.length; i++) {

console.log(names[i]);

}

Its output is as follows −

Mary

Tom

Jack

Jill

## Array Methods

A list of the methods of the Array object along with their description is given below.

|  |  |
| --- | --- |
| **S.No.** | **Method & Description** |
| 1. | [concat()](https://www.tutorialspoint.com/typescript/typescript_array_concat.htm)  Returns a new array comprised of this array joined with other array(s) and/or value(s). |
| 2. | [every()](https://www.tutorialspoint.com/typescript/typescript_array_every.htm)  Returns true if every element in this array satisfies the provided testing function. |
| 3. | [filter()](https://www.tutorialspoint.com/typescript/typescript_array_filter.htm)  Creates a new array with all of the elements of this array for which the provided filtering function returns true. |
| 4. | [forEach()](https://www.tutorialspoint.com/typescript/typescript_array_foreach.htm)  Calls a function for each element in the array. |
| 5. | [indexOf()](https://www.tutorialspoint.com/typescript/typescript_array_indexof.htm)  Returns the first (least) index of an element within the array equal to the specified value, or -1 if none is found. |
| 6. | [join()](https://www.tutorialspoint.com/typescript/typescript_array_join.htm)  Joins all elements of an array into a string. |
| 7. | [lastIndexOf()](https://www.tutorialspoint.com/typescript/typescript_array_lastindexof.htm)  Returns the last (greatest) index of an element within the array equal to the specified value, or -1 if none is found. |
| 8. | [map()](https://www.tutorialspoint.com/typescript/typescript_array_map.htm)  Creates a new array with the results of calling a provided function on every element in this array. |
| 9. | [pop()](https://www.tutorialspoint.com/typescript/typescript_array_pop.htm)  Removes the last element from an array and returns that element. |
| 10. | [push()](https://www.tutorialspoint.com/typescript/typescript_array_push.htm)  Adds one or more elements to the end of an array and returns the new length of the array. |
| 11. | [reduce()](https://www.tutorialspoint.com/typescript/typescript_array_reduce.htm)  Apply a function simultaneously against two values of the array (from left-to-right) as to reduce it to a single value. |
| 12. | [reduceRight()](https://www.tutorialspoint.com/typescript/typescript_array_reduceright.htm)  Apply a function simultaneously against two values of the array (from right-to-left) as to reduce it to a single value. |
| 13. | [reverse()](https://www.tutorialspoint.com/typescript/typescript_array_reverse.htm)  Reverses the order of the elements of an array -- the first becomes the last, and the last becomes the first. |
| 14. | [shift()](https://www.tutorialspoint.com/typescript/typescript_array_shift.htm)  Removes the first element from an array and returns that element. |
| 15. | [slice()](https://www.tutorialspoint.com/typescript/typescript_array_slice.htm)  Extracts a section of an array and returns a new array. |
| 16. | [some()](https://www.tutorialspoint.com/typescript/typescript_array_some.htm)  Returns true if at least one element in this array satisfies the provided testing function. |
| 17. | [sort()](https://www.tutorialspoint.com/typescript/typescript_array_sort.htm)  Sorts the elements of an array. |
| 18. | [splice()](https://www.tutorialspoint.com/typescript/typescript_array_splice.htm)  Adds and/or removes elements from an array. |
| 19. | [toString()](https://www.tutorialspoint.com/typescript/typescript_array_tostring.htm)  Returns a string representing the array and its elements. |
| 20. | [unshift()](https://www.tutorialspoint.com/typescript/typescript_array_unshift.htm)  Adds one or more elements to the front of an array and returns the new length of the array. |

## Array Destructuring

Refers to breaking up the structure of an entity. TypeScript supports destructuring when used in the context of an array.

### **Example**

var arr:number[] = [12,13]

var[x,y] = arr

console.log(x)

console.log(y)

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var arr = [12, 13];

var x = arr[0], y = arr[1];

console.log(x);

console.log(y);

Its output is as follows −

12

13

## Array Traversal using for…in loop

One can use the **for…in** loop to traverse through an array.

var j:any;

var nums:number[] = [1001,1002,1003,1004]

for(j in nums) {

console.log(nums[j])

}

The loop performs an index based array traversal.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var j;

var nums = [1001, 1002, 1003, 1004];

for (j in nums) {

console.log(nums[j]);

}

The output of the above code is given below −

1001

1002

1003

1004

## Arrays in TypeScript

TypeScript supports the following concepts in arrays −

|  |  |
| --- | --- |
| **S.No.** | **Concept & Description** |
| 1. | [Multi-dimensional arrays](https://www.tutorialspoint.com/typescript/typescript_multi_dimensional_arrays.htm)  TypeScript supports multidimensional arrays. The simplest form of the multidimensional array is the twodimensional array. |
| 2. | [Passing arrays to functions](https://www.tutorialspoint.com/typescript/typescript_passing_arrays_to_functions.htm)  You can pass to the function a pointer to an array by specifying the array's name without an index. |
| 3. | [Return array from functions](https://www.tutorialspoint.com/typescript/typescript_return_array_from_functions.htm)  Allows a function to return an array |

# **TypeScript - Interfaces**

An interface is a syntactical contract that an entity should conform to. In other words, an interface defines the syntax that any entity must adhere to.

Interfaces define properties, methods, and events, which are the members of the interface. Interfaces contain only the declaration of the members. It is the responsibility of the deriving class to define the members. It often helps in providing a standard structure that the deriving classes would follow.

Let’s consider an object −

var person = {

FirstName:"Tom",

LastName:"Hanks",

sayHi: ()=>{ return "Hi"}

};

If we consider the signature of the object, it could be −

{

FirstName:string,

LastName:string,

sayHi()=>string

}

To reuse the signature across objects we can define it as an interface.

## Declaring Interfaces

The interface keyword is used to declare an interface. Here is the syntax to declare an interface −

### **Syntax**

interface interface\_name {

}

### **Example: Interface and Objects**

interface IPerson {

firstName:string,

lastName:string,

sayHi: ()=>string

}

var customer:IPerson = {

firstName:"Tom",

lastName:"Hanks",

sayHi: ():string =>{return "Hi there"}

}

console.log("Customer Object ")

console.log(customer.firstName)

console.log(customer.lastName)

console.log(customer.sayHi())

var employee:IPerson = {

firstName:"Jim",

lastName:"Blakes",

sayHi: ():string =>{return "Hello!!!"}

}

console.log("Employee Object ")

console.log(employee.firstName);

console.log(employee.lastName);

The example defines an interface. The customer object is of the type IPerson. Hence, it will now be binding on the object to define all properties as specified by the interface.

Another object with following signature, is still considered as IPerson because that object is treated by its size or signature.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var customer = { firstName: "Tom", lastName: "Hanks",

sayHi: function () { return "Hi there"; }

};

console.log("Customer Object ");

console.log(customer.firstName);

console.log(customer.lastName);

console.log(customer.sayHi());

var employee = { firstName: "Jim", lastName: "Blakes",

sayHi: function () { return "Hello!!!"; } };

console.log("Employee Object ");

console.log(employee.firstName);

console.log(employee.lastName);

The output of the above example code is as follows −

Customer object

Tom

Hanks

Hi there

Employee object

Jim

Blakes

Hello!!!

Interfaces are not to be converted to JavaScript. It’s just part of TypeScript. If you see the screen shot of TS Playground tool there is no java script emitted when you declare an interface unlike a class. So interfaces have zero runtime JavaScript impact.
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## Union Type and Interface

The following example shows the use of Union Type and Interface −

interface RunOptions {

program:string;

commandline:string[]|string|(()=>string);

}

//commandline as string

var options:RunOptions = {program:"test1",commandline:"Hello"};

console.log(options.commandline)

//commandline as a string array

options = {program:"test1",commandline:["Hello","World"]};

console.log(options.commandline[0]);

console.log(options.commandline[1]);

//commandline as a function expression

options = {program:"test1",commandline:()=>{return "\*\*Hello World\*\*";}};

var fn:any = options.commandline;

console.log(fn());

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

//commandline as string

var options = { program: "test1", commandline: "Hello" };

console.log(options.commandline);

//commandline as a string array

options = { program: "test1", commandline: ["Hello", "World"] };

console.log(options.commandline[0]);

console.log(options.commandline[1]);

//commandline as a function expression

options = { program: "test1", commandline: function () { return "\*\*Hello World\*\*"; } };

var fn = options.commandline;

console.log(fn());

Its output is as follows −

Hello

Hello

World

\*\*Hello World\*\*

## Interfaces and Arrays

Interface can define both the kind of key an array uses and the type of entry it contains. Index can be of type string or type number.

### **Example**

interface namelist {

[index:number]:string

}

var list2:namelist = ["John",1,"Bran"] //Error. 1 is not type string

interface ages {

[index:string]:number

}

var agelist:ages;

agelist["John"] = 15 // Ok

agelist[2] = "nine" // Error

## Interfaces and Inheritance

An interface can be extended by other interfaces. In other words, an interface can inherit from other interface. Typescript allows an interface to inherit from multiple interfaces.

Use the extends keyword to implement inheritance among interfaces.

### **Syntax: Single Interface Inheritance**

Child\_interface\_name extends super\_interface\_name

### **Syntax: Multiple Interface Inheritance**

Child\_interface\_name extends super\_interface1\_name,

super\_interface2\_name,…,super\_interfaceN\_name

### **Example: Simple Interface Inheritance**

interface Person {

age:number

}

interface Musician extends Person {

instrument:string

}

var drummer = <Musician>{};

drummer.age = 27

drummer.instrument = "Drums"

console.log("Age: "+drummer.age) console.log("Instrument: "+drummer.instrument)

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var drummer = {};

drummer.age = 27;

drummer.instrument = "Drums";

console.log("Age: " + drummer.age);

console.log("Instrument: " + drummer.instrument);

Its output is as follows −

Age: 27

Instrument: Drums

### **Example: Multiple Interface Inheritance**

interface IParent1 {

v1:number

}

interface IParent2 {

v2:number

}

interface Child extends IParent1, IParent2 { }

var Iobj:Child = { v1:12, v2:23}

console.log("value 1: "+this.v1+" value 2: "+this.v2)

The object Iobj is of the type interface leaf. The interface leaf by the virtue of inheritance now has two attributes- v1 and v2 respectively. Hence, the object Iobj must now contain these attributes.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var Iobj = { v1: 12, v2: 23 };

console.log("value 1: " + this.v1 + " value 2: " + this.v2);

The output of the above code is as follows −

value 1: 12 value 2: 23

# **TypeScript - Classes**

TypeScript is object oriented JavaScript. TypeScript supports object-oriented programming features like classes, interfaces, etc. A class in terms of OOP is a blueprint for creating objects. A class encapsulates data for the object. Typescript gives built in support for this concept called class. JavaScript ES5 or earlier didn’t support classes. Typescript gets this feature from ES6.

## Creating classes

Use the class keyword to declare a class in TypeScript. The syntax for the same is given below −

### **Syntax**

class class\_name {

//class scope

}

The class keyword is followed by the class name. The rules for identifiers must be considered while naming a class.

A class definition can include the following −

* **Fields** − A field is any variable declared in a class. Fields represent data pertaining to objects
* **Constructors** − Responsible for allocating memory for the objects of the class
* **Functions** − Functions represent actions an object can take. They are also at times referred to as methods

These components put together are termed as the data members of the class.

Consider a class Person in typescript.

class Person {

}

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var Person = (function () {

function Person() {

}

return Person;

}());

### **Example: Declaring a class**

class Car {

//field

engine:string;

//constructor

constructor(engine:string) {

this.engine = engine

}

//function

disp():void {

console.log("Engine is : "+this.engine)

}

}

The example declares a class Car. The class has a field named engine. The **var** keyword is not used while declaring a field. The example above declares a constructor for the class.

A constructor is a special function of the class that is responsible for initializing the variables of the class. TypeScript defines a constructor using the constructor keyword. A constructor is a function and hence can be parameterized.

The **this** keyword refers to the current instance of the class. Here, the parameter name and the name of the class’s field are the same. Hence to avoid ambiguity, the class’s field is prefixed with the **this** keyword.

*disp()* is a simple function definition. Note that the function keyword is not used here.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var Car = (function () {

//constructor

function Car(engine) {

this.engine = engine;

}

//function

Car.prototype.disp = function () {

console.log("Engine is : " + this.engine);

};

return Car;

}());

## Creating Instance objects

To create an instance of the class, use the **new** keyword followed by the class name. The syntax for the same is given below −

### **Syntax**

var object\_name = new class\_name([ arguments ])

* The **new** keyword is responsible for instantiation.
* The right-hand side of the expression invokes the constructor. The constructor should be passed values if it is parameterized.

### **Example: Instantiating a class**

var obj = new Car("Engine 1")

## Accessing Attributes and Functions

A class’s attributes and functions can be accessed through the object. Use the ‘ . ’ dot notation (called as the period) to access the data members of a class.

//accessing an attribute

obj.field\_name

//accessing a function

obj.function\_name()

### **Example: Putting them together**

class Car {

//field

engine:string;

//constructor

constructor(engine:string) {

this.engine = engine

}

//function

disp():void {

console.log("Function displays Engine is : "+this.engine)

}

}

//create an object

var obj = new Car("XXSY1")

//access the field

console.log("Reading attribute value Engine as : "+obj.engine)

//access the function

obj.disp()

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var Car = (function () {

//constructor

function Car(engine) {

this.engine = engine;

}

//function

Car.prototype.disp = function () {

console.log("Function displays Engine is : " + this.engine);

};

return Car;

}());

//create an object

var obj = new Car("XXSY1");

//access the field

console.log("Reading attribute value Engine as : " + obj.engine);

//access the function

obj.disp();

The output of the above code is as follows −

Reading attribute value Engine as : XXSY1

Function displays Engine is : XXSY1

## Class Inheritance

TypeScript supports the concept of Inheritance. Inheritance is the ability of a program to create new classes from an existing class. The class that is extended to create newer classes is called the parent class/super class. The newly created classes are called the child/sub classes.

A class inherits from another class using the ‘extends’ keyword. Child classes inherit all properties and methods except private members and constructors from the parent class.

### **Syntax**

class child\_class\_name extends parent\_class\_name

However, TypeScript doesn’t support multiple inheritance.

### **Example: Class Inheritance**

class Shape {

Area:number

constructor(a:number) {

this.Area = a

}

}

class Circle extends Shape {

disp():void {

console.log("Area of the circle: "+this.Area)

}

}

var obj = new Circle(223);

obj.disp()

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var \_\_extends = (this && this.\_\_extends) || function (d, b) {

for (var p in b) if (b.hasOwnProperty(p)) d[p] = b[p];

function \_\_() { this.constructor = d; }

d.prototype = b === null ? Object.create(b) : (\_\_.prototype = b.prototype, new \_\_());

};

var Shape = (function () {

function Shape(a) {

this.Area = a;

}

return Shape;

}());

var Circle = (function (\_super) {

\_\_extends(Circle, \_super);

function Circle() {

\_super.apply(this, arguments);

}

Circle.prototype.disp = function () {

console.log("Area of the circle: " + this.Area);

};

return Circle;

}(Shape));

var obj = new Circle(223);

obj.disp();

The output of the above code is as follows −

Area of the Circle: 223

The above example declares a class Shape. The class is extended by the Circle class. Since there is an inheritance relationship between the classes, the child class i.e. the class Car gets an implicit access to its parent class attribute i.e. area.

Inheritance can be classified as −

* **Single** − Every class can at the most extend from one parent class
* **Multiple** − A class can inherit from multiple classes. TypeScript doesn’t support multiple inheritance.
* **Multi-level** − The following example shows how multi-level inheritance works.

### **Example**

class Root {

str:string;

}

class Child extends Root {}

class Leaf extends Child {} //indirectly inherits from Root by virtue of inheritance

var obj = new Leaf();

obj.str ="hello"

console.log(obj.str)

The class Leaf derives the attributes from Root and Child classes by virtue of multi-level inheritance.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var \_\_extends = (this && this.\_\_extends) || function (d, b) {

for (var p in b) if (b.hasOwnProperty(p)) d[p] = b[p];

function \_\_() { this.constructor = d; }

d.prototype = b === null ? Object.create(b) : (\_\_.prototype = b.prototype, new \_\_());

};

var Root = (function () {

function Root() {

}

return Root;

}());

var Child = (function (\_super) {

\_\_extends(Child, \_super);

function Child() {

\_super.apply(this, arguments);

}

return Child;

}(Root));

var Leaf = (function (\_super) {

\_\_extends(Leaf, \_super);

function Leaf() {

\_super.apply(this, arguments);

}

return Leaf;

}(Child));

var obj = new Leaf();

obj.str = "hello";

console.log(obj.str);

Its output is as follows −

### **Output**

hello

## TypeScript ─ Class inheritance and Method Overriding

Method Overriding is a mechanism by which the child class redefines the superclass’s method. The following example illustrates the same −

class PrinterClass {

doPrint():void {

console.log("doPrint() from Parent called…")

}

}

class StringPrinter extends PrinterClass {

doPrint():void {

super.doPrint()

console.log("doPrint() is printing a string…")

}

}

var obj = new StringPrinter()

obj.doPrint()

The super keyword is used to refer to the immediate parent of a class. The keyword can be used to refer to the super class version of a variable, property or method. Line 13 invokes the super class version of the doWork() function.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var \_\_extends = (this && this.\_\_extends) || function (d, b) {

for (var p in b) if (b.hasOwnProperty(p)) d[p] = b[p];

function \_\_() { this.constructor = d; }

d.prototype = b === null ? Object.create(b) : (\_\_.prototype = b.prototype, new \_\_());

};

var PrinterClass = (function () {

function PrinterClass() {

}

PrinterClass.prototype.doPrint = function () {

console.log("doPrint() from Parent called…");

};

return PrinterClass;

}());

var StringPrinter = (function (\_super) {

\_\_extends(StringPrinter, \_super);

function StringPrinter() {

\_super.apply(this, arguments);

}

StringPrinter.prototype.doPrint = function () {

\_super.prototype.doPrint.call(this);

console.log("doPrint() is printing a string…");

};

return StringPrinter;

}(PrinterClass));

var obj = new StringPrinter();

obj.doPrint();

The output of the above code is as follows −

doPrint() from Parent called…

doPrint() is printing a string…

## The static Keyword

The static keyword can be applied to the data members of a class. A static variable retains its values till the program finishes execution. Static members are referenced by the class name.

### **Example**

class StaticMem {

static num:number;

static disp():void {

console.log("The value of num is"+ StaticMem.num)

}

}

StaticMem.num = 12 // initialize the static variable

StaticMem.disp() // invoke the static method

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var StaticMem = (function () {

function StaticMem() {

}

StaticMem.disp = function () {

console.log("The value of num is" + StaticMem.num);

};

return StaticMem;

}());

StaticMem.num = 12; // initialize the static variable

StaticMem.disp(); // invoke the static method

The output of the above code is as follows −

The value of num is 12

## The instanceof operator

The **instanceof** operator returns true if the object belongs to the specified type.

### **Example**

class Person{ }

var obj = new Person()

var isPerson = obj instanceof Person;

console.log(" obj is an instance of Person " + isPerson);

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var Person = (function () {

function Person() {

}

return Person;

}());

var obj = new Person();

var isPerson = obj instanceof Person;

console.log(" obj is an instance of Person " + isPerson);

The output of the above code is as follows −

obj is an instance of Person True

## Data Hiding

A class can control the visibility of its data members to members of other classes. This capability is termed as Data Hiding or Encapsulation.

Object Orientation uses the concept of access modifiers or access specifiers to implement the concept of Encapsulation. The access specifiers/modifiers define the visibility of a class’s data members outside its defining class.

The access modifiers supported by TypeScript are −

|  |  |
| --- | --- |
| **S.No.** | **Access Specifier & Description** |
| 1. | **public**  A public data member has universal accessibility. Data members in a class are public by default. |
| 2. | **private**  Private data members are accessible only within the class that defines these members. If an external class member tries to access a private member, the compiler throws an error. |
| 3. | **protected**  A protected data member is accessible by the members within the same class as that of the former and also by the members of the child classes. |

### **Example**

Let us now take an example to see how data hiding works −

class Encapsulate {

str:string = "hello"

private str2:string = "world"

}

var obj = new Encapsulate()

console.log(obj.str) //accessible

console.log(obj.str2) //compilation Error as str2 is private

The class has two string attributes, str1 and str2, which are public and private members respectively. The class is instantiated. The example returns a compile time error, as the private attribute str2 is accessed outside the class that declares it.

## Classes and Interfaces

Classes can also implement interfaces.

interface ILoan {

interest:number

}

class AgriLoan implements ILoan {

interest:number

rebate:number

constructor(interest:number,rebate:number) {

this.interest = interest

this.rebate = rebate

}

}

var obj = new AgriLoan(10,1)

console.log("Interest is : "+obj.interest+" Rebate is : "+obj.rebate )

The class AgriLoan implements the interface Loan. Hence, it is now binding on the class to include the property **interest** as its member.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var AgriLoan = (function () {

function AgriLoan(interest, rebate) {

this.interest = interest;

this.rebate = rebate;

}

return AgriLoan;

}());

var obj = new AgriLoan(10, 1);

console.log("Interest is : " + obj.interest + " Rebate is : " + obj.rebate);

The output of the above code is as follows −

Interest is : 10 Rebate is : 1

# **TypeScript - Objects**

An **object** is an instance which contains set of key value pairs. The values can be scalar values or functions or even array of other objects. The syntax is given below −

### **Syntax**

var object\_name = {

key1: “value1”, //scalar value

key2: “value”,

key3: function() {

//functions

},

key4:[“content1”, “content2”] //collection

};

As shown above, an object can contain scalar values, functions and structures like arrays and tuples.

### **Example: Object Literal Notation**

var person = {

firstname:"Tom",

lastname:"Hanks"

};

//access the object values

console.log(person.firstname)

console.log(person.lastname)

On compiling, it will generate the same code in JavaScript.

The output of the above code is as follows −

Tom

Hanks

## TypeScript Type Template

Let’s say you created an object literal in JavaScript as −

var person = {

firstname:"Tom",

lastname:"Hanks"

};

In case you want to add some value to an object, JavaScript allows you to make the necessary modification. Suppose we need to add a function to the person object later this is the way you can do this.

person.sayHello = function(){ return "hello";}

If you use the same code in Typescript the compiler gives an error. This is because in Typescript, concrete objects should have a type template. Objects in Typescript must be an instance of a particular type.

You can solve this by using a method template in declaration.

### **Example: Typescript Type template**

var person = {

firstName:"Tom",

lastName:"Hanks",

sayHello:function() { } //Type template

}

person.sayHello = function() {

console.log("hello "+person.firstName)

}

person.sayHello()

On compiling, it will generate the same code in JavaScript.

The output of the above code is as follows −

hello Tom

Objects can also be passed as parameters to function.

### **Example: Objects as function parameters**

var person = {

firstname:"Tom",

lastname:"Hanks"

};

var invokeperson = function(obj: { firstname:string, lastname :string }) {

console.log("first name :"+obj.firstname)

console.log("last name :"+obj.lastname)

}

invokeperson(person)

The example declares an object literal. The function expression is invoked passing person object.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var person = {

firstname: "Tom",

lastname: "Hanks"

};

var invokeperson = function (obj) {

console.log("first name :" + obj.firstname);

console.log("last name :" + obj.lastname);

};

invokeperson(person);

Its output is as follows −

first name :Tom

last name :Hanks

You can create and pass an anonymous object on the fly.

### **Example: Anonymous Object**

var invokeperson = function(obj:{ firstname:string, lastname :string}) {

console.log("first name :"+obj.firstname)

console.log("last name :"+obj.lastname)

}

invokeperson({firstname:"Sachin",lastname:"Tendulkar"});

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var invokeperson = function (obj) {

console.log("first name :" + obj.firstname);

console.log("last name :" + obj.lastname);

};

invokeperson({ firstname: "Sachin", lastname: "Tendulkar" });

invokeperson({ firstname: "Sachin", lastname: "Tendulkar" });

Its output is as follows −

first name :Sachin

last name :Tendulkar

## Duck-typing

In duck-typing, two objects are considered to be of the same type if both share the same set of properties. Duck-typing verifies the presence of certain properties in the objects, rather than their actual type, to check their suitability. The concept is generally explained by the following phrase −

“When I see a bird that walks like a duck and swims like a duck and quacks like a duck, I call that bird a duck.”

The TypeScript compiler implements the duck-typing system that allows object creation on the fly while keeping type safety. The following example shows how we can pass objects that don’t explicitly implement an interface but contain all of the required members to a function.

### **Example**

interface IPoint {

x:number

y:number

}

function addPoints(p1:IPoint,p2:IPoint):IPoint {

var x = p1.x + p2.x

var y = p1.y + p2.y

return {x:x,y:y}

}

An object is an instance which contains set of key value pairs. The values can be scalar values or functions or even array of other objects. The syntax is given below −

Syntax

var object\_name = {

key1: “value1”, //scalar value

key2: “value”,

key3: function() {

//functions

},

key4:[“content1”, “content2”] //collection

};

As shown above, an object can contain scalar values, functions and structures like arrays and tuples.

Example: Object Literal Notation

var person = {

firstname:"Tom",

lastname:"Hanks"

};

//access the object values

console.log(person.firstname)

console.log(person.lastname)

On compiling, it will generate the same code in JavaScript.

The output of the above code is as follows −

Tom

Hanks

TypeScript Type Template

Let’s say you created an object literal in JavaScript as −

var person = {

firstname:"Tom",

lastname:"Hanks"

};

In case you want to add some value to an object, JavaScript allows you to make the necessary modification. Suppose we need to add a function to the person object later this is the way you can do this.

person.sayHello = function(){ return "hello";}

If you use the same code in Typescript the compiler gives an error. This is because in Typescript, concrete objects should have a type template. Objects in Typescript must be an instance of a particular type.

You can solve this by using a method template in declaration.

Example: Typescript Type template

var person = {

firstName:"Tom",

lastName:"Hanks",

sayHello:function() { } //Type template

}

person.sayHello = function() {

console.log("hello "+person.firstName)

}

person.sayHello()

On compiling, it will generate the same code in JavaScript.

The output of the above code is as follows −

hello Tom

Objects can also be passed as parameters to function.

Example: Objects as function parameters

var person = {

firstname:"Tom",

lastname:"Hanks"

};

var invokeperson = function(obj: { firstname:string, lastname :string }) {

console.log("first name :"+obj.firstname)

console.log("last name :"+obj.lastname)

}

invokeperson(person)

The example declares an object literal. The function expression is invoked passing person object.

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var person = {

firstname: "Tom",

lastname: "Hanks"

};

var invokeperson = function (obj) {

console.log("first name :" + obj.firstname);

console.log("last name :" + obj.lastname);

};

invokeperson(person);

Its output is as follows −

first name :Tom

last name :Hanks

You can create and pass an anonymous object on the fly.

Example: Anonymous Object

var invokeperson = function(obj:{ firstname:string, lastname :string}) {

console.log("first name :"+obj.firstname)

console.log("last name :"+obj.lastname)

}

invokeperson({firstname:"Sachin",lastname:"Tendulkar"});

On compiling, it will generate following JavaScript code.

//Generated by typescript 1.8.10

var invokeperson = function (obj) {

console.log("first name :" + obj.firstname);

console.log("last name :" + obj.lastname);

};

invokeperson({ firstname: "Sachin", lastname: "Tendulkar" });

invokeperson({ firstname: "Sachin", lastname: "Tendulkar" });

Its output is as follows −

first name :Sachin

last name :Tendulkar

Duck-typing

In duck-typing, two objects are considered to be of the same type if both share the same set of properties. Duck-typing verifies the presence of certain properties in the objects, rather than their actual type, to check their suitability. The concept is generally explained by the following phrase −

“When I see a bird that walks like a duck and swims like a duck and quacks like a duck, I call that bird a duck.”

The TypeScript compiler implements the duck-typing system that allows object creation on the fly while keeping type safety. The following example shows how we can pass objects that don’t explicitly implement an interface but contain all of the required members to a function.

Example

//Valid

var newPoint = addPoints({x:3,y:4},{x:5,y:1})

//Error

var newPoint2 = addPoints({x:1},{x:4,y:3})